# hasic hasic 

30 IF $F=1$ THEN 60
40 PRINT＂T＂；
50 GØTV 100
58 REM C COUNTS THE NUMBER OF HEADS
60 LET C＝C＋1
70 PRINT＂H＂；
100．NEXT X
110 PKINT
120 PRINT＂HEADS＂；C；＂ØUT gF 50 FLIPS＂
125 NEXT Y
130 END
RUN
FLIP－1
HTTTTTHTTHHTTHTTTTTTTTHTHHHHHHTTTTTHTHHHTHHHTTHHTT HEADS 21 OUT ØF 50 FLIPS
HT TH THHT TH T TH THHTTTHHH TTTTTTHHHH T TH TH THHHH THHT THHH HEADS 26 OUT ひF 50 FLIPS
HTHTTTHTTHTTHTTTTTTTTHTTHTTTHTHTHTTTHTTTTTHHHTHHHT HEADS 17 ØUT OF 50 FLIPS
THITTTTTHTHTH TḦH THHHHHHTHTTTHHTTHTTTTTTTHHTHTTHHTT HEADS 21 ØUT gF 50 FLIPS
ITHHTTTTHTHH T TH TH THHHH T THH THH T T T T T TH THHH T TH THH TT HEADS 24 ØUT ØF 50 FLIPS HTH THHHHHHH TH TT TTT T TH T THHHHHH TT TH TTTTH TH T THH THH THH HEADS 26 ØUT リF 50 FLIPS
HTTTTTHTTT THHT THTTH THHHH TH THH T THHHH TH T TH TH TH TTTTH T HEADS 22 OUT ØF 50 FLIPS
 HEADS 34 DUT DF 50 FLIPS
HTTHH THH ITHTTTTTTHHH T T TH TT THH T TH TH THHHHH T TH THH TH T HEADS 24 OUT OF 50 FLIPS
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## Preface

With the increasing availability of computer access through remote terminals and time sharing, more and more schools and colleges are able to introduce programming to substantial numbers of students.

This book is an attempt to incorporate computer programming, using BASIC language, and the teaching of mathematics. I believe the two activities support each other.

Flowcharts are used throughout the text. The general approach is to begin with short complete programs and then simply and methodically build them into larger programs. Each new capability or new organization of capabilities is presented to create a desired effect in a program. Details are introduced only as they become necessary or useful for the writing of a program, rather than as sets of facts to be memorized in case a particular situation should ever arise. Over 125 programs are used to achieve this.

All of the elementary BASIC language capabilities are presented in the first five chapters and Chap. 7. Chapter 6 and Chaps. 8-13 emphasize applications. The first seven chapters may be studied in conjunction with, or at any time following, a first-year algebra course. Chapters $8-13$ are applications oriented, covering many of the popular topics of precalculus mathematics, with all of the required algorithms developed in the text. Thus, this text is suitable for use either as a supplementary text to be incorporated into existing mathematics courses, or as the text for a course or unit to cover programming alone.

Appendices A and B, respectively, present information for the operation of programs on paper tape and a few comments on error diagnosis. Appendix C introduces two formatting capabilities that are available on some timesharing systems. Flowchart shapes are summarized in Appendix D. A summary of BASIC statement types is provided in Appendix E and an index of all the programs in Chaps. 2-13 is provided in Appendix $F$.

Many of the problems in the book are intended to enable the student to develop interesting mathematical concepts upon seeing the printed results of program RUNS. Possible solution programs are given in Appendix G for the even-numbered problems to give the student an indication of the correctness
of his program without being required to run every program. However, particularly at the beginning, students derive greater benefit from seeing programs run (or not run) than from any other programming activity.

I wish to thank Germantown Friends School for its support in the preparation of this text. Thanks are due Mrs. Geoffrey Wilson for test teaching and numerous students for test learning portions of the manuscript.

James S. Coan
Philadelphia

## Preface to the Second Edition

The First Edition of this book has been significantly enhanced by presenting character string handling and the use of data files. Since strings and files involve language differences which depend on the computer, two versions are presented. Demonstration programs are presented in Chap. 7 for both General Electric Information Services BASIC and Hewlett-Packard BASIC.

The little used statement RESTORE is no longer discussed, and the INPUT statement is now presented in Chap. 1.

Thanks are due to the Community Computer Corporation for assistance in the preparation of material for this Second Edition.

James S. Coan
Philadelphia
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## Basic BAIIC

An Introduction to Computer Programming in BASIC Language

## CHAPTER 1

## Introduction to BASIC

In working with a computer, you, the programmer, must communicate with the computer. In order to do that you will have to use a language that the computer will understand. There are many languages written for this purpose. The language of this text is called BASIC. The actual physical communication is rather complicated and we will ignore most of the mechanics except for the apparatus at our end of things. The device we will be using is called a remote terminal. It will have a specific name depending on the manufacturer. The remote terminal has a keyboard, which is the part we are most concerned about.

## 1-1 PRINT

No matter how complicated a particular set of instructions is, you will have to tell the computer to put the results into some form discernible to yourself. Therefore, let us begin with a discussion of the PRINT statement. If you want the computer to write the following statement "THIS IS A SHORT PROGRAM," you will type on the keyboard of the terminal as follows:

```
10 PRINT "THIS IS A SHORT PROGRAM."
20 END
```

The computer, on proper instruction, will do exactly what you have set out to do.

The two lines 10 and 20 constitute a complete program. Several comments are in order here.

1) Note that every line in a program must begin with a positive integer.
2) The statement that we want to write out is in quotes; this may be used to good advantage, for example, for headings and labels.
3) In many time-share systems, every program must have as its highest numbered line the END statement. In some systems, the END statement is optional.
4) Note that all the letters are capitals. The terminal you may use or may not be restricted in this way. Note also that the letter " $O$ " has a slash mark to distinguish it from the digit " 0 ." On some terminals the reverse is true, the digit " 0 " has a slash and the letter " $O$ " does not. On some printers one is more nearly a circle than the other or one is nearly diamond shaped. You can easily determine the method used by your equipment by examining some sample output on your screen or "hard copy."
5) It is conventional although not required to use intervals of 10 for the numbers of adjacent lines in a program. This is because any modification in the program must also have line numbers. So you can use the in-betupen numbers for that purpose. It should be comforting to luow at this point that the line numbers do not have to be typed in order. No matter what order they are typed in, the computer will follow numerical order in executing the program.
6) Each line of a program is called a program statement.

You probably think of the computer as something that more commonly produces numerical results and you are partly conrect. Suppose you wish to multiply 23.4 by 91 . One way of doing this on the computer would be to write a program like this:

```
10 PRINT 23.4*91
20 END
```

Then on proper instruction the computer will type out the following and stop.

```
2129.4
```

DONE
Computers vary as to the message that gets printed here. Notice the absence of quotes. In this case you have instructed the computer to perform an operation. Had you in fact wanted $23.4^{\circ} 91$ typed out, then you would change the program. You might write the following:

```
10 PRINT "23.4*91=",23.4491
20 END
```

This time the result will be as follows:

```
23.4*91= 2129.4
DONE
```

You have succeeded in instructing the computer not only to perform an operation, but to print out the result in easily understandable form, which is desirable throughout mathematics. Notice the use of the comma here. The comma may be used to separate the different parts of a PRINT statement. Used in this way, a comma is called a delimiter. Notice too, that there are eight spaces betwoen the cquals sign and the number, A way io eliminate all bui one of them will be explaned later. There are many fine points that we will discuss as we progress, but for now we will take it in small quantities.

If we were limited to the PRINT and the END instructions, we would quickly retum to using pencil and paper or an ordinary desk calculator. With-
out some additional capability, the computer would soon disappear. This brings us to the READ and DATA statements.

## PRINT

Characters in quotes will be printed exactly as typed. Computed results will be typed as decimal numbers or as integers.

## 1-2 READ-DATA

The READ statement says to look for DATA as in the following:

```
10 DATA 23.4,91,83,19,87,94,76,5.98,876,918
20 READ A, B
30 PRINT A*B
35 G.TT3 20
4O END
```

The computer ignores the DATA statement until it finds a READ, then it takes the first number in the first DATA statement and assigns that value to the first variable in the READ statement. Then, if there is a comma and another variable in READ as in our example, the computer assigns the second number in the DATA line to it; were there a third variable, the computer would continue until it ran out of variables. In our program, the first time through, $\mathrm{A}=23.4$ and $\mathrm{B}=91$. The next line says PRINT the product. Having printed the product the computer looks for the next instruction, which is GØTØ 20 . This is a new one that means exactly what it says. So the computer will $G \varnothing T \emptyset$ line 20 and execute that instruction again. At this point the computer "knows" that it has already read and used the first two numbers in the DATA line. So it goes to the third and fourth numbers and assigns them to $A$ and $B$ in order and proceeds to print the product of 83 and 19 , then goes back and assigns the fifth and sixth numbers to A and B , and so on until it runs out of numbers in the DATA line. There may be any number of DATA lines in a given program; all you need to realize for the time being is that a comma must be used to separate each discrete item of data and a comma should not be placed after the last item in a particular DATA line. Also, be careful not to use commas to designate thousands, millions, etc. Warning: You may not put variables or operation symbols in a DATA line. Only numbers in decimal form are allowed so far. Here is the computer's response to the above program:

```
2129.4
1577
8179
454.48
804168.
gUT gF DATA IN LIVE 2O
```

Note the explicit message at the completion of the print-out. This will vary from computer to computer.

In our examples so far, we have used only multiplication ( ${ }^{\circ}$ ). The other arithmetic operations that you may use are addition ( + ), subtraction ( - ), division (/), and exponentiation (raising to a power). There are two symbols in common use for exponentiation: one is an upwards arrow ( $\uparrow$ ), and the other is a double asterisk $\left({ }^{\circ}{ }^{\circ}\right)$. Symbols used to instruct the computer to perform some operation are called operators. The symbols listed here are specifically designated as the arithmetic operators. The numbers on which the operation is to be performed are called operands. Contrary to convention in algebra, the multinlication symbol must he present. AB in algehra must be written $A \circ B$ for the computer. The computer assigns the same priorities to arithmetic operations as are assigned in algebra. If there are several operations of the same priority to be performed on the same line, the computer does them from left to right. Several sample programs will be given soon.

## READ

The READ statement looks for numbers in a DATA statement. READ X, Y, Z looks for numbers in groups of three.

## DATA

The DATA statement supplies values for the variables designated in the corresponding READ statement. Items of data must be separated by a comma. Numbers only are allowed.

## 1-3 SYSTEM COMMANDS

There are two kinds of instructions of which you should be aware. We have already discussed an instruction given by a program that you have writien. We have not yet mentioned an equally important kind of instruction, the system command. We must realize that the computer does nothing by itself. Therefore, there must be what is called an executive program which will respond to your wishes. You need not worry about the executive program; it is taken care of by the people who maintain the computer.

The first system command required is referred to as the sign-on or log-on. The exact form of this varies from computer to computer. So we really cannot be specific here. It simply notifies the computer that you would like to use it.

Once you are signed on, the next most important command is RUN. After you have iyped oui your program, the compuier must have a way of knowing that you want it to execute the program. So you must type RUN and then touch the return key on the keyboard. Only then will it respond to the programmed instructions.

Possibly next in importance is the command SCR (SCRub or SCRatch) or

CLE (CLEar) followed by depressing the return key. (Which you use will depend on the computer you are connected with.) Suppose you have run a program and someone else would like to run his. The old program may be erased by using the SCR command. So whenever you begin a new program it might be wise to simply type SCR and touch the return key. The system command must not be preceded by a number. There are several other commands that we will take up as they seem appropriate.

## RUN

Notifies the computer to execute the program instructions. Must not have a number in front of it.

## SCR or CLE ~NEW

Notifies the computer that you are not going to use the current program. The current program is erased from the working area of the computer. Must not have a number in front of it.

## 1-4 LET

At this point you do have enough information to write quite a few programs. However, another statement type that may be used to make life easier is the LET statement. The LET statement may be used to assign any number or any algebraic expression to any variable. Using a LET statement, the last program would look like this:

```
10 DATA 23,4,91,83,19,87,94,76,5.98,876,918
20 READ A,B
30 LET C=A*B
4O PRINT C
50 GOTO 20
60 END
RUN
```

2129.4
1577
8173
454. 48
804168.

```
0!JT 3F DATA IN LINE 2O
```

We obtain the same results as before. In this paticular program, we really did not save anything. However, in any situation where we need to write the value of $A^{\circ} B$ several times or the expression is more involved, we will see that a saving may result. There are many things that you could not do without a LET capability.

## LET

May be used to assign explicit values to a variable as LET X $=4.56$, or may be used to assign algebraic expressions to a variable as LET $\mathrm{V}=\mathrm{X}^{\circ} \mathrm{F}+\mathrm{Y}{ }^{\circ} \mathrm{G}$. Note: All variables on the right-hand side must have been previously evaluated. On some computers LET is optional. Such systems permit $Z=4.56$, for example.

## 1-5 INPUT

The INPUT statement serves much the same purpose as the READ statement in that it permits us to provide numbers for the computer to work with. For example, 100 INPUT A will cause the computer to print a question mark and stop at line 100 . The question mark is a signal to whoever is operating the terminal that he or she is to type the desired value for A on the keyboard and press the carriage return key to resume the run of the program. Likewise, 100 INPUT A, B, C will call for three numbers separated by commas to be typed at the keyboard. It is advisable to have the computer print a label so that the operator can determine the nature of the numbers required. In the following program, note that the semicolon at the end of line 100 enables us to type the values for $A$ and $B$ on the same line as the printed label. The input numbers 15,17 following the question mark were typed at the keyboard by the program operator.

```
100 PRINT "INPUT TWO NUMBERS:";
110 INPUT A,B
120 PRINT " THE NUMBERS ARE: "; A; B
130 PRINT " THEIR SUM IS: "; A+B
140 PRINT "THEIR PRODUCT IS:";A*B
150 END
RUN
```

INPUT TWO NUMBERS: ? 15, 17
THE NUMBERS ARE: 1517
THEIR SUM IS: 32
THEIR PRODUCT IS: 255
DONE

INPUT
Causes the computer to request data from the keyboard.

## $1-6$ SAMPLE RROGRAMS

If we want the computer to obtain a decimal value for a compound fracthon, there may be several programs that will do the job. Here we will have to use our knowledge of the order of operations as determined in algebra.

Three programs follow that find a decimal value for

$$
\frac{2 / 5+3 / 7}{3 / 4-1 / 3}
$$

```
10 LET N=2/5+3/7
20 LET D=3/4-1/3
30 PRINT N/D
4 0 ~ E N D
RUN
```

    1.98857
    Dane
10 LET $F=(2 / 5+3 / 7) /(3 / 4-1 / 3)$
20 PRINT F
30 END
RUN
1.98857
DJNE
10 PRINT (2/5+3/7)/(3/4-1/3)
20 END
RUN
1.98857
DONE

Parentheses serve as a powerful tool in grouping terms properly for the desired results. Keep in mind that priorities are exactly as they are in algebra and that if several operations of the same priority appear in the same line, they are executed from left to right.

Carefully study the programs which follow to see how the placement of the parentheses affects the results.

```
10 PRINT " 3/5/3/5="33/5/3/5
20 PRINT "3/(5/3/5)=";3/(5/3/5)
30 PRINT "3/5/(3/5)=";3/5/(3/5)
40 PRINT "(3/5)/(3/5)=''(3/5)/(3/5)
SO PRINT "(3/5/3)/5=";(3/5/3)/5
60 PRINT "'(3/5)/3/5='";(3/5)/3/5
70 END
RUN
```

$3 / 5 / 3 / 5=.04$
$3 /(5 / 3 / 5)=9$.
$3 / 5 /(3 / 5)=1$
$(3 / 5) /(3 / 5)=1$
$(3 / 5 / 3) / 5=.04$
$(3 / 5) / 3 / 5=.04$
dane

```
10 PRINT "'A=";2+3+1+3+2+1
20 PRINT " }\textrm{B}=|='\mp@code{2+(3+1)+3+2+1
30 PRINT "C=";2+3+(1+3)+2+1
40 PRINT "D='";2+3+1+3+(2+1)
50 PRINT "E=";2+(3+1+3)+2+1
60 END
RUN
```

```
A= 19
B=26
C= 25
D= 36
E= 16385
DONE
```

It is important to know the capacity of the computer you are working with. Notice that according to the computer, $(2 / 5+3 / 7) /(3 / 4-1 / 3)=1.98857$. If we work that out longhand, the result would be 1.98857142 . BASIC provides from 6 to 15 digits, if they are needed, depending on the computer, with the last digit rounded of in decinal numbers, in it is the capacity digit

If the results require more than the digit capacity of the computer, the computer prints in scientific notation as follows:

```
    10 LET A=98781.
20 LET Al=8976
30 LET P=A*A1
40 PRINT As"%",AI,"=""P
SO END
RUN
```

98781 . *

8976 $=$
$8.36658 E+08$

DøNE

The $\mathrm{E}+08$ means "times ten to the eighth power" and the decimal number is rounded off to the sixth digit. When the computer uses this notation, it is called E-format. Again we get large spaces using the comma to delimit the printed results. We will discuss this before we wind up chapter one.

A new item Al appears in the above program in line 20 . There you will find the statement LET AI $=8976$. The computer treats this as a new variable. In BASIC you may use any letter of the alphabet and any letter of the alphabet followed by a single digit as a variable. Some computers have additional simple variables. Thus a large number of variables are available.

Probably the best way to learn how the computer handles scientific notation is by experience. So, let us run a sample program to see what happens.

```
5 PRINT "X","'Y","Q","P","S"
1 0 ~ D A T A ~ 1 . 3 1 E + 1 0 . 2 . 1 3 E + 1 1 , 1 . 1 6 1 3 2 E - 0 5 , 2 . 8 3 E + 0 6 ~
20 READ X,Y
26 LET Q=X/Y
40 LET P=K%Y
50 LET S }=X*
60 PRINT X,Y,Q,P,S
65 G6TO 20
70 END
RUN
```

```
\begin{tabular}{|c|c|c|c|c|}
\hline \(x\) & Y & 0 & P & S \\
\hline \(1.31000 \mathrm{E}+10\) & 2.13000E+11 & 6.15023E-02 & 2.79030E+21 & \(2.26100 \mathrm{E}+11\) \\
\hline 1.16132E-05 & \(2.83000 \mathrm{E}+06\) & 4.10360E-12 & 32.8654 & \(2.33000 \mathrm{E}+06\) \\
\hline
\end{tabular}
gUT OF DATA IN LINE 20
```

Notice the use of Q for quotient, P for product, etc. This is a technique that is useful not only on the computer, but throughout mathematics.

Suppose you wish to write a program to find the total cost of a purchase in which there are different numbers of items at various prices, say $2 @ \$ .35$, 3 @ \$2.65, 11 @ \$25, 1 @ \$9.49, and 35 @ $\$ 1.59$. We could have many more, but for a sample this should suffice. This program could of course be written in several ways, but here is one possibility:


The single figure we set out to obtain is in the lower right-hand corner. The result is $\$ 76.54$; however, the other information is bound to be useful in at least some situations. Besides, even if we only print the right-hand column, we do not yet know how to dispose of the first four figures in that column. If you only want to print the right-hand column, then lines 10 and 45 may be altered thus:

## 10 PRINT "SUBTØTAL" <br> 45 PRINT T

and only that column will be printed. Notice that line 10 is executed only once and line 45 is executed five times. The GØTØ statement in line 50 only returns the computer back to line 30 . So the computer only prints the headings once and only lets $T=0$ once.

Still, in the last program, the combination of lines 25 and 40 may seem strange, but it will not as soon as you gain a little more insight into how the computer works. Line 25 is said to initialize the value of T at 0 , i.e., give it an initial value of 0 . When the computer executes the initializing statement, line

25 LET T $=0$, it "says" that there is a location in the computer storage area which this program will call $T$ and that this program also requires that the number zero be stored in that location for now. If we then say $26 \mathrm{LET} T=5$, then the computer will put the number 5 in that location designated as $T$ and zero will no longer be there. If we write a program that says 25 LET $T=0$ followed by 26 LET $T=T+1$, then the computer goes to the location where it is storing the value for T , "sees" 0 , adds 1 to it, and returns the result to the location from which it just got 0 , thereby replacing 0 (the old value) with 1 (the new value). So we see that in BASIC (as in other computer languages) $=$ does not mean "two names for the same thing." It means, instead, that the number on the right is to be placed in a location whose name is specified on the left. Thus we see that the equals sign as used here really specifies an operation for the computer to perform. So the equals sign is called an assignment operator or a replacement operator, and the LET statement is called the assignment statement or replacement statement.

Let us go through the program line by line. The lowest numbered line is a PRINT statement. So, right off, the computer prints the headings. Then it recognizes that the next statement is a DATA statement and ignores it. Line 25 assigns the value 0 to T . Then in line 30 the computer reads the first two numbers in the DATA line. Line 40 says that the previous value of $T$ is to be taken out of storage and added to N times P . So, the first time through line 40 , the value of T on the left will be 0 (from storage) plus the cost of two items at $\$ .35$, or $\$ .70$, and the computer returns the value .70 to the location in storage called T . Line 50 sends the computer back to read the next two numbers in the DATA line and to add their product (7.95) to .70 to get 8.65. It should be clear that we are printing the values of $N, P, N$ times $P$, and $T$ each time we read two new numbers. This process continues until the computer finds no more data. This causes the computer to terminate the RUN.

## 1-7 COMMA AND SEMICOLON IN PRINT STATEMENTS

Let us look at one more capability. In two of the programs of this chapter, the results were printed out with unnecessary great spaces. You may have noticed that we did not have these spaces in the two programs where semicolons were used in the PRINT statements. We have two delimiters, i.e., we have two signals that tell the computer how closely we want the results printed. The rules are a little complicated, but in general, the semicolon specifies closer spacing than the comma. The comma sets up zones across the page. The number of characters in the zones does vary from computer to computer, but 15 characters per zone is common. This zone width does not change with the number of digits in the numbers being printed. The semicolon sets up different sized zones depending on the number of digits in the number and whether it is in scientific notation. Here is the program from p. 8 again. First we run it. Then we insert a line which replaces the comma print delimiters with semicolon delimiters. And we call for another RUN.

```
10 LET A=98781.
20 LET AI=8976
30 LET P=A*A1
40 PRINT A,"**",Al,"=",P
50 END
RUN
98781. * 8976 = 8.86658E+08
```

```
    DDNE
```

    DDNE
    4l PRINT A;"*'";Al;'="'; P
    4l PRINT A;"*'";Al;'="'; P
    RUN
RUN
98781. * 8976 = 8.866585+08
98781. * 8976 = 8.86658E+08
DONE

```

The output of this program is much more closely spaced. Notice that in the last line of the printing there is a space between the \({ }^{\circ}\) and 8976 . The computer leaves a space there for a + sign but does not print it. If the number printed were negative, then there would be a minus sign printed in that space. The same holds true for the space between the \(=\) and \(8.86658 \mathrm{E}+08\). Also notice that in all program runs there is a space before the first number printed in any line if the number is positive. However, if we write 10 PRINT " 3 " in a program, then when we run the program, 3 will be printed in the very first space. This is because the computer treats things in quotes differently from the values of variables for printing purposes.

\section*{SUMMARY OF CHAP. 1}
1) We now have the PRINT statement which puts results in readable form. It may be used for titles, headings, and labels.
2) Everything in quotes will be printed just as you type it (except more quotes).
3) Commas or semicolons may be used between the different items to be printed to control spacing.
4) The READ statement is used to read data. Several variables may be read with a single READ statement by separating them with commas, or they may be read with different READ statements. Just be sure the data is in proper order to match the READ variables.
5) The DATA statement supplies data for the READ statements. Discrete items of data must be separated with commas.
6) The LET statement may be used to assign any value or any algebraic expression to any variable.
7) The INPUT statement allows the operator to enter data from the keyboard in response to a question mark.
8) The GØTØ statement is used to alter the progress of the computer during the execution of a program.
9) The END statement may or may not be required. If required, it must carry the highest line number in the program.
10) The system commands to date are RUN and SCR or CLE. System commands must not be preceded by line numbers.

\section*{PROBLEMS FOR CHAP. \(1^{\circ}\)}
1) Define the following items: BASIC, PRINT, END, READ-DATA, LET, RUN, G向T̀̀, statement, system command, program, remote terminal, comma delimiter, semicolon delimiter, scientific notation, initialize, and print zone.
2) What is the greatest number of variables permissible in a single BASIC program thus far?
3) Which of the following are valid BASIC variables? A, XI, 1B, XA, Y12.
4) The statement was made in Chap. I that you cannot have the computer print quotes by putting quotes inside quotes. Why not?
5) Write a program to add 2081,682, 1161, and 72.03.
6) Write a program to add 1E6 and \(1 \mathrm{E}-3\). Comment on the result.
7) Have the computer multiply 2 E 3 by \(1 \mathrm{E}-1\).
8) Have the computer print a decimal value for \(\%\)
9) Modify the purchase program on p. 9 to total the number of items.
10) Write a program that will print the sum of the first 10 counting numbers. Put the numbers in as data.
11) Write a program that will print the product of the first 10 counting numbers. \(\checkmark 12)\) Write a program that will multiply two binomials. In other words, for \((A x+B)(C x+D)\), you will put in data in groups of four numbers \((A, B, C, D)\), and you want the computer to write out the three numbers that are coofficients in the product.
\(\sqrt{ } 13\) ) Have the computer print products of fractions by putting the numerators and denominators in as data and printing the numerator and denominator of the product as two numbers.
\(\checkmark\) 14) Do the same for adding fractions as in problem 13).
15) Have the computer print all possible arrangements of three digits using each once. Assign the digits in a DATA line and use semicolon spacing.
16) Write programs to print decimal values for the following:
(a)
\[
\frac{1 / 2+1 / 3}{1 / 3-1 / 4}
\]
(b)
\[
\frac{2 / 3}{5 / 6}+\frac{3 / 4}{2 / 3}
\]
(c)
(d)
\[
\left.\begin{array}{l}
\left(\frac{1 / 2+3 / 7}{2.3^{3}-1}\right) \quad\left(\frac{4^{3}-3^{2}}{5}\right. \\
11 / 4
\end{array}\right)
\]

\footnotetext{
\({ }^{\circ}\) Check marks \((\sqrt{ })\) in front of problem numbers indicate the more difficult problems.
}

\section*{CHAPTER 2}

\section*{Writing a Program}

\section*{2-1 PLANNING}

In Chap. 1 we looked at some programs and tried to analyze them, but we did not really go into the development of the programs themselves. Programs do not just happen, they do not appear whole. They are planned and developed with some considerable care. There are two important tools that we will be using to help us write programs. One is a new BASIC statement type, the REM statement. The other is flowcharting.

\section*{2-2 REM}

XXX REM (REMark), where XXX is a line number in a BASIC program, notifies the computer that what follows is to be ignored during the RUN of the program. This means that you may write any message you like following REM. None of what you type has any effect on the execution of the program, but you may comment or remark upon the function of a particular line or a group of lines or the entire program.

\section*{REM}

Permits the programmer to remark or comment in the body of his program.

EXAMPLE
118 REM THE NEXT THREE LINES PRINT THE FIRST SUM. 9 REM THIS PRØGRAM ADDS PAIRS \(\emptyset F\) NUMBERS.

\section*{2-3 FLOWCHARTING}

Flowchatting, or block diagramming as it is sometimes called, is useful in planning programs in any computer language or for that matter in planning the solving of any problem, whether or not you are using a computer. We
introduce flowcharting by an example. Suppose we want to add the counting numbers from 1 to 50 including 1 and 50 . We will need two variables: one for counting and the other to keep track of the sum. We want to start the counting variable at 1 and the summing variable at 0 . Then for every value of the counting variable we want to add the counting variable to the old value of the summing variable to get a new value of the summing variable. Figure 2-1 represents a rough flowchart for such a process.

Figure 2-1 attempts to break the problem into its most fundamental steps. By using a diagram of this kind, we are able to show the direction we must follow to do the problem. We would like to have each step small enough for the computer to handle with one BASIC statement. However, this will not always be practical. In our example, though, it will be both practical and reasonable to have each step be a BASIC statement. With that in mind we redraw the diagram using statements more nearly like those in BASIC language. At the same time we will introduce the more standard practice of having different shapes for boxes that indicate different kinds of functions. The shapes used for this example are listed in Fig. 2.2 and the new flowchart is Fig. 2-3(A).

This time we are very close to being able to write the program directly from the flowchart. Of the statements in Fig. 2-3(A), the only one for which we do not yet have a corresponding BASIC language statement is decisionmaking. BASIC has a statement type that allows us to alter the path of the computer through a program depending on whether an algebraic sentence is true or false.


Fig. 2-1. Diagram for adding counting numbers from 1 to 50.


Arrowheads will indicate direction in all cases.

Fig. 2-2. First five shapes used for flowcharting.

\section*{2-4 IF-THEN}

XXX IF \(Z=Q\) THEN 230 means that if \(Z\) does equal \(Q\), then the next line to be executed is line number 230 . If \(Z\) does not equal \(Q\), then the computer is directed to simply execute the line with the next number after XXX.

The equals sign appears in the IF--THEN statement. Used here the equals sign is clearly not the assignment operator we defined earlier. In the IF-THEN statement the equals sign specifies a required relation (mathematical equality) to exist between two numbers. Therefore, the equals sign is now designated as a relational operator.

With the IF-THEN statement added to our growing list of BASIC statements, we should be able to write the program directly from the lowchart. See Fig. 2-3(B). If we simply copy the program in Fig. 2-3(B) and run it, it looks like the program below.
```

10 LET C=1
20 LET S=0
30 LET S=S+C
40 IF C=50 THEN 70
50 LET C=C+1
60 GOTz 30
70 PRIVT S
END
RUV

```


Fig. 2-3. (A) Flowchart for adding counting numbers 1 to 50 (B) Program written from flowchart.

BASIC allows us to give programs names. This requires a system command and will vary with the system tied in with your terminal. Some systems use the command NAME-, while others use NAME without the hyphen. After the system command, you type the name to be used. Being able to name programs will be helpful to us here as we will be able to refer to programs by name from now on.

We will give the last program a name, insert some REM statements to explain the function of certain lines, and add a label to make the printed result clearer. It is always recommended that you write programs with the thought that someone else will be reading them and you may not be there to do the explaining. You may even find that you camnot understand your own

SUM 1
```

    REM THE EXECUTIVE PR才GRAM ALLOWS US TO GIVE gUR PKOGRAM A
    NAME
    REM THE RESTRICTIUNS DN NAMES VARY FROM SYSTEM TO SySTEM
    REM *****
    KEM WE ARE ADDING INTEGERS gNE THROUGH 5O IN THIS PRDGRAM
        LET C=1
        LET S=0
        LET S=S+C
        KEM HAVE WE ADDED SO (THE LAST NUMBER T0 BE ADDED) YET?
        IF C=50 THEN 70
        REM WE HAVEN'T ADDED 50 YET *** SO WE ADD GNE
        LET C=C+1
        G0T0 30
        REM WHEN C=50 WE PRINT S (THE SUM) IN LINE 70
        PRINT S
        END
    RUN
SUMI

```
    1275
DONE
70 PRINT "THE SUM aF THE INTEGERS FROM ONE TO FIFTY IS"; S
KUN
SUM 1
THE SUM 日F THE INTEGERS FROM ONE TO FIFTY IS 1275
DONE
programs several weeks after you wite them, unless they have good REM statements. See SUM1.

Let us do another program, similar to SUM1, where we will add all the odd integers from 5 through 1191. This time instead of starting the counting variable at 1 , we will have to start it at 5 . Since we are only interested in odd numbers, we will have to add 2 instead of 1 each time we add the new number to the summing variable. We will test \(N\) (the number added) each time through the summing step to decide whether we have reached the desired number, in this case 1191. First we draw the flowchart in Fig. 2-4. This flowchart is very much like the one in Fig. 2-3(A). See SUM2. Again, of
```

SUM2
LET N=5
LET S=0
KEM LINE 30 ADDS THE NEW NUMBER TO THE SUMMING VARIARLF.
LET S=S+N
IF N=1191 THEN 70
REM ADD 2 IN LINE 5O FOR ODD NUMBERS
LET N=N+2
GOTO 30
PRINT "SUM OF ODD NUMBERS FROM 5 TO 1191 IS":S
80 END
RUN
sume
SUM OF ODD NUMBERS FROM 5 T0 1191 IS 355212.
DONE

```

course, we use the IF-THEN statement, because we have to decide each time we add 2 whether or not we have reached 1191.

The IF-THEN instruction is called a conditional transfcr. Unless instructed otherwise, the computer executes the statements of the program in numerical order. The IF-THEN statement allows us to tell the computer to alter that order of execution on the condition that an algebraic sentence is true. If the algebraic sentence is false, then the computer passes to the next line in sequence. On the other hand, the GØT \(\varnothing\) statement is an unconditional transfer.

\section*{IF-THEN}

XXX IF YYYYYY THEN ZZZ. If YYYYYY is true, transfer to line ZZZ. If YYYYYY is false, pass to the next line after XXX.

You may have more than one conditional transfer in the same place in a program. This would be necessary if you wanted to test for several conditions. Suppose in SUM2 you want to see the sum several times during the RUN. Let us look at the sum for the first two, for \(N=731\), and the last two.

First we should draw a new flowchart. It is clear from the flowchart that we have to decide each time we print the sum whether or not we have finished or have to add 2 and take the sum again. See Fig. 2-5 and SUM3.

Note that we test N for three relations: 1) "less than 9," 2) "equals 731," and 3) "greater than 1188." We have already seen the equals sign used as a relational operator. The two new relational operators "less than" ( \(<\) ) and "greater than" ( \(>\) ) are introduced here.


1
Fig. 2-5. Flowchart for changing program SUM2 so that the sum is printed several times during the program.

\section*{SUM 3}
```

PRINT "SUM OF ODD"
PRINT "NUMAEERS FRDM""
PRINT "FIVE TO","IS"
LET N=5
LET S=0
REM LINE 3O ADDS THE NEW NUMBER TO THE SUMMING VARIABLE.
LET S=S+N
IF N<9 THEN }9
IF N=731 THEN }9
IF N>1183 THEN 90
PEM ADD 2 IN LINE 7O FUR GOD NUMBERS
LET N=N+2
GOLO SO
PRINT N,S
IF N<1191 THEN 70
END
RUN
sum3
SUM OF ODD
NUMBERS FROM
FIVE TID IS
7 12
731 133952.
1189 354021.
1191 355212.

```
dane

Other relational operators are "less than or equal to" \((<=\) ), "greater than or equal to" ( \(>=\) ), and "not equal to" \((<>)\). Some time-sharing systems require a set of alphabetic relational operators (such as EQ for \(\Rightarrow\) ) instead of the symbols listed above.

Some facts about flowcharts should be becoming clearer. Arrowheads along connecting lines show the direction the computer is to follow. Rectangles and parallelograms have only one exit arrow, but they may have more than one entrance arrow. Diamonds have two exit arrows. Can diamonds have more than one entrance arrow?

We said previously that we did not know how to eliminate some of the printing in the SUBTØTAL column. Look at the purchase program on p. 9 again. We had no way of preventing the computer from running out of data. Now we can simply tack on some artificial data at the end of the DATA line, which could not possibly be data in the problem, and use the conditional transfer to test each time data is read to see if the computer has read the artificial data. If the computer has read the artificial data, then we do not want to use it; but we have a signal for the computer that it is time to print the total and terminate the run without reading any more data. Artificial data used in this way is called dummy data. If we are talking about prices and numbers of items, we can use 0 or negative numbers for dummy data. Let us use 0 for the number of items and 0 for the price and name the program TøTAL. See the flowchart in Fig. 2-6.


Fig. 2-6. Flowchart for using dummy data in program T \(\varnothing\) TAL.

TOTAL
```

5 KEM THIS PROGRAM IS A MODIFICATION OF A PROGRAM THAT WE DID
BEFGRE.
10 PRINT "TOTAL COST =$';
20 DATA 2,.35,3,2.65,11,.25,1,9.49,35,1.59,0,0
21 KEM THE DUMMY DATA IN THIS DATA LINE IS *,*
25 LET T=0
30 READ N,P
34 IF N=O THEN 45
40 LET T=T+N*P
42 GOT0 30
4 5 ~ P R I N T ~ T ~
70 END
RUN
TOTAL
TOTAL COST =$ 76.54

```

DONE
Look at lines 10 and 45 and then look at the printed result. These two PRINT instructions are executed on the same printed line. This is accomplished by using the semicolon at the end of the PRINT instruction in line 10. The semicolon there tells the computer to wait after printing the \(\$\) until it executes the next PRINT instruction in the program and to print that on the same line right after the \(\$\). Again there is a single space for the plus sign which is not printed. If the number were negative, there would be a minus sign there.

\section*{SUMMARY OF CHAP. 2}
1) We are now able to remark about a program right in the program itself by using REM. You should use REM statements so that whoever reads your program can determine what they are intended to do. It will also help you to remember your own programs weeks or months later when you yourself have forgotten what they will do.
2) Flowcharting will prove a very valuable process that we will use to develop programs to solve problems.
3) The ability to have the computer make decisions, using IF-THEN, and act aconrding to the outcome of the decisions greatly increases the complexity of the problems we may solve by computer.
4) We now distinguish between conditional and unconditional transfer statements.
5) Dummy data may be used to gain a greater control over what we can ask the computer to do after it has read the last item of data.

\section*{PROBLEMS FOR CHAP. 2}

Unless instructed otherwise, draw a flowchart for every problem that calls for a computer program to be written. Also use REM liberally.
1) Write a short description of each of the following terms: flowchart, dummy data, IF-THEN, REM, conditional transfer, unconditional transfer.
2) In the program TøTAL, why did we use two 0's for dummy data? Why couldn't we have used just one 0 since line 34 only tests to see if \(\mathrm{N}=0\) ?
3) Bill took four tests. His marks were \(100,86,71\), and 92 . What was his average score?
4) Modify the program SUM2 to count the number of odd numbers from 5 to 1191 by first modifying the flowchart.
5) Three pairs of numbers follow in which the first number is the base and the second number is the altitude of a triangle: 10,\(21 ; 12.5,8 ; 289,114\). Write a program to print in good form the base, the altitude, and the area for the three triangles.
6) Find the number of and the sum of all positive integers greater than 1000 and less than 2213 divisible by 11 .
7) A man is paid \(1 \phi\) the first day on the joh, \(2 \phi\) the second day, \(4 \not \subset\) the third day, and so ort, doubling each day on the job for 30 days. You are to calculate his wages on the 30th day and his total for the 30 days
8) Write a program to print the integers from 1 to 25 paired with their reciprocals.
9) Write a program to print the integers from 75 to 100 paired with their reciprocals.
10) Rewrite the program TØTAL to count the number of different items in the order and print the total.
11) A customer put in an order for four books which retail at \(\$ 5.95\) and carry a \(25 \%\) discount, three records at \(\$ 3.98\) with a \(15 \%\) discount, and one record player for \(\$ 39.95\) on which there is no discoment. In adition, there is a \(2 \%\) discount ailowed on the total order for prompt payment. Write a program to compute the amount of the order.
12) Write a program to balance a chockbook that includes the following transactions: Sept. 2, deposit \(\$ 9.00\); Sept. 5, write a check for \(\$ 3.24\); Sept. 10, write a
check for \(\$ 1.98\); and Sept. 17, write a check for \(\$ 3.85\). Assume that the balance was \(\$ 1423\) on Sept. 1. Have the computer print the balance after each transaction.
13) Write a program to find the amount of \(\$ 100.00\) deposited for one year in a savings account at \(4 \%\) per year compounded four times yearly.
\(\sqrt{ } 14)\) In the song "The 12 Days of Christmas," gifts are bestowed upon the singer in the following pattern: the first day she received a partridge in a pear tree; the second day two turtle doves and a partridge in a pear tree; the third day three french hens, two turtle doves, and a partridge in a pear tree. This continues for 12 days. On the 12 th day she received \(12+11+\cdots+2+1\) gifts. How many gifts were there all together?
\(\sqrt{ } 15\) ) For problem 14) have the computer print the number of gifts on each of the 12 days and the total up to that day.
\(\sqrt{ } 16\) ) George had test scores of \(83,91,97,100\), and 89 . Write a program to compute his average. Have the computer count how many tests George took.
\(\checkmark\) 17) Write a program that will take more than one set of test scores, find the average for each set, and print the result before going back to read the next set of scores.

\section*{CHAPTER 3}

\section*{Loops and Lists}

\section*{3-1 INTRODUCTION TO MACHINE-MADE LOOPS}

A computer loop may be defined as a self-repeating sequence of program statements. This being true, loops are not new to us. Most of the programs we wrote in Chap. 2 used a loop. In those programs we initialized a variable with the idea that we would be adding a fixed number repeatedly and doing something each time we added the fixed number. Let us draw a flowchart and write a program to simply print the integers 1 through 6 . See LØØP1 and Fig. 3-1.


Fig. 3-1. Flowchart for L \(\varnothing \varnothing \mathrm{P} 1\) for printing six integers.

\section*{LロロP1}


In LØØPI we first print the number and then test to see if we have printed the last number in the sequence. If we have, then we stop. If we have not printed the last number, then we add 1 and print the new number. The results we obtain are entirely equivalent to the results we would get when we test to see if the number we are about to print is too great before we print it. If it is not too great, then we print it. If it is too great, then we stop. Consider the flowchart of Fig. 3-2 and LØØP2.


Fig. 3-2. Flowchart for \(L \varnothing \varnothing P 2\) for testing \(X\) before it is printed.
```

L00P2
10 LET X=1
20 IF }x>6\mathrm{ THEN }9
30 PKINT X;
40 LET }X=X+
5O GOTO 20
9 9 ~ E N D
RUN
LOOP2

| 1 | 2 | 3 | 4 | 5 | 6 |
| :---: | :--- | :--- | :--- | :--- | :--- | :--- |
| $D O N E$ |  |  |  |  |  |

```

\section*{FØR-NEXT}

Loops are used so routinely in programming that BASIC provides a machine-made loop. Program LØØР3 is the machine equivalent of our program LØØP2.

Notice that the two statements \(10 \mathrm{~F} \varnothing \mathrm{R} \mathrm{X}=1 \mathrm{~T} \varnothing 6\) and 50 NEXTX in \(L \emptyset \emptyset \mathrm{P} 3\) do the work of the four statements \(10,20,40\), and 50 in L \(\varnothing \emptyset \mathrm{P} 2\). FØR X \(=1 \mathrm{~T} \varnothing 6\) indicates doing everything between this statement and NEXT X, beginning with \(\mathrm{X}=1\) and ending with \(\mathrm{X}=6\). NEXT X tells the computer to add 1 to the old value of \(X\) and go to the beginning of the loop again. When \(\mathrm{X}=6\). LøØP3 prints 6 . After it prints 6 , line 50 savs NEXT X. This means, add 1 and go to the beginning of the loop. At this point in the RUN the value of \(X\) is 7 , not 6 as you might think. Since 7 is greater than 6 , the FØR-NEXT combination instructs the computer to execute the next instruction after NEXT X, which in program LØØP3 is END.
```

LDOP3

```
```

10 FOR X=1 TO 6
30 PriNT X:
50 NEXT X
99 END
RUN
LOOP3
1 OONE

```

A machine loop does not have to begin with 1. It may begin wherever you require. The variable that is incremented in the machine loop may be treated in the same way as other variables in the program. However, you are warned against changing the value of that variable. \(L \varnothing \varnothing \mathrm{P} 3+\), which is a modification of LØØP3, prints the values of \(\mathrm{X}, 2^{\circ} \mathrm{X}, \mathrm{X}-10, \mathrm{X}{ }^{\circ} 3\), and \(\mathrm{X} /(-3)\).
```

L00P3+
5 PRINT "X 2*x x-10 x+3 x/(-3)"
10 FOR X=1 TO 6
30 PRINT X:2*X:X-10;XP3;X/(-3)
50 NEXT X
99 END
RUN
LOOP3+

| $x$ | $2 \# x$ | $x-10$ | $x+3$ | $x /(-3)$ |
| :---: | :---: | :---: | :---: | :--- |
| 1 | 2 | -9 | 1 | -.333333 |
| 2 | 4 | -8 | 8 | -.666667 |
| 3 | 6 | -7 | 27 | -1 |
| 4 | 8 | -6 | 64 | -1.33333 |
| 5 | 10 | -5 | 125 | -1.66667 |
| 6 | 12 | -4 | 216 | -2 |

DANE

```

Notice lines \(80,100,150,220,240\), and 310 in program LUPDEM. They are all of the form XXX PRINT. This statement is sometimes called the blank PRINT. It has the effect of directing the computer to turn up a new
line of paper at the terminal. In some cases, XXX PRINT serves to begin a new line; in others, XXX PRINT results in a space between lines of printed output.

LUPDEM


\section*{FØR-NEXT}

FØR X = A Tめ B STEP C sets up a machine loop with first number A, last number B, and increment C. See LUPDEM for detail.

Now we will look again at some of the programs in Chap. 2 and do them with a FOR-NEXT loop. Let us redo program SUM3 and call it SUM3+. Of course as we should expect, the printed results for SUM3 + are identical with those of SUMi3. See the fiowchart in Fig. 3-3.

```

SUM43+
REM THIS PROGRAM IS A MODIFICATION OF SUM3 FROM CHAPTER TWO
PRINT "SUM OF ODD"
PRINT "NUMBERS FROM"
PRINT "FIVE TO","IS"
LET S=0
FOR N=5 TO 1191 STEP 2
REM LINE 3O ADDS THE NEW NUMBER TO THE SUMMING VARIABLE.
LET S=S+N
IF N<9 THEN 90
IF N=731 THEN 90
IF N<1188 THEN 100
PRINT N,S
NEXT N
END
RLN
Sum3+
SUM OF ODD
NUMBERS FROM
FIVE TO IS
5 5
7 12
731 133952.
1189 354021.
1191 355212.
DONE

```

FØR-NEXT may be used to count the number of times the computer does a particular operation or a set of operations. For instance, we can use a machine loop to count the number of different items in program TØTAL of Chap. 2 and at the same time instruct the computer to read data repeatedly. We did not know how many items of data there were, but that does not matter. We can simply pick a number that we are sure is greater than the number of times we want the computer to read data. There could not possibly be more than say 50 items.

So in TØTAL+ we can use \(F \emptyset R X=1 T \emptyset 50\). Then we can test for the dummy data each time data is read, using the conditional transfer to get the data out of the loop and to print the results, when N is 0 .
```

T0TAL+
REM THIS PROGRAM IS A MODIFICATION OF A PROGRAM THAT WE DID
BEFORE
2 0 ~ D A T A ~ 2 , . 3 5 , 3 , 2 . 6 5 , 1 1 , . 2 5 , 1 , 9 . 4 9 , 3 5 , 1 . 5 9 , 0 , 0
21 REM THE DUMMY LATA IN THIS DATA LINE IS **T
25 LET T=0
27 FOR X=1 T0 50
30 READ N,P
34 IF N=0 THEN 45
40 LET T=T+N*P
42 NEXT X
45 PRINT "TOTAL COST = S";T;"THERE ARE";X-1;"DIFFERENT ITEMS"
70 END
RUN
TO TAL.*
TOTAL COST = \$ 76.54 THERE ARE 5 DIFFERENT ITEMS

```

DØNE

Look carefully at line 45 in TØTAL+. This line gives the printing instructions. The counting loop calls for X to go from 1 to 50 , but line 45 says print \(\mathrm{X}-1\). Since X counts the number of times the READ statement is executed, 1 is added even when the dummy data is read; but we do not want to count the dummy data. So we have to tell the computer to subtract 1 . An alternative method would be to use \(F \emptyset R X=0 \mathrm{~T} \varnothing 50\). Then we could call for printing the value of X .

The same loop may be used several times in the same program. Every time the computer executes the \(F \emptyset R\) statement, the limits on the incremented variable are reestablishd. Suppose in a group of five people each person took six tests. And we want to read their scores and find the average for each person. We can set up a loop \(F \varnothing R X=1 \mathrm{~T} \varnothing 6\) and use this repeatedly until the computer runs out of data. The flowchart appears in Fig. 3-4 and we call the program AVG. Note that the flowchart of Fig. 3-4 contains no END box. This is because the computer runs out of data in the READ statement and termination is automatic. Notice in the program that each score is printed as it is read. This is one way of keeping track of whose average is being printed on each line in the printed results. Also note that each line of data is devoted to the scores for one person. This makes it easy to organize the typing of data.


AVG
```

lllllll
30 FOR X=
35 PRINT S;
40 LET T=T+S
SO NEKT X
60 PRINT "AVG=";T/6
68 REM WE SEND THE COMPUTER BACK TO LINE 10 TO SET T AT ZERO
AGAIN
70 GOT0 10
80 DATA 65,68,73,85,82,87
82 DATA 74,87,90,88,87,88
84 DATA 88,97.91,92,90,89
86 DATA 91,83,78,89,79,87
88 DATA 65,76,67,50,60,66
100 END
RLN
AVG

| 65 | 68 | 73 | 85 | 82 | 87 | $A \cup G=76.6667$ |
| :--- | :--- | :--- | :--- | :--- | :--- | :--- |
| 74 | 87 | 90 | 88 | 87 | 88 | $A \cup G=85.6667$ |
| 88 | 97 | 91 | 92 | 90 | 89 | $A \cup G=91.1667$ |
| 91 | 83 | 78 | 89 | 79 | 87 | $A \cup G=84.5$ |
| 65 | 76 | 67 | 50 | 60 | 66 | $A \cup G=64$ |

OUT OF DATA IN LINE 30

```

\section*{SUMMARY}

We see that it is not necessary for us to construct repetitive operations. This may be done automatically with the F \(\emptyset R-N E X T\) statement pair in BASIC.

\section*{PROBLEMS FOR SEC. 3-1}

Draw flowcharts for all programs unless instructed otherwise.
1) Add the counting numbers from 1 to 50 using FøR-NEXT.
2) Do problem 6) in Chap. 2 using a machine loop.
3) Do problem 7) in Chap. 2 with F \(\varnothing\) R-NEXT.
4) Do problem 8) in Chap. 2 using a machine loop.
5) Do problem 9) in Chap. 2 with FøR-NEXT.
6) Find the sum of the reciprocals of all the integers from 1 to 1000 .
7) Find the sum of the reciprocals of the integers from 900 to 1000. Compare this number with the result of problem 6).
8) Do problem 13) in Chap. 2 using a machine loop.
9) Find the sum of the squares of the reciprocals of the integers from 1 to 1000 .
10) If you were given \(\$ 1.00\) today, \(\$ 2.00\) tomorrow, \(\$ 3.00\) the next day, and so on for 12 days, how many dollars would you have been given? Suppose this went on for 30 days. Then how much? Compare this with problem 3).

\section*{3-2 MORE ON LOOPS}

In program AVG in Sec. 3-1, we went through the read and sum loop five times, once for each person's test data. When we have the computer do the same set of operations five times, we are actually using a loop. So let us rewrite AVG with a loop FØR P \(=1 \mathrm{~T} \varnothing 5\) and call it AVGCNG.

AVGCNG
```

S F0R P=1 TG S
10 LET T=0
20 FOR X=1 T0 6
30 READ S
35 PRINT SB
40 LET T=T+S
50 NEXT X
60 PRINT "AVG=''3T/6
70 NEXT P
BO DATA 65,68,73,85,82,87
82 DATA 74,87,90,88,87,88
64 DATA \sigmaठ,97, Эi,9C,90,89
86 DATA 91,83,78,89,79,87
88 DȦTA 65,76,67,50,60,66
100 END
RUN

```
AVGCNG
\begin{tabular}{lllllll}
65 & 68 & 73 & 85 & 82 & 87 & \(A \cup G=76.6667\) \\
74 & 87 & 90 & 88 & 87 & 88 & \(A \cup G=85.6667\) \\
88 & 97 & 91 & 92 & 90 & 89 & \(A \cup G=91.1667\) \\
91 & 83 & 78 & 89 & 79 & 87 & \(A \cup G=84.5\) \\
65 & 76 & 67 & 50 & 60 & 66 & \(A \cup G=64\)
\end{tabular}

DONE
Notice that the X loop is entirely within the \(\mathbf{P}\) loop. Loops written in this way are called nested loops. They occur often in programming. Loops may be nested to almost any number you may require, but the loops must be completed from within. The FØR statements and the NEXT statements must be paired. Legal and nonlegal combinations are shown below.

\section*{Legal}
```

FOR A=1 T0 8
FOR B=2 TO 7
FOR C=2.3 10 6.1
NEXT C
FOR D=A TO B
NEXI D
NEXT B
NEXT A

```

\section*{Illegal}
```

FOR A=1 10 B
FOR B=2 TO 7
FRR C=2.3 TO 6.1
NEXT A
NEXT C
FOR D=A TO B
NERT D
NEXT S

```

Suppose we want to calculate compound interest on \(\$ 2000\) at \(4 \%\) compounded quarterly for nine years. When you take your savings account book to the bank after the first of the year, it calculates the interest four times at \(1 \%\) each time. In nine years you take the book to the bank nine times. This is an ideal example for nested loops. One loop goes from 1 to 9 , with a loop inside going from 1 to 4 . This provides a good computer model for the actual problem. As the program is written, it is a simple matter to have the principal printed at the end of each year. A line may be inserted between 50 and 60 to primt the amouni afier each year. The program couid aiso have been written using FØR X \(=.25\) TØ 9 STEP . 25 , or even F , \(\mathrm{R} X=1971.25 \mathrm{~T}\) X 1980 STEP .25. If you want to be able to do several problems at several interest rates, then substitute a variable, which may be assigned as data, for .01 in line 40. See CMPINT and Fig. 3-5.


Fig. 3-5. Flowchart for finding the compound amount of \(\$ 2000\) after nine years compounded quarterly.

CMPINT
```

8 REM START THE PRINCIFAL P AT \$2OOO
10 LET P=2000
18 REM GO FOR 9 YEARS
20 FOR Y=1 T0 9
28 REM GO FOUR QUARTERS EACH YEAR
30 FOR Q=1 TO 4
38 REM COMHUTE THE INTEREST FOR THIS OUAFTER
4O LET I=.OI*P*
48 REM ADD THE INTEREST TO THE PRINCIPAL
50 LET P=P+I
52 {EM *** WE CCULD HAVE USED LET P=P+.01*P HEKE
6 0 ~ N E X T ~ Q ~
62 REM AFTER FOUA}\mathrm{ QUAÑTERS THE COMPUTER GETS TO NEXT Y
70 NEXT Y
80 PRINT "AFTEK 9 YEARS THE AMOUNT IS \$";P
90 END
RUN
CMFINT
AFTER 9 YEARS THE AMOIJNT IS \$ 2861.54

```
DONE

We may want to have the limits of one loop determined by the variable in another loop. For instance, we can print a triangle of numbers in which each row pints all of the counting numbers up to and including the row number.

We need one loop for rows and another for columns. We want the number of coiumns to go from \(I\) to the row number. This is accomplished by program TRAGL. Now you can do problem 14) in Chap. 2 very easily. (Of course you could do the problem before, but it took a longer program.)

\section*{TRAG.}


\section*{SUMMARY}

Loops may be nested inside other loops as long as we see to it that operations are done from within, much the same as we deal with sets of parentheses within other sets of parentheses in algebraic expressions. There may be as many loops within other loops as the problem may require up to a point. The limits of one loop may be set by the variables of other loops. Caution is urged against inadvertently changing the loop variable within the loop, although we may use its value for any purpose.

\section*{PROBLEMS FOR SEC. 3-2}
1) In TRAGL we printed from 1 to the row number. Write a program to print from the row number to 10 for ten rows.
2) Print the multiplication table up to \(12 \times 12\).
3) Print the addition table up to \(12+12\).
4) Find the compound interest on \(\$ 1000\) at \(5 \%\) compounded quarterly for 10 years. Print the amount after each year with the year number.
5) In problem 4), have the computer print the interest cumulatively each year.
6) Print a table showing compound interests on \(\$ 1000\) for one, two, three, and four years at \(4 \%, 4 \% \%, 5 \%\), and \(5 \frac{12 \%}{12}\) compounded quarterly. Print year 1 through 4 at the top, and put the interest rate in the first column of cach row. Put the rate in a loop \(F \emptyset R \mathrm{R}=4\) TO 5.5 STEP .5.
7) Redo problem 14) in Chap. 2 using nested loops.
\(\checkmark\) 8) Write a program to read 10 numbers from data, find the largest number, print it and the position it occupied in the data line. This requires only one loop, but you will have to read the first number directly from data outside the loop and then have the loop begin with 2 to read the rest of the data. (This is essentially a problem of storing values.)
\(\checkmark\) 9) Write a program to print all sets of three integers less than 20 so that they can be the sides of a right triangle. Print no duplications, i.e., if you have the computer print \(3,4,5\), do not print \(4,3,5\).
10) Write a program to print the integers 1 through 50 in order in 5 rows of 10 columns each.
11) Write a program to print the integers 1 through 50 in order in 10 rows of 5 columns each.
\(\checkmark\) 12) Print a table of the squares of positive integers 1 through 29. Label the columns 0 through 9 and the rows 0,10 , and 20 . Make the entry in the table be the square of the sum of the row and column labels.
13) Have the computer print the product and the sum of all possible different pairs of integers from 15 to 20.

\section*{3-3 INTRODUCTION TO LISTS}

Recall that in Chap. 1 it was stated that when a program specifies a variable, the computer sets up a location with the variable as its name. This provides a means for the computer to store numbers for later use. You are about to meet a very powerful extension of that concept, the computer list. A computer list sets up not a single location for a variable, but many locations for a variable. If we use the computer for a list of say four items (we may have many more) and choose to call it \(L\), the different locations of the list will be \(L[1], L[2], L[3]\), and \(L[4]\). If we want the list to contain the numbers \(4,9,-92\), and 8 , this could be accomplished by saying LET L[1] = 4, LET \(\mathrm{L}[2]=9\), LET \(\mathrm{L}[3]=-92\), and LET \(\mathrm{L}[4]=8\). The numbers in brackets may be thought of as subscripts and they designate at which location of the \(L\) list the number is being stored. However, the LET statement with explicit subscripts is not really any better than assigning a different variable for each number. So values are usually assigned in a loop with the subscript being the variable in the loop. In the demonstration program LISTl we are letting \(S\) go from 1 to 4 and reading \(L[S]\) from data. There may be several lists in the same program. Any letter of the alphabet may be used to designate a list. At this point we are limited to 10 or 11 items in a list, depending on the computer. If we have 10 , they are numbered 1 through 10 . Some computers start at 0 .

As you can see from the RUN of LIST1, we may use any or all of the numbers in a list. We can print them forwards or backwards. We can rearrange them at will. We may look at the numbers in any identifiable manner. Lists are incredibly useful when you learn to handle them.

Let us use lists and loops to write all possible combinations of four digits in one list taken in pairs with four digits in mother list. First we draw a flowchat as in Fig. 3-6. We call the program PAIRS.

LISTI
```

8 REM WE ARE READING FQUR ITEMS GF DATA WITH A LOOP
10 FOR S=1 TO 4
20 READ L[SJ
30 NEXI S
38 PRINT "WE CAN PRINT THE ITEMS OF THE LIST EXPLICITLY"
40 PRINT "L[1] L[2] L[3] L[4]"
50 PRINT L[1]BL[2]BL[3]BL{4]
6 0 ~ P R I N T ~
70 PRINT "HE CAN ALSØ USE A LøOP. THE LQNGER THE LIST THE
BETTER**
80 PRINT "BEING ABLE TØ USE A LøOP IS"
O0 FGR K=: 10 A
100 PRINT L[K]:
120 NEXT K
130 PRINT
135 PRINT
140 PRINT "WE CAN gPERATE GN THE NUMBERS IN THE LIST"
145 PRINT " B L[B] B=L[B]"
15O FOR B=1 TO 4
155 PRINT BIL[B]:BtL[B]
160 NEKT B
170 PRINT
180 PRINT "WE CAN PRINI THE LIST BACKWARDS WITH FOR X=4 TO 1
STEP -1"
190 FGR X=4 TØ 1 STEP - }
200 PRINT L[X];
210 NEXT X
220 PRINT
225 PRINT
230 PRINT "WE CAN RELGCATE ITEMS IN THE LIST"
240 PRINT "250 LET Z=LC1]. 260 LET L[1]=L[2] AND 270 LET
L[2]=Z"
24S PRINT "GIVE THE FOLLOWING RESLLT"
250 LET Z=L[1]
2S2 REM *कHERE WE ARE STORING THE VALUE OF L[I] IN Z
260 LET L[1]=L[2]
262 REM WE HAVE PUT THE VALUE OF L[2] INTO L[I]
270 LET L{2]=Z
272 REM HERE THE OLD VALUE OF L[I] IS PUT INTO L[2] FROM Z
280 PRINT "L[1]="\&L[1]
290 PRINT "L[2] ="sL[2]
300 PRINT "LOOK CAREFURLY AT THE GRIGINAL LIST"
310 PRINT "WE HAVE EXCHANGED ITEMS GNE AND TWQ"
320 PRINT
330 PRINT "WE CAN PUSH EVERY NUMBER UP FQUR LQCATIGNS IN THE
L.IST"
340 FOR P=1 T0 4
350 LET L[P\&4]=L[P]
360 NEKT P
370 FOR N=1 T0 8
380 PRINT L[N]\&
390 NEXT N
500 DATA 4,9,-92,8
9999 END

```
```

RUN
LISTI
WE CAN PRINT THE ITEMS OF THE LIST EXPLICITLY
L[1] L[2] L[3] L[4]

```
```

WE CAN ALSO USE A LOOP. THE LONGER THE LIST THE BETTER
BEING ABLE TO USE A LOOP IS
WE CAN OPERATE ON THE NUMBERS IN THE LIST
B L[B] B*L[CB]

| 1 | 4 | 4 |
| :---: | :---: | :---: |
| 2 | 9 | 18 |
| 3 | -92 | -276 |
| 4 | 8 | 32 |

WE CAN PRINT THE LIST BACKWARDS WITH FOR X=4 TO 1 STEP - I
WE CAN RELOCATE ITEMS IN THE LIST
250 LET Z=L[1], 260 LET L[1]=L[2] AND 270 LET L{2]=Z
GIVE THE FOLLOWING RESLLT
L[1]=9
L[2]=4
LOOK CAREFULLY AT THE ORIGINAL LIST
WE HAVE EXCHANGED ITEMS ONE AND TWO
WE CAN PUSH EVERY NUMBER UP FOUR LOCATIONS IN THE LIST
DONE

```


Fig. 3-6. Flowchart for program PAIRS for printing all combinations from two four-item lists.

PAIRS
```

10 REM 20 TO 40 READ THE A LIST
20 FOR I=1 TO 4
30 READ A[I]
40 NEKT I
45 REM 50 TO 65 READ THE B LIST
50 FOR J=1 TO A
60 READ B[J]
6 5 ~ N E X T ~ J ~ J
67 REM HERE IS ANOTHER NESTED LOOP
70 FOR K=1 TO 4
80 FOR L=1 TO A
S0 FRIAT ALKj;bELJ.
91 REM %** NOTICE THE USE OF THE SEMICOLON AND THE COMMA
100 NEXT L
110 PRINT
120 NEXT K
500 DATA 1,3,5,7
510 DATA 2,3,6.9
999 END
RUN
PAIRS

| 1 | 2 | 1 | 3 | 1 | 6 | 1 | 9 |
| :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- |
| 3 | 2 | 3 | 3 | 3 | 6 | 3 | 9 |
| 5 | 2 | 5 | 3 | 5 | 6 | 5 | 9 |
| 7 | 2 | 7 | 3 | 7 | 6 | 7 | 9 |

DONE

```

\section*{SUMMARY}

The computer list has been introduced. A list is like a subscripted variable in that it takes on different values according to the subscript. Each of the numbers in a list is a variable unto itself. It may be handled in the same way that any of our previous variables may be handled. The numbers in a list may be rearranged. In order to exchange two numbers in a list, we first have to store one of them in another variable.

\section*{PROBLEMS FOR SEC. 3-3}
1) Using one READ statement in a loop, prepare a nine-element list using the following numbers: \(6,-89,200,31,999,-999,0,1\), and 18 . Print out the list across the page first in the order given, then in reverse order.
2) Fill a 10 -element list with the squares of the subscripts. Print the element number and the listed value in order in two columns down the page.
3) Prepare a 10 -element list using the following numbers: \(17,18,281,-722,0\), \(-5,-16,11,-1\), and 10 . Find the largest number in the list and its location. Print them. Then exchange the largest number with the first element in the list and print the new list with a loop.
4) Prepare one list with the numbers \(6,4,11,51\), and 17 and another with 51 , 12, 11, and 16. Now print all possible pairs using one number from each list.
5) Repeat problem 4), without printing a pair if the numbers are the same.
6) Redo program TøTAL in Chap. 2 using an N list for numbers of items and a P list for prices. Instead of \(\mathrm{N}^{\circ} \mathrm{P}\) use \(\mathrm{N}[I]^{\circ} \mathrm{P}[\mathrm{I}]\).
7) Prepare one list with the numbers \(6,11,15,17,26\), and 83 and another with 15, 19, 27, 83, and 91 . Have the computer form a new list that contains only those numbers that are in both lists.
8) Using the two lists given in problem 7), create a new list consisting of all numbers that appear in either list. If the number appears in both lists, enter it only once in the new list.
9) LET F[1] \(=1\) and LET F[2] \(=1\), then fill the next eight positions in F so that every entry is the sum of the previous two entries. Print the complete list. You have begun to form the sequence known as the Fibonacci numbers.
\(\checkmark\) 10) Form a 10 -item list consisting of the first 10 positive odd integers in order. Form a second list so that each entry contains the sum of all the numbers in the first list up to and including the location number for the second list.
11) Prepare one list containing 6, 1, 3, 7, 2, and 9 and another containing 8, 2, \(3,9,7\), and 4 . Form a third list containing the sums of the corresponding elements, i.e., \(\mathrm{A}[\mathrm{I}]=\mathrm{F}[\mathrm{I}]+\mathrm{S}[I]\).
12) Do problem 11), but enter the products in the third list.
\(\checkmark 13\) ) Fill a four-element list with \(9,60,700\), and 3000 . Fill a three-element list with 7,30 , and 200 . Sum up the products of all possible pairs of numbers, one from each list.


END
Fig. 3-7. Flowchart for arranging a 10 -item list in numerical order.

\section*{3-4 MORE ON LISTS}

We will now discuss the arrangement of a list in numerical order. If we look at every pair of numbers in a list of numbers and they are all in numerical order, then we are assured that the entire list is in order. Thus, we must instruct the computer to look at all the pairs and determine whether or not they are in order. If the pair is in numerical order, then we want the computer to look at the next pair. If it is not, then we want the computer to exchange the two numbers. We can accomplish this in the same manner as was done in program LIST1. In other words, we store one of the numbers in a new variable. Then we put the second variable's value into the first variable and the original value of the first variable into the second variable from the storage variable. The three statements look like this:
```

XXX LET S = L[I]
YYY LET L[I] = L[J]
ZZZ LET L[J] = S

```

ARANGE
```

10 REM WE ARE READING THE LIST FROM DATA
20 FOR K=1 TO 10
30 READ L[X]
40 NEXT X
SO PRINT "HERE IS THE LIST IN ORIGINAL ORDER"
60 FOR Y=1 T0 10
70 PRINT L[YJ%
80 NEXT Y
90 PRINT
100 REM NOW WE TEST PAIRS OF NUMBERS TO SEE IF THEY ARE IN
ORDER
110 FOR I=1 TO 9
118 REM WHY DON'T WE SAY FOR I=1 TO 10????
120 FOR J=I+1 IO 10
130 IFL[I] <=L[J] THEN 300
140 LET S=L[I]
150 LET L[I]=L[J]
160 LET L[J]=S
170 REM WE HAVE REVERSED TWO ELEMENTS BF THE LIST
180 REM ***** SEE PRGGRAIq LISTI **辛*
300 NEXT J
400 NEXT I
405 PRINT "AND HERE IS THE LIST IN GRDER FROM SMALLEST TO
GREATEST*
410 FOR Y=1 TO 10
420 PRINT L[Y]:
430 NEXT Y
500 DATA 6,-19,28,20,-32,74,19,28,23,43
999 END
RLN
ARANGE

```

DONE

In flowcharting when we have a process of this kind, which has been used and clearly defined, we can avoid being explicit by using a shape to indicate a predefined process. The generally accepted shape is a rectangle with two additional vertical lines, which appears in the flowchart of Fig. 3-7 for program ARANGE that solves the problem we have just outlined.

In program ARANGE, the list is read in lines 20, 30, and 40. Then, for the purpose of seeing the list in the original order, it is printed immediately in lines 60,70 , and 80 . In lines 110 and 120 two loops are set up, where the I loop represents the first number of the pair and the \(J\) loop represents the second number. As per line 118, why did we not let I go from 1 to 10 ? Had we done that, at some point in the program the computer would have to compare \(L[10]\) and \(\mathrm{L}[10]\), which is not necessary. The first time through, \(L[1]=6\) and \(L[2]=-19\). The first element is not less than or equal to the second. Thus, we want the computer to exchange these two elements. This is done by lines 140,150 , and 160 . As the computer leaves line \(160, \mathrm{~L}[1]=-19\) and \(\mathrm{L}[2]=6\). It is relatively simple for us to have the computer print the list every time it is necessary to exchange two elements of the list. All that is required is to insert four statements exactly like \(60,70,80\), and 90 . This is done in program ARANG1 in lines 200, 210, 220, and 230. This means that the more numbers out of order, the more printing we might expect. Study the printing of ARANGl carefully. Notice that after the first reversal, L[1] = -19 and L[2] \(=6\) as promised.

Look at the three sets of lines: 60, 70, 80, 90; 200, 210, 220, 230; and 410, \(420,430,440\). You should recognize that these three sets of lines are identical. BASIC provides a convenient program statement that allows us to type out that set of lines only once and then call that set of lines from anywhere in the program. The statement is GØSUB XXX, where XXX designates the first line of the set of lines you would like repeated. The set of program statements that is repeated is called a subroutine. When the computer encounters YYY GØSUB XXX, it initially behaves as it would for GØTØ XXX. However, the computer "remembers" where it was when it left YYY and will return to the next higher numbered line after YYY when it finishes the subroutine. In order to achieve this, the computer must "know" when it has completed the subroutine. You, the programmer, must notify the computer where the end is by inserting a line ZZZ RETURN at the end of the subroutine. Then the computer will "know" that it must go to the line immediately following the GØSUB XXX it most recently encountered.

\section*{GØSUB-RETURN}

YYY GØSUB XXX sends the computer to line XXX to execute all lines it encounters until the RETURN statement, which sends the computer back to the line following YYY. GØSUB is especially useful in programs where the sume set of lines is used several times.

\section*{ARANGI}


GO SUB
```

10 PRINT "THIS PROGRAM IS INTENDED TO DEMONSTRATE GOSUB'S
BEHAVIOUR"
20 GOSUB 700
30 FOR X=1 TO 3
40 GOSUB 500
45 GOSUB 700
SO NEXT X
60 GOSUB 400
70 PRINT 70
7S GOSUB 700
80 GOSUE 400
90 PRINT }9
95 GOSUB 700
100 LET X=4
110 G0SUB 500
115 GOSUB 700
120 G0SUB 400
130 PRINT 130
135 G0SUB 700
140 GOSUB 600
150 PRINT 150
155 G0SUB 700
399 G0T0 999
400 PRINT "HERE WE ARE AT LINE'"
4 1 0 ~ R E T U R N ~
500 PRINT "THIS IS GOSUB 500";X;"TIMES"
510 RETURN
600 PRINT "CALL GOSUB 400 FROM GOSUB 600"
610 GOSUB 400
620 RETURN
700 PRINT
710 RETURN
999 END
RUN
GOSUB
THIS PROGRAM IS INTENDED TO DEMONSTRATE GOSUB*S BEHAVIOUR
THIS IS GOSUB 5OO 1 TIMES
THIS IS GOSUB 500 2 TIMES
THIS IS GOSUB SOO 3 TIMES
HERE WE ARE AT LINE 70
HERE WE ARE AT LINE 90
THIS IS GOSUB SOO 4 TIMES
HERE WE ARE AT LINE I 30
CALL GOSUB 400 FROM GOSUB 600
HERE WE ARE AT LINE 150
DGNE

```

Let us look at a demonstration program before we use GØSUB in ARANG1. Go through program \(G \emptyset S U B\) line by line to be sure you see what has happened. Line 10 is reasonably clear. Line 20 says GØSUB 700. Line 700 says PRINT and the next line is RETURN. Thus the computer generates one blank line and goes to line 30 , which sets up a loop. Inside the loop, GØSUB 500 and 700 are called three times, once each for \(X=1,2\), and 3. This program
```

ARANG2
10 REM UE ARE READING THE LIST FROM DATA
20 FOR X=1 TO 10
30 READ L[K]
40 NEXT X
50 PRINT "HERE IS THE LIST IN ORIGINAL ORDER"
60 GOSUB 410
95 PRINT "HERE WE ARE ARRANGING THE LIST"*
100 REM NOW WE TEST PAIRS OF NUMBERS TO SEE IF THEY ARE IN
GRDER
110 FOR I=1 TO 9
118 REM WHY DON'T WE SAY FOR I=1 TO 10????
120 FOR J=I+1 IO 10
130 [FL[II] < = L[J] THEN 300
140 LET S=L{1]
150 LET L[I]=L[J]
160 LET L[JJ]=S
170 REM WE HAVE REVERSED IWO ELEMENTS OF THE LIST

```

```

200 G0SUB 410
300 NEXT J
400 NEXT I
4 0 5 ~ P R I N T ' " A N D ~ H E R E ~ I S ~ T H E ~ L I S T ~ I N ~ O R D E R ~ F R O M ~ S M A L L E S T ~ T O ~
GREATEST"*
407 G0SUB 410
408 G0 TO 999
410 FOR Y=1 TO 10
420 PRINT L[Y]:
430 NEXT Y
440 PRINT
450 RETURN
500 DATA 6,-19,28,20,-32,74,19,28,23,43
999 END
ARANG2

```

```

DONE

```
is not intended to actually achieve any particular result except to give us a chance to trace out the path of the computer through several GØSUB statements.

You might wonder why \(399 \mathrm{G} \emptyset \mathrm{T} \emptyset 999\) is in there. Consider what would happen if it were not there. Line 155 says GøSUB 700, which means go to line 700 , execute a line feed, and return. Then what? Line 400 is next. Print "HERE WE ARE AT LINE," and "RETURN." RETURN where? RETURN in this subroutine responds only to GØSUB 400 and there was no such statement. The computer cannot execute such a set of instructions and will print a message to that effect. So you must build a barrier in front of subroutines to prevent the computer from accidentally beginning without the proper GØSUB statement. Notice that lines 500, 600, and 700 are already protected by RETURN statements.

Now we should be ready to enter the GØSUB concept into ARANG1. This program is called ARANG2. Examine lines 60, 200, and 407. See the barrier at line 408 to prevent accidentally beginning the subroutine.

\section*{SUMMARY}
1) The computer list is beginning to emerge as a powerful storage area for keeping numbers while we have the computer perform tests on numbers in the list.
2) We can rearrange the elements in numerical order by testing all pairs and exchanging any that are not in the required order.
3) GØSUB permits us to use the same set of program statements many times at many different points in a program without disturbing the progress of the computer through the rest of the program.

\section*{PROBLEMS FOR SEC. 3-4}
1) Write a program to print the following numbers in decreasing numerical order: \(34,-67,10,0,-99,103\), and 1. Count the number of times the computer has to exchange two numbers and the number of comparisons.
2) Write a program to print the following numbers in increasing numerical order: \(45,76,-76,45\), and 98 . Do not print the duplicated number, but leave it in the list.
3) Program the computer to list the numbers in order in problem 1) by comparing elements one and two first, then elements two and three, then elements three and four, etc. Create a switch \(S=0\) for off and \(S=1\) for on. Turn the switch off, then if an exchange is required, turn the switch on. After testing the last two elements, look at the switch. If it is on, go through the list again. If it is off, print the list; it must be in order. Count the number of tests and the number of exchanges.
4) Prepare a five-element list using the averages of the test scores from program AVG in Sec. 3-1. Then arrange the averages in decreasing order and print a number representing the position in the original list. This latter can be done by setting up a second list containing \(1,2,3,4,5\), then exchanging these numbers each time the corresponding averages are exchanged.
5) Prepare one list with the numbers \(0,6,1,3,7,2,3,1,4\), and 9 and another with \(0,8,2,3,9,7,4,1,2\), and 4 . Prepare a third list with the sums of the corresponding elements. So far this is similar to problem 11) in Sec. 3-3. Beginning with
the highest subscript, look at each entry in the sum list. If the entry is less than 10 , proced to the next entry. If the entry is more than 3 , subtract 10 from that entiy and add 1 to the entry with the next lower subscript. Print all three lists across the page, one above the other, with the sum list last. What have you accomplished? \(\sqrt{ }\) 6) On seven consecutive days the high and low temperatures were as follows: 51-71, 48-67, 50-77, 55-78, 55-76, 55-75, 49-79. Write a program using lists to find the greatest range and the number of the day on which it occurred, the average high, and the average low.
\(\checkmark\) 7) Prepare two 10 -element lists using the following numbers: \(43,65,92,38,-45\), \(0,15,61,-61,-15,45,54,52,-14,49,-3,66,72,29,-1\). Arrange all the numbers in increasing numerical order.
\(\sqrt{ } 8\) ) The following test scores are given: \(65,71,82,63,90,58,66,67\), and 68. Program the computer to list the scores, calculate the average, and then find the number of test scores that were above average and the number below average. Also, find the score where there are the same number of scores above as below.
\(\sqrt{ }\) 9) The Fibonacci numbers are generated by letting the first two numbers of the sequence equal 1, and from there on each number may be found by taking the sum of the previous two elements in the sequence. So you get \(1,1,2,3,5,8,13\), etc. Prepare two lists: one with the first 10 and the other with the second 10. For each element from 2 to 19 find the difference between the square of the element and the product of the elements immediately preceding and following. In other words, print \(\mathrm{F}[1]^{\circ \circ} 2-\mathrm{F}[\mathrm{I}-1]^{\circ} \mathrm{F}[\mathrm{I}+1]\).

\section*{CHAPTER 4}

\section*{Computer Functions}

\section*{4-1 INTRODUCTION TO INT( ), SQR( ), ABS( ), AND SGN( )}

The four functions discussed in the following, will prove very useful in BASIC.
\(\operatorname{INT}(\mathrm{X})\) is used in two ways. In some computers, \(\operatorname{INT}(\mathrm{X})\) determines the greatest integer not greater than \(X\). For example, if \(A=\operatorname{INT}(43.2)\), then \(A=43\); if \(A=\operatorname{INT}(6)\), then \(A=6\); and if \(A=\operatorname{INT}(-2.3)\), then \(A=-3\). In other computers, \(\operatorname{INT}(\mathrm{X})\) truncates the number X , i.e., it simply removes the decimal part. So if \(A=\operatorname{INT}(-2.3)\), then \(A=-2\).
\(S Q R(Y)\) computes the non-negative square root of \(Y\). For example, if \(B=\) \(\operatorname{SQR}(16)\), then \(B=4\).

Some computers will not compute if \(\mathrm{B}=\operatorname{SQR}(-16)\). However, if we have many values for which we want the square roots and some happen to be negative, we can instruct the computer to take the square root of the absolute value of Y. BASIC provides \(\operatorname{ABS}(\mathrm{Y})\) for just such occurrences. For example, \(\operatorname{ABS}(18.3)=18.3\), and \(\operatorname{ABS}(-24.61)=24.61\). So we can use \(\operatorname{SQR}(\operatorname{ABS}(\mathrm{Y}))\) for the problem above.

A fourth BASIC function which you may not have much call for right now is \(\operatorname{SGN}(\mathrm{N})\). \(\operatorname{SGN}(\mathrm{N})\) is +1 if N is positive, 0 if N is 0 , and -1 if N is negative. The number in parentheses is called the argument of the function. Note that the argument may be an explicit number, a variable, another function, or any algebraic expression. Study the demonstration program ASIS to see how the computer handles these functions.

INT(X) computes the greatest integer of X .
\(\mathrm{SQR}(\mathrm{X})\) computes the positive square root of X .
\(\mathrm{ABS}(\mathrm{X})\) computes the absolute value of X .
\(\operatorname{SGN}(\mathrm{X})\) is +1 if X is positive, 0 if \(\mathrm{X}=0,-1\) if X is negative.

ASIS
```

10 PRINT "X","ABS(X)","SQR(ABS(X))","INT(X)","SGN(X)"
20 READ X
30 PRINT K,ABS(K),SQR(ABS(K)),INT(X),SGN(K)
40 DATA -899913..,-35.2,-.032
5 0 ~ D A T A ~ 0 , . 0 3 2 , 2 3 . 4 1 2 , 8 3 9 1 . '
60 G010 20
70 END
RUN
ASIS

```
\begin{tabular}{|c|c|c|c|c|}
\hline \(\times\) & ABS( \(X\) ) & SOR(ABS ( \(X\) ) & LNT(X) & SGN(X) \\
\hline -900013: & 890013. & 948. 53 ? & -8000!3. & -1 \\
\hline -35.2 & 35.2 & 5.93296 & -36 & -1 \\
\hline -.032 & . 032 & . 178885 & -1 & -1 \\
\hline 0 & 0 & 0 & 0 & 0 \\
\hline . 032 & . 032 & . 178885 & 0 & 1 \\
\hline 23.412 & 23.412 & 4.8386 & 23 & 1 \\
\hline 8391 & 8391 & 91.6024 & 8391 & 1 \\
\hline
\end{tabular}
OUT DF DATA IN LINE 20

One common use of INT( ) is for factoring integers. We can look at the quotient of two integers, and if that is an integer, then the denominator is a factor. For example, \(65 / 5=\operatorname{INT}(65 / 5)\); therefore 5 is a factor of 65 . So in order to find the greatest factor, all we have to do is start with the integer, one less than the number we are trying to factor, and test to see if it divides without remainder. If it does, we use the conditional transfer and send the computer to a PRINT statement. If it does not, we let the computer subtract 1 by using a loop and try again. If we start at \(N\), we will get \(N / N=\operatorname{INT}(N / N)\) the first time through even for prime numbers. Let us also print N is prime if it is.


Fig. 4-1. Flowchart for factoring integers.

PRIMEI
```

10 READ N
20 FOR D=N-1 T| 2 STEP -1
30 IF N/D=INT(N/D) THEN 70
4O NEXT D
50 PRINT NB"IS PRIME"

```

```

70 PRINT D;"IS THE GREATEST FACTOR OF''BN
80 G0T0 10
90 DATA 1946,1949,1009,1003
100 DATA 11001,240.11
110 END
RUN
PRIMEI

```
```

973 IS THE GREATEST FACTOR OF 1946

```
973 IS THE GREATEST FACTOR OF 1946
1949 IS PRIME
1949 IS PRIME
1009 IS PRIME
1009 IS PRIME
59 IS THE GREATEST FACTOR OF }100
59 IS THE GREATEST FACTOR OF }100
3667 IS THE GREATEST FACTOR OF 11001
3667 IS THE GREATEST FACTOR OF 11001
120 IS THE GREATEST FACTOR OF 240
120 IS THE GREATEST FACTOR OF 240
11 IS PRIME
11 IS PRIME
DUT DF DATA IN LINE 10
```

So we stop at 2 rather than 1. First we draw the flowchart in Fig. 4-1, then write the program PRIMEI.

In PRIME1 the computer tested 1949/D with 1947 different values for D before it decided that 1949 is prime. That is a lot of tries. Whenever reasonable, we should try to improve the efficiency of our program. What do we know about factors of integers? We know that the smallest possible factor is 2 . So the greatest could be N/2. For 1949 then, we can reduce the number of tries to 975. But we also know that if we try all possible divisors down to the square root of the number we are trying to factor, then the quotients will also be less

```
PRIME2
10 READ N
20 FOR D=2 TO SQR(N)
30 IF N/D=INT(N/D) THEN 70
40 NEXT D
50 PRINT N;"IS PRIME"
60 GOTO 10
70 PRINT N/DS"IS THE GREATEST FACTOR OF"'N
80 GOTO 10
90 DATA 1946,1949,1009,1003
100 DATA 11001,240,11
110 END
RUN
PRIME2
```

```
9 7 3 ~ I S ~ T H E ~ G R E A T E S T ~ F A C T O R ~ O F ~ 1 9 4 6 ~
```

9 7 3 ~ I S ~ T H E ~ G R E A T E S T ~ F A C T O R ~ O F ~ 1 9 4 6 ~
1949 IS PRIME
1949 IS PRIME
1009 IS PRIME
1009 IS PRIME
59 IS THE GREATEST FACTOR OF 1003
59 IS THE GREATEST FACTOR OF 1003
3667 IS THE GREATEST FACTOR OF 11001
3667 IS THE GREATEST FACTOR OF 11001
120 IS THE GREATEST FACTOR OF 240
120 IS THE GREATEST FACTOR OF 240
11 IS PRIME
11 IS PRIME
DUT OF DATA IN LINE 10

```
DUT OF DATA IN LINE 10
```

than the square root. So we might try $F \emptyset R D=N-1 T \varnothing S Q R(N) S T E P-1$. Well, $\mathrm{SQR}(1949)$ is approximately 44 and this means 1904 tries, which is much worse. But why not go from 2 up to $\operatorname{SQR}(1949)$ ? Now we have only 43 tries and if we do get divisibility for other numbers, we will have the smallest factor and we can get the greatest factor by dividing the number by its smallest factor. This seems worth making the necessary changes in PRIMEI. Only lines 20 and 70 require changing. Line 20 is the line which sets up the loop to test for divisibility and line 70 is the PRINT statement. In the PRINT statement we want $N / D$ printed now, whereas we wanted $D$ printed before. See PRĩME:

## SUMMARY

Four computer functions were introduced.

1) $\operatorname{INT}(A)$ evaluates the greatest integer of $A$.
2) $\mathrm{SQR}(\mathrm{B})$ finds the positive square root of $B$.
3) $\mathrm{ABS}(\mathrm{C})$ computes the absolute value of C .
4) $\operatorname{SGN}(\mathrm{D})$ becomes +1 if $D$ is positive, 0 if $D$ is 0 , and -1 if $D$ is negative. The value in parentheses is called the argument of the function.

## PROBLEMS FOR SEC. 4-1

1) Modify PRIME2 to write all pairs of factors.
2) Modify the program in problem 1) to print no duplications.
3) Write a program that will print only prime factors of integers.
4) Write a subroutine that will perform the work of $\mathrm{ABS}($ ), without using another computer function.
5) Write a subroutine that will perform the work of SGN( ), without using another computer function.
6) Write a program to print all different pairs of factors of the following set of integers: 711, 991, -991, 453, -654, 1009, -1009, 9001.
7) Write a program to print all of the prime positive integers less than 100 . Do not let the computer try numbers divisible by 2 .
8) Print the prime integers from 1000 to 1500 . Do not let the computer test the even numbers.
$\checkmark$ 9) For each of the following pairs of numbers, find two numbers so that the sum of your two is the first number in the given pair and the product is the second number in the given pair: 3,$2 ; 7,12 ; 11,28 ;-11,28 ; 3,-28 ; 76,1003 ; 7,8$; 34, 289.

## 4-2 REDUCING COMMON FRACTIONS AND DIMENSION CONVERSIONS

Reducing Fraetions
We are finally ready to reduce fractions to lowest terms. Look at problems 13) and 14) in Chap. 1. There, if we had added $5 / 6$ and $7 / 8$ we would have gotten $82 / 48$. Since, however, it is customary to reduce fractions, we would like to get $41 / 24$.

All we have to do is find the largest factor of the numerator that is also a factor of the denominator. Only this time we have to go all the way to 2. So we will use the procedure of program PRIME1. First we should prepare a flowchart. See Fig. 4-2. We simply find the greatest factor of the numerator and see if it is also a factor of the denominator. If it is, fine. If it is not, then we go back and find the next greatest factor of the numerator and test to see if that is a factor of the denominator. If it is, fine. If not, we go back again and look for the next factor of the numerator. If we get all the way to 2 without a number that is a factor of both numerator and denominator, then we print the fraction as it was given. See program REDUCE.

We should try to pick the largest factor of the smaller number to reduce the number of tries the computer has to execute.

## Dimension Conversions

We find the INT( ) function useful in simplifying dimensioned numbers to simplest form. Suppose we change 93 in. to feet and inches. By hand we would divide 93 by 12 and the whole number in the result would be in feet. Then the remainder would be in inches. The problem would appear as follows:

$$
\begin{array}{r}
7 \\
1 2 \longdiv { 9 3 } \\
\frac{84}{9}
\end{array}
$$

and we would say 7 ft 9 in . with no difficulty. We can easily get the 7 by using $\operatorname{INT}(93 / 12)$, but it is an exercise in mathematics to get the 9 . Let us look at the division problem in more detail:

| $\frac{7.75}{1 2 \longdiv { 9 3 . 0 0 }}$ | $1 2 \longdiv { 9 . 0 0 }$ |
| ---: | ---: |
| $\frac{84}{9.0}$ | $\frac{8.4}{.60}$ |
| $\frac{8.4}{.60}$ | $\frac{.60}{.00}$ |
| $\frac{.60}{.00}$ |  |

We see that if we divide 12 into the remainder after integer division, we get the decimal portion of the result if we divide by 12 by decimal division. That is,

$$
9 / 12=93 / 12-\operatorname{INT}(93 / 12)
$$

for this problem. Or in general, for N divided by D and calling the remainder R we get

$$
\mathrm{R} / \mathrm{D}=\mathrm{N} / \mathrm{D}-\mathrm{INT}(\mathrm{~N} / \mathrm{D})
$$

Multiplying both sides by D we get

$$
\mathrm{R}=\mathrm{N}-\mathrm{INT}(\mathrm{~N} / \mathrm{D})^{\circ} \mathrm{D}
$$


reduce


So all we need is a program statement LET $\mathrm{R}=\mathrm{N}-\mathrm{INT}(\mathrm{N} / \mathrm{D})^{\circ} \mathrm{D}$. See line 20 in program DEMREM.

DEMREM

```
5 PRINT "NUMERATOR","DENOMINATOR","REMAINDER"","INTEGER QUOTIENT"
15 REM FIND THE REMAINDER WHEN 'N' IS DIVIDED BY 'D'
20 LET R=N-INT(N/D)*D
30 PRINT N,D,R,INT(N/D)
4O GOTO 10
50 DATA 93,12,100,25,365,52,365,7
S2 DATA 365,12,52,13,5280,440,55,6
60 END
RUN
DEMREM
\begin{tabular}{lccc} 
NUMERATOR & DENOMINATOR & REMAINDER & INTEGER QUOTIENT \\
93 & 12 & 9 & 7 \\
100 & 25 & 0 & 4 \\
365 & 52 & 1 & 7 \\
365 & 7 & 1 & 52 \\
365 & 12 & 0 & 30 \\
52 & 440 & 0 & 4 \\
5280 & 6 & 1 & 12 \\
55 & & & 9
\end{tabular}
```

Now we can easily convert numbers in inches to feet and inches. First see the flow chat in Fig. 4-3 and then the program CØNVRT.


Fig. 4-3 Flowchart for converting numbers in inches to feet and inches.

CONYRT

```
10 READ I
20 LET F=INT(I/12)
30 LET II=I-F#12
40 PRINT I"INCHES ="F'FEET "II"INCHES"
4S GOTO 10
50 DATA 9,86,47,37,947,480
60 END
```

RUN
Convivis

| 9 | INCHES $=0$ | FEET | 9 | INCHES |
| :--- | :--- | :--- | :--- | :--- |
| 86 | INCHES $=7$ | FEET | 2 | INCHES |
| 47 | INCHES $=3$ | FEET | 11 | INCHES |
| 37 | INCHES $=3$ | FEET | 1 | INCHES |
| 947 INCHES $=78$ | FEET | 11 | INCHES |  |
| 480 INCHES $=40$ | FEET | 0 | INCHES |  |
| OUT OF DATA IN LINE 10 |  |  |  |  |

## SUMMARY

1) We can now find the greatest common factor of two integers and thus reduce fractions to lowest terms.
2) We have seen that the INT( ) function may be used to break quotients up into their integer part and their decimal part less than 1.
3) We can find the remainder in a division problem by using $R=N-I N T$ (N/D) ${ }^{\circ} \mathrm{D}$. This allows us to convert dimensioned numbers, such as inches, to feet and inches.

## PROBLEMS FOR SEC. 4-2

1) Write a program to add two simple fractions and print the sum reduced to lowest terms.
2) Improve the efficiency of program REDUCE by putting the smaller number in the P loop in line 20 .
3) Write a program to convert improper fractions to mixed numbers.
4) Convert inches to yards and feet and inches.
$\checkmark$ 5) Write a program to multiply two fractions, converting the result to a mixed number in reduced form.
$\checkmark$ 6) Convert dollars in decimal form to the equivalent in coins.
5) Do problem 5) for adding two fractions.
6) For each of the following pairs of numbers, find the greatest common factor: 190,$1083 ; 27,35 ; 27,36 ; 16,34 ; 12,30$.
7) For each of the following pairs of numbers, find the least common multiple: 190, 1083; 25, 745; 187, 34.
8) Prepare a list consisting of the first 10 Fibonacci numbers. Find the greatest common factor for every pair in the list, prepare a list of these with no duplications, and print them.
$\checkmark$ 11) Write a program to find the greatest common factor of sets of three numbers assigned as data.

## 4-3 PROGRAM-DEFINED FUNCTIONS

Suppose we have $\$ 56.31$ in a savings account bearing $4 \frac{1}{2 \%}$ interest compounded monthly and we hear of a bank that is offering $4 \% \%$ compounded quarterly. Should we change banks? We did work with compound interest earlier. So this should be a matter of doing two calculations in the same program. Let us leave the $\$ 56.31$ in each bank for 10 years and see if there is enough difference to change banks. For compounding monthly, we use the yearly rate divided by 12 , and calculate and add the interest 12 times per year. For quarterly compounding, we use the yearly rate divided by 4 , and calculate and add interest four times per year. In this case, use one loop for the years and a 1 to 12 loop for monthly compounding and a 1 to 4 loop for quarterly compounding, both inside the same 1- to 10 -year loop. The flowchart in Fig. 4-4 should help to sort out this plan.

Since the intent is to develop several concepts in this program that will require changing the printing, the variables will be printed individually on separate lines. This technique may often save typing when you anticipate


Fig. 4-4. Flowchart for computing compound interest at two rates.

making changes as you develop a program. Thus in program BANE1 lines 130 and 150 are printed with semicolons at the end so that the printing can be placed at the ends of those lines from PRINT instructions on other lines. The values of the different principals will be printed, according to instructions, on lines 140 and 160.

Note: On some computers line 10 of BANK1 would be written as 10 LET $\mathrm{P}, \mathrm{Pl}=0$.

We can certainly obtain the information we want from the RUN of this program in its present form. Clearly, we would get more interest by changing banks. You will have to decide whether it is worth switching. Even so, let us see what we can do to simplify the results. For instance, when we talk about money, most of us tend to round off to the nearest cent. So we should be able to have the computer do that too. We could multiply by 100 and then take the greatest integer, but that would give 8823 for P and we want dollars and cents. Let us then divide by 100 again and get 88.23 . However, we really want 88.24 because the .007 is more than one half a cent. We can obtain this by adding .5 after we multiply by 100 , then taking the greatest integer and dividing by 100 again. Adding .5 to positive numbers from .5 to .99 results in numbers from 1.0 to 1.49 , and sends positive numbers from .01 to .49 into numbers from .51 to .99 . When we take INT(the sum), the result increases by 1 for numbers .5 or more and is unchanged for numbers less than .5. Thus

```
BANK I
    LET P=PI=56.3!
    FOR Y=1 TO 10
    REM FOR TEN YEARS
    FOR M=1 TO 12
    REM COMPOUND MONTHLY AND COMPUTE INTEREST
    LET I =P&4.5/100/12
    LET P=P+I
    NEXT M
    REM THAT FIGURES THE INTEREST FOR THIS YEAR COMPOUNDED
    MONTHLY
    FOR Q=1 TO 4
    REM COMPOUND QUARTERLY
    LET II =PI*4.75/100/A
    LET PI=PI+II
100 NEXT O
102 REM THAT TAKES CARE OF THE QUARTERLY INVESTMENT FOR THIS
        YEAR
IOB REM NOW TO COMPUTE THE NEXI YEAR
110 NEXT Y
120 PRINT "FQR TEN YEARS"
130 PRINT "@4.5% COMPQUNDED MONTHLY...";
140 PRINT P
150 PRINT *"4.75% COMPDUNDED OUARTERLY...";
160 PRINT PI
9999 END
RUN
BANK :
FOR IEN YEARS
4.5% COMPOUNDED MONTHLY... 88.2374
*4.75% COMPOUNDED QUARTERLY... 90.2943
DONE
```

Rの UND

```
10 READ X
20 LET Y=INT(X*100+.5)/100
30 PRINT Y,X
40 DATA 2.31462,2.34999,2.35001,382,617.346,3.86149E-02
5O GOTO 10
6 0 ~ E N D
RUN
RgUND
```

| 2.31 | 2.31462 |
| :--- | :--- |
| 2.35 | 2.34999 |
| 2.35 | 2.35001 |
| 382 | 382 |
| 617.35 | 617.346 |
| .04 | $3.86149 E-02$ |
| OUT OF DATA |  |

we have a rounding function all our own as follows:
LET $\mathrm{Y}=\mathrm{INT}\left(\mathrm{X}^{\circ}{ }^{\circ} 100+.5\right) / 100$
Let us try this with a few numbers to see that it actually works, before we insert it in our banking problem. See RØUND. (It may often be wise to perfect a technique in a smaller uninvolved program before trying it in a longer more complicated one. There should be fewer sources of error in the final program.)

RØUND works out well. However, we often have more than one variable that we want to round off. BASIC has a way of doing this. We may define any function of our own using DEF FNA(X) $=$ ZZZZZZZZZZZZZ, where $X$ is a dummy variable. It simply holds a place where we will later enter the variable for which we want the function evaluated. The format of our rounding function looks like this:

$$
\mathrm{XXX} \quad \operatorname{DEFFNH}(\mathrm{Z})=\operatorname{INT}\left(\mathrm{Z}^{\circ} 100+.5\right) / 100
$$

XXX is the line number of the statement number of the DEFining statement in a BASIC program. We may substitute any letter of the alphabet for H . Thus, we may for example, DEF FNI( ) and DEF FNJ( ) for other functions in the same program. The third letter is the one that identifies which function we are calling for. We may define another function that rounds off to tenths as ZZZ DEF $\operatorname{FNT}(\mathrm{G})=\operatorname{INT}\left(\mathrm{G}^{*} 10+.5\right) / 10$ and whenever we call for FNT( ), we round off to tenths. Let us see how this works out in program DEF( ).

## DEF

XXX DEF $\mathrm{FNA}(\mathrm{X})=$ (any legal BASIC expression). BASIC provides a program-defined function. It begins with FN followed by a third letter which is used to identify the function. (Some computers allow more than one argument.)

```
DEF()
```

```
20 DEF FNH(H)=INT(H*100+.5)/100
```

20 DEF FNH(H)=INT(H*100+.5)/100
30 DEF FNT(T)=1NT(T*10+.5)/10
30 DEF FNT(T)=1NT(T*10+.5)/10
40 PRINT "X","Y'","X/Y","FNH(X/Y)","FNT (X/Y)"
40 PRINT "X","Y'","X/Y","FNH(X/Y)","FNT (X/Y)"
45 READ K,Y
45 READ K,Y
SO PRINT X,Y,X/Y,FNH(X/Y),FNT(X/Y)
SO PRINT X,Y,X/Y,FNH(X/Y),FNT(X/Y)
60 DATA 1,11,10,3,3,4,6,11.2,3.125,8.6324
60 DATA 1,11,10,3,3,4,6,11.2,3.125,8.6324
70 GOTO 4S
70 GOTO 4S
80 END
80 END
RUN
RUN
DEF()
DEF()

| $x$ | $Y$ | $X / Y$ | FNH(X/Y) | Fivicxir) |
| :---: | :---: | :---: | :---: | :---: |
| 1 | 11 | $9.09091 \mathrm{Em02}$ | . 09 | -1 |
| 10 | 3 | 3.33333 | 3.33 | $3 \cdot 3$ |
| 3 | 4 | . 75 | . 75 | - 8 |
| 6 | 11.2 | .535714 | . 54 | . 5 |
| 3.125 | 8.6324 | .362008 | . 36 | . 4 |
| DUT DF | IN LINE |  |  |  |

```

Now we can alter our compound interest program BANK1. We only need to change two lines and insert the DEF statement It is common practice to put all DEF statements at the beginning of the program. Let us also put in dollar signs (\$).
```

2 DEF FNH(X)=INT(X*100+.S)/100
140 PRINT "$'FNH(P)
160 PRINT "$"FNH(PI)
RUN
BANK I
FOR TEN YEARS
04.5% COMPOUNDED MONTHLY...S 88.24
44.75% CDMPDUVDED QUARTERLY...\$ 90.29
DONE.

```

The results in the above program are rounded off to the nearest cent and the dollar signs make it clear that we are dealing with money. However, it would be even better if we could line up the decimal points. If your version of BASIC does not provide a computer function to ovenide the semicolon spacing, you may write your own subroutine that will allow you to place results exactly where you want them printed. In our particular problem all we want to do is move the first number three spaces to the ight. But we might
 develiop a subroutine.

What we are trying to do is to gain control over the number of spaces between items of pinted output. This implies getting the computer to print different numbers of spaces acooding to our need This suggests putting XXX

PRINT" "; in a loop and letting the high number be a variable that equals the number of blank spaces required. The following subroutine will print X spaces.
```

500 F\emptysetR S = 1 T\emptysetX
510 PRINT " ";
5 2 0 ~ N E X T ~ S ~
530 RETURN

```

In BANK1, no matter where we place the numbers, we will have to put the first number three spaces further to the right than the second number. We may now accomplish the required spacing by first printing according to line 130 and then setting a reasonable value of X followed by GØSUB 500 . Upon getting the computer to print according to line 150 , we next LET \(X=X-3\) put in three fewer spaces and GØSUB 500 again. Finally, we must be sure that we do not let the computer enter the subroutine accidentally. Should this happen, the computer will attempt to execute the RETURN statement when there was no prior \(\mathrm{C} \emptyset S U B\) to direct it. To avoid this we can use \(490 \mathrm{G} П \mathrm{~T} \varnothing\) 9999. However, BASIC has the statement XXX STØP for just such a situation.

\section*{STøP}

XXX STØP is equivalent to XXX СØTØ 9999 when 9999 is the END statement.

Below we list the latest changes, and name the resulting program BANK2. The entire program is listed to see where things fit together. As you can see, the results are aligned in the RUN.
```

132 LET X=4
138 GOSUB 500
156 LET X=X-3
158 GOSUB 500
490 STOP
500 FOR S=1 TO X
510 PRINT * '';
S20 NEXT S
530 RETURN
RUN
BANK2
FOR TEN YEARS
04.5% COMPOUNDED MONTHLY... \$ 88.24
@4.75% COMPOUNDED QUARTERLY... S 90.29
DONE

```
```

BANK2
2 DEF FNH(X)=1NT(X*100+.5)/100
10 LET P=P1=56.3!
20 FOR Y=1 TO 10
22 REM FOR TEN YEARS
30 FOR M=1 TO 12
32 REM COMPOUND MONTHLY AND COMPUTE INTEFEST
40 LET I=P*4.5/100/12
50 LET P=P+I
60 NEXI M
62 REM THAT FIGURES THE INTEKEST FOR THIS YEAR COMPOINDFD
MONTHLY
FOR Q=1 TO 4
72 REM COMPOUND OUARTERLY
80 LET II=PI*4.75/100/4
90 LET PI=PI+II
100 NEXT Q
102 REM THAT TAKES CARE OF THE QUARTEFLY INVESTMENT FOR THIS
YFAR
108 REM NOW TO COMPUTE THE NEXT YEAR
110 NEXT Y
120 PKINT "FOR TEN YEAKS"
130 PRINT "O4.5% COMPOUNDED MONTHLY....';
132 LET X=A
138 GOSUB 500
140 PKINT "$"FNH(P)
150 PRINT "E4.75% COMPOUNDED QUARTERLY..."';
156 LET }X=x-
158 GOSUB 500
160 PRINT "$"FNH(P1)
490 STOP
SOO FOR S=1 TO X
510 PRINT " "";
520 NEXT S
530 RETURN
9999 END
RUN
BANK2
FOR TEN YEARS
e4.5% COMPDUNDED MONTHLY... S 88.24
04.75% COMPOUNDED OUARTEFL.Y... \$ 90.29
DONE

```

Now as long as we have the spacing subroutine available, let us try several values of \(X\) in line 132 and see what happens.
```

132 LET X=10
RUN
BANK2
FGR TEN YEARS
04.5% COMPOUNDED MONTHL.Y... \$ 88.24
@4.752 CØMPDUNDED QUARTERL.Y... \$ 90.29
daNE

```
132 LET \(X=20\)
RUN
BANK2
```

FOR TEN YEARS
O4.5% CबMPOUNDED MONTHLY... \$ 88.24
94.75% COMPDUNDED QUARTERLY... \$ 90.29
DONE

```
132 LET \(X=3\)
RUN
BANK2
FOR TEN YEARS
84.52 COMPDUNDED MONTHLY... 588.24
4.75\% COMPOUNOED QUARTERLY... \(\$ 90.29\)
DONE

Note: See Appendix C for TAB() and PRINT USING formatting functions.

\section*{SUMMARY}
1) The program-defined function DEF \(\mathrm{FNA}(\mathrm{X})\) has been introduced. This allows us to have the computer perform the same function on different variables.
2) The STØP statement may be used to terminate the RUN of a program at places other than the physical end of the program. The end of a program specified in this way may be referred to as the logical end.
3) We have constructed a subroutine that enables us to control more precisely than with the semicolon or comma the spacing of printed results by putting " "; in a loop. This gives more versatility of format.

\section*{PROBLEMS FOR SEC. 4-3}
1) Find the square roots of the integers from 11 to 23 . Print the integer, its square root, and its square root rounded off to the nearest thousandth and to the nearest tenth with appropriate labels.
2) How much money will you have in the bank, if you deposit \(\$ 5\) at the beginning of every month for 25 years in a savings account which pays \(4 / 2 \%\) compounded monthly?
3) Define a function for \(Y=-3 X^{2}+7 X-3\). Print pairs of values for \(\mathrm{X}=-4\) to 5 .
4) Do problem 2), but for daily compounding. Ignore leap year; use 12, 30-day months.
\(\checkmark\) 5) Set up a table of amounts that \(\$ 100.00\) will be at the end of \(5,10,15\), and 20 years at \(4 \%, 4 \% \%, 4 \%\), and \(5 \%\) per year compounded monthly. Put the rates in a rate loop. Print the years across the top and the rates in the first column of each row.
\(\checkmark\) 6) Write a program to compare \(\$ 99.00\) compounded monthly at \(43 \%\), quarterly at \(5 \%\), and daily at \(4 \% \%\) for 15 years. Print with the decimal points lined up.
7) Define a function for \(Y=3 X+4\). Print pairs of values for \(X\) and \(Y\) for \(\mathrm{X}=-5\) to 5 .
8) Define a function for \(Y=2 \mathrm{X}^{2}+8 \mathrm{X}-1\). Print pairs of values for X and Y for \(X=-6\) to 2 .

\section*{4-4 RANDOM NUMBER GENERATOR}

The last computer function we will consider in this chapter is \(\mathrm{RND}(\mathrm{X})\). Often in programming we want numbers to try out a new program. Also, there are many events in mathematics and science that occur at random. If we do not have any real data or we want a very large number of numbers, it is desirable to have the computer pick the numbers for us. This can be done in BASIC with the computer function RND(X).
\(\mathrm{RND}(\mathrm{X})\) picks at random a decimal fraction between 0 and 1 . It will not pick 0 or 1 . Depending on the computer, the value of \(X\) may be immaterial, but there must be a number in parentheses. If the argument does not affect the numbers generated, it is called a dummy argument. Some computers use the argument to determine the numbers generated. Computers vary as to the actual set of random numbers generated. Some have a fixed set of numbers that is the same every time \(\operatorname{RND}()\) is used in the same program. Such a random number generator is called a pseudo random number generator. Others give a different set of numbers each time you run the same program. Program \(\mathrm{RND}(1)\) is a short routine that prints a few random numbers.
```

RND(1)
10 FOR X=1 T0 10
20 PRINT RND(5).
30 NEXT X
40 END
RUN
RND(1)

```
\begin{tabular}{lllll}
.788345 & .865051 & .595169 & .285522 & .856583 \\
\(6.97632 \mathrm{E}-02\) & .209305 & .12793 & .383804 & .651428
\end{tabular}
D@NE

Before we get very far trying to use \(\operatorname{RND}(Z)\) we realize that numbers between 0 and 1 do indeed limit us greatly as a source of data. Suppose we want data selected from 1 to 10 . First we might try to multiply the random number by 10 before taking the INT( ) function. Let us try it in RND(2).
```

RND(2)
FOR X=1 T0 20
20 PRINT INT(10\$RND(1)):
3 0 ~ N E X T ~ K ~
4 0 ~ E N D
RUN
KNU(C)

| 3 | 5 | 5 | 2 | 6 | 3 | 1 | 0 | 2 | 3 | 9 | 4 |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| 2 | 2 | 6 | 3 | 9 | 4 | 3 | 4 |  |  |  |  |
| $D O N E$ |  |  |  |  |  |  |  |  |  |  |  |

```

Program RND(2) seems only to give integers 0 through 9. However, RND(Z) will never take on I as a value, and therefore multiplying by 10 will never yield 10 as the product. But we can add 1 to each of the above integers and both include 10 and exclude 0 , which is exactly what we set out to do. The 1 can be added either before or after taking INT( ). We get 1 to 10 in program RND(3).
```

RND(3)

```
```

10 F0R X=1 T0 30
20 PRINT INT(10*RND(1)+1)3
30 NEXT X
40 END
RUN
RND (3)

```
\begin{tabular}{cccccccccccc}
5 & 8 & 4 & 5 & 3 & 3 & 7 & 5 & 5 & 10 & 9 & 10 \\
8 & 7 & 1 & 7 & 1 & 8 & 3 & 4 & 2 & 10 & 9 & 1 \\
1 & 6 & 6 & 1 & 3 & 3 & & & & & & \\
DONE & & & & & & & & & & &
\end{tabular}

If we want decimal numbers from 1 to 11 , not including 11 , all we have to do is leave out the INT( ), as in RAND3+.
```

RAND3+
10 F0R X=1 T0 10
20 PRINT 10*RND(9)+13
30 NEXT X
40 END
RUN
RAND3+
10.0205 3.06177 7.18546 4.55652
2.02798 9.08411 5.25247 8.75757
DUNE

```

Now we have a way to determine the interval in which the numbers are picked. If we can get 1 to 11 with \(10^{\circ} \operatorname{RND}(\mathrm{Z})+1\), we ought to be able to get 1 to 100 with \(99^{\circ} \operatorname{RND}(\mathrm{Z})+1\).

RND(X)
XXX LET \(\mathrm{Y}=\mathrm{RND}(\mathrm{X})\) will assign at random a number between 0 and 1 to Y . We can get integers from 1 to A with \(\operatorname{INT}(\mathrm{A} \cdot \mathrm{RND}(\mathrm{X})\) \(+1)\).

Now, what shall we do with randomly assigned numbers? The possibilities are endless. We could put some in a list and arrange them in numerical order. Remember ARANGE? Instead of reading data, we can use randomly assigned numbers. This time, let us not print the list after every exchange, but only after it is in order. How about picking integers from 1 to 250? This will require \(\operatorname{INT}\left(250^{\circ} \mathrm{RND}(1)+1\right)\). This time let us rewrite the program to look at successive adjacent pairs in the list. This method was outlined in problem 3) of Sec. 3-4. As we have the computer look at each pair, we have it decide whether the first is less than or equal to the second. If it is, then we do not exchange-exactly as in ARANGE. But if the first is greater than the second, we cail for the exchange. However, there is no guarantee that the list is in order after the first time through. So we have to turn on a switch after each exchange. Then after the computer has gone through the list comparing 1 and 2 , then 2 and 3 , then 3 and 4 , etc., we have it check the switch. The


Fig. 4-5. Flowchart for arranging a list of numbers assigned from RND( ) using comparison of adjacent pairs.
name of the switch can be any number of things, but here we will use S. If \(S=0\), the switch is off. If \(S=1\), the switch is on and we tell the computer to look at the list again. If the switch is off, we want the computer to print the ordered list. Under what conditions do you think this will be the most efficient ordering technique? The name of this program is ARANG3 and its flowehart is in Fig. 4-5.

ARANG3
10 FOR X=1 TO 10
\(20 \operatorname{LET} \operatorname{L}[\mathrm{X}]=\mathrm{INT}(250 * \operatorname{RND}(1)+1)\)
40 NEXT \(X\)
58 REM TURN THE SWITCH DFF!!!
60 LET \(\mathrm{S}=0\)
70 FgR \(1=1 \quad\) T0 9
80 IFL[I] <= L[I+1] THEN 130
90 LET K=L[1]
100 LET L[ [I]=L[ \([1+1]\)
110 LET L[ \(1+1]=K\)
120 LET S=1
121 REM *** TURN THE SWITCH ON
130 NEXT I
138 REM IS THE SWITCH ON??
140 IF \(S=1\) THEN 60
142 REM IF THE SWITCH IS gFF THERE WERE NO EXCHANGES AND
143 REM THE LIST IS IN ORDER
145 PRINT "THE NUMBERS IN GRDER"
150 FOR \(X=1\) T0 10
160 PRINT L[X]s
170 NEXT X
180 END
RUN
ARANG3
\begin{tabular}{cccccccccccc} 
THE & NUMBERS & IN & ORDER \\
12 & 67 & 75 & 98 & 109 & 161 & 162 & 199 & 221 & 231 \\
DONE & & & & & & & & & & &
\end{tabular}

The program looks fine, but nobody could prove that we really used the ordering routine to put the list in order, because we do not know what the original list was So let us put back the routine that prints the list as it is formed.
```

5 PRINT "HERE IS THE LIST AS IT IS BEING FORMED***"

```

Fine! Now we believe it. We have just put 10 random numbers in order. It is about time we found out how to create longer lists.

\section*{DIM}

We can usually get 10 (or 11) elements in a list. If we want longer lists we simply notify the computer that we wish to specify a greater dimension for our list. The BASIC statement is XXX DIM L[Z], where Z is the highest subscript in the list. Computers vary. Some allow a variable in parentheses, while others require an explicit integer. If you do not know how long the list is going to be, simply pick a number larger than you think you will need. You need not use every location in the list. Let us dimension a list in ARANG4 up to 75 and use 20 locations to see how a longer list looks.
```

2 DIM L(75)

| HERE IS THE LIST AS IT IS BEING | FORMED*** |  |  |  |  |  |  |  |  |  |  |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| 41 | 246 | 236 | 83 | 248 | 119 | 107 | 195 | 85 | 128 | 134 | 25 |
| 73 | 93 | 27 | 204 | 111 | 208 | 122 | 241 |  |  |  |  |
| THE | NUMBERS | IN ORDER |  |  |  |  |  |  |  |  |  |
| 25 | 27 | 41 | 73 | 83 | 85 | 93 | 107 | 111 | 119 | 122 | 128 |
| 134 | 195 | 204 | 208 | 236 | 241 | 246 | 248 |  |  |  |  |
| DONE |  |  |  |  |  |  |  |  |  |  |  |

```

The program seems to work nicely. Let us try a few other numbers.
```

7 LET N=5
RUN
ARANGS
HERE IS THE LIST AS IT IS BEING FORMED***
71 86 6 % 141 172
THE NUMBERS IN ORDER
DONE

```

For \(\mathrm{N}=25\) we list the entire program with all the changes we have made. Notice that when we made the original change we put lines 10,70 , and 150 in terms of N so that we would not have to retype them each time we made a minor change in the length of the list. See ARANG5.

\section*{Diví}

XXX DIM A[24], B[75], L[33] dimensions three lists. The A list has 24 as its highest subscript, \(B\) has 75, and L has 33. You may dimension as many lists as will fit on one line.

\section*{ARANG5}
```

    DIM L[ 75]
    PRINT "HERE IS THE LIST AS IT IS BEING FQRMED***"
    LET N=25
    FOR X=1 TO N
    LET L[X]=1NT(250*RND(1)+1)
    PRINT L[X]S
    NEXT X
    PRINT
    REM TURN THE SWITCH GFF!!!
    LET S=0
    FOR I=1 T0 N-1
    IFL[I] <= L[I+1] THEN 130
    LET K=L[I]
        LET L[I]=L[I+1]
        LET L[{1+1]=K
        LET S=1
        REM *** TURN THE SWITCH ON ***
        NEXT I
        REM IS THE SWITCH ON??
        IF S=1 THEN 60
        REM IF THE SWITCH IS gFF THERE WERE NG EXCHANGES AND
        REM THE LIST IS IN GRDER
        PRINT "THE NUMBERS IN ORDER"
        FOR X=1 TO N
        PRINT L[X]s
        NEXT X
        END
    RLW
ARANGS

| here | Is the | LIST | T AS | IT IS | BEING | FORME | *** |  |  |  |  |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| 107 | 195 | 85 | 130 | 138 | 38 | 112 | 209 | 127 | 5 | 15 | 168 |
| 5 | 138 | 162 | 109 | 75 | 98 | 44 | 6 | 18 | 177 | 30 | 213 |
| 138 |  |  |  |  |  |  |  |  |  |  |  |
| THE | Numbers | IN 0 | ORDER |  |  |  |  |  |  |  |  |
| 5 | 5 | 6 | 15 | 18 | 30 | 38 | 44 | 75 | 85 | 98 | 107 |
| 109 | 112 | 127 | 130 | 138 | 138 | 138 | 162 | 168 | 177 | 195 | 209 |

    213
    DONE

```

We will now generate random data for one other type of problem. If it is 4 o'clock, 10 hours later it will be 2 o'clock. This concept contains the seed of the development of modular arithmetic. First let us write a little program to take random times and add random numbers of hours. The random times must be numbers from 1 to 12 . The random numbers of hours could have virtually any range, but 1 to 36 will do. The flowchart of Fig. 4-6 should help to organize the problem. We can determine the number of computations with a loop. Here we are picking 10 pairs of numbers, with T for time and \(H\) for hours. Then we add them and check to see if the sum is less than or equal to 12. If the sum is less than or equal to 12 , we want to have the sum printed as the time. If the sum is greater, we want to subtract 12 and check to see if the result is less than or equal to 12 , etc. After the sum is printed we want the computer to retum and pick another pair and repeat the same process until 10 pairs of numbers have been picked and processed. See CLøCK1.


Fig. 4-6. Flowchart for adding hours to times and computing times for program CLøCK.

Now, if we want to change the number picked for hours, we can change line 30 to 30 LET \(\mathrm{H}=\operatorname{INT}\left(12^{\circ} \mathrm{RND}(1)+1\right)\) and get the same range for both T and H . But then we would have two lines using exactly the same function:
```

20 LET T = INT(12* RND(1)+1)
30 LET H = INT(12 * RND(1) +1)

```

This situation is a candidate for the program-defined function:
\(\operatorname{DEF} \operatorname{FNC}(\mathrm{Z})=\operatorname{INT}\left(12^{\circ} \operatorname{RND}(\mathrm{Z})+1\right)\)
Then lines 20 and 30 are
20 LET T \(=\mathrm{FNC}(1)\)
30 LET H = FNC(1)

CLOCK 1

\begin{tabular}{|c|c|c|c|c|c|c|c|c|c|}
\hline 8 & HOURS & FROM & 6 & \(0^{\circ} \mathrm{CL} \quad \mathrm{CK}\) & IT & WILL. & BE & 2 & \(0^{\circ} \mathrm{CLOCK}\) \\
\hline 33 & HOURS & FROM & 9 & \(0^{\circ} \mathrm{CLOCK}\) & 1 T & WILL & BE & 6 & \(0^{\circ} \mathrm{Cl} 日 \mathrm{CK}\) \\
\hline 27 & HOURS & FROM & 5 & \(0^{\circ} \mathrm{Cl} 0 \mathrm{CK}\) & IT & WILL & BE & 8 & \(0^{\prime} \mathrm{CL}\) OCK \\
\hline 33 & HOURS & FRDM & 5 & \(0^{\circ} \mathrm{CLOCK}\) & IT & WILL & BE & 2 & \(0^{\circ} \mathrm{CL} 日 \mathrm{CK}\) \\
\hline 31 & HOURS & FRDM & 9 & \(0{ }^{\circ} \mathrm{CLOCK}\) & \(1 T\) & WILL & BE & 4 & \(0 \cdot \mathrm{CLOCK}\) \\
\hline 32 & HOURS & FROM & 12 & \(0^{\circ} \mathrm{CLOCK}\) & IT & WILL & BE & 8 & \(0^{\circ} \mathrm{CLOCK}\) \\
\hline 2 & HOURS & FROM & 9 & \(0{ }^{\circ} \mathrm{CLOCK}\) & IT & WILL & BE & 11 & \(0^{\circ} \mathrm{CLOCK}\) \\
\hline 28 & HOURS & FROM & 4 & \(0{ }^{\circ} \mathrm{CLOCK}\) & IT & WILL & BE & 8 & \(0^{\circ} \mathrm{CL} 0 \mathrm{CK}\) \\
\hline 8 & HOURS & FROM & 10 & \(0^{\circ} \mathrm{Cl} 0 \mathrm{CK}\) & IT & WILL & BE & 6 & \(00^{\circ} \mathrm{CL} 0 \mathrm{CK}\) \\
\hline 4 & HOURS & FROM & 11 & \(0 \cdot \mathrm{CLOCK}\) & IT & WILL & BE & 3 & \(0^{\prime} \mathrm{CLOCK}\) \\
\hline
\end{tabular}

DONE

In CLØCK2 we change lines 20 and 30 and insert line 5 to define \(\operatorname{FNC}()\) and list the program in full.
```

CLOCK2
DEF FNC(Z)=1NT(12*RND(Z)+1)
FOR P=1 TO 10
LET T=FNC(1)
LET H=FNC(1)
LET S=T+H
IFS <= 12 THEN }8
LET S=S-12
GOTO 50
PRINT H"HOURS FROM"'T"O"CLOCK IT WILL BE*'S*O'CLOCK"
NEXT P
100 END
RUN
ClOCKZ

| 6 | HOURS | FROM | 6 | $0^{\circ} \mathrm{CLOCK}$ | 1 T | WILL | 8E | 12 | $0^{\circ} \mathrm{CL} 0 \mathrm{CK}$ |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| 7 | HOURS | FROM | 8 | $0{ }^{\circ} \mathrm{CLOCK}$ | 1 T | WILL | BE | 3 | $0^{\circ} \mathrm{CLOCK}$ |
| 7 | HOURS | FROM | 12 | $0^{\circ} \mathrm{CLOCK}$ | 1 T | WILL | BE | 7 | $0^{\circ} \mathrm{CLOCK}$ |
| 8 | HOURS | FRgM | 3 | $0^{\circ} \mathrm{CLDCK}$ | IT | WILL | $B E$ | 11 | $0^{\circ} \mathrm{CL} 0 \mathrm{CK}$ |
| 5 | HOURS | FROM | 7 | $0{ }^{\circ} \mathrm{CLOCK}$ | 1 T | WILL | BE | 12 | $0^{\circ} \mathrm{CLOCK}$ |
| 4 | HOURS | FROM | 4 | $0^{\circ} \mathrm{CLOCK}$ | $1 T$ | WILL | BE | 8 | $0 \cdot \mathrm{CLOCK}$ |
| 7 | HOURS | FROM | 5 | $0^{\circ} \mathrm{CLOCK}$ | 1 T | WILL | BE | 12 | $0 \cdot \mathrm{CLOCK}$ |
| 4 | HOURS | FROM | 11 | $0 \cdot \mathrm{CLOCK}$ | $1 T$ | WILL | BE | 3 | $0^{\circ} \mathrm{CL}$ OCK |
| 11 | HOURS | FROM | 3 | $0 \cdot \mathrm{CLOCK}$ | IT | WILL | BE | 2 | $0^{\prime} \mathrm{CLOCK}$ |
| 10 | HOURS | FROM | 12 | $0{ }^{\circ} \mathrm{CLOCK}$ | IT | WILL | BE | 10 | $0^{\circ} \mathrm{CL} \mathrm{ClK}^{\prime}$ |

DONE

```

\section*{Modular Arithmetic}

From the clock program we can easily develop the concept of modular addition. The biggest difference between modular addition and the last program is that for modulo 12 addition mathematicians define the set of integers as \(\{0,1\), \(2,3,4,5,6,7,8,9,10,11\}\), dropping 12 and appending 0 . Now we may not allow sums of 12 as before. So we will have to change line 50 to test for less than or equal to 11 not 12 . But we must not change line 60 which subtracts 12. Why? Since we defined a function in CLØCK2, we need change only line 5 to generate integers from 0 to 11 . As we wrote CL \(\varnothing C K 1\), we would have had to change two lines. Of course, we will have to change the printing and name the new program MiøDiz.
```

MOD12
5 DEF FNC(Z)=INT(12*RND(Z))
10 FOR P=1 IO 10
20 LET T=FNC(1)
30 LET H=FNC(1)
40 LET S=T+H
50 IF S <= 11 THEN 80
MAMDIE
60 LET S=S-12
70 GOTO 50
80 PRINT H"+""T"="S"MOD 12"'
90 NEXT P
100 END
RLN
MOD12

| 7 | +6 | $=1$ | MED 12 |
| :---: | :---: | :---: | :---: |
| 8 | $+5$ | $=1$ | MOD 12 |
| 2 | + 9 | $=11$ | MOD 12 |
| 8 | $+6$ | $=2$ | MOD 12 |
| 10 | $+8$ | $=6$ | MOD 12 |
| 1 | $+1$ | $=2$ | MOD 12 |
| 1 | $+3$ | $=4$ | MOD 12 |
| 7 | $+11$ | $=6$ | MOD 12 |
| 10 | $+9$ | $=7$ | MOD 12 |
| 1 | $+7$ | $=8$ | MOD 12 |

DGNE
INN
HAMD12

| 10 | $+4$ | $=$ | 2 | MOD | 12 | 10 | * | 4 | = | 4 | Mod | $1 ?$ |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| 1 | $+2$ | $=$ | 3 | MOD | 12 | 1 | * | ? | = | ? | Mo 0 | 1 1? |
| 6 | + | $=$ | 7 | MOD | 12 | 6 | * | 1 | $=$ | 6 | 1.100 | 12 |
| 3 | $+10$ | $=$ | 1 | MOD | 12 | 3 | * | 10 | $=$ | 6 | MOD | 12 |
| 1 | + 10 | = | 11 | MOD | 12 | 1 | * | 10 | $=$ | 10 | 401 | 12 |

done

```

Where there is addition, multiplication is bound to follow. Suppose we multiply 5 by 7 . We are accustomed to getting 35 . But for MøD12 we only allow 0 through 11, so we subtract 12 and get 23 , which is still too large. Subtract 12 again to get 11 . Thus we are going to use the subtraction routine in the multiplication part of MØD12 also. This is a GØSUB situation. In the flow-
chart of Fig. 4-7, the GØSUB predefined process is the subroutine of lines 50, 60 , and 70 in MØD12. Of course, there are more changes in printing. We call the program MAMD12 (Multiply and Add MoD 12).


Fig. 4-7. Flowchart for adding and multiplying mod 12 for program MAMD12

\section*{SUMMARY}

Two major expansions in our programming capability have occurred in this section. We are now able to generate random numbers in any range we like. They can be limited to integers or they can be decimal numbers. And lists may now be dimensioned to the length that we require. We have also used the GØSUB statement to good advantage in a modular arithmetic program.

\section*{PROBLEMS FOR SEC. 4-4}
1) Print a list of 30 randomly assigned numbers from 2.00 to 20.00 with tenths and hundredths permitted but no digits to the right.
2) Print a list of 25 integers from -200 to 200 assigned by a random number function in increasing order.
3) Print the list in problem 2) to guarantee that there are no duplications. In other words, if you generate a number that has already been used, generate another.
4) Prepare a list of the first 18 Fibonacci numbers. For all nonequal pairs find the greatest common factor. Enter the greatest common factors in a list with no duplications and print the result.
5) Prepare a list of the first 20 Fibonacci numbers. For \(1=2\) to 19 print F[I] \({ }^{\circ 0} 2\) \(-\mathrm{F}[\mathrm{I}-1]^{\circ} \mathrm{F}[\mathrm{I}+1]\).
6) Use three lists to add two 20 -digit numbers. Use one list for each number and enter the digits one by one as elements in the list. Use the third list as the sum list. Be sure to carry if the sum of the two corresponding digits is 10 or more.
7) Do problem 6) using two lists instead of three.
\(\checkmark\) 8) Use three lists to multiply two 10 -digit numbers digit by digit. (Could this be done with two lists?)
9) Modify program MAMD12 to find the remainder after dividing the value of S by 12 to replace the subroutine that uses successive subtraction.
10) Write a program to do arithmetic mod 5 and \(\bmod 6\), five problems each. Put 5 and 6 in a data line and write one random function so that it generates 0 to 4 for \(\bmod 5\) and 0 to 5 for \(\bmod 6\).
11) Have the computer print the addition table and the multiplication table for \(\bmod 6\).
12) Have the computer do subtraction mod 7.
13) Write a program in which the mod and the number of problems are selected at random, and the problems are generated with random data.
14) Have the computer generate pairs of integers and find the greatest common factor.
15) Have the computer generate sets of three integers and find the greatest common factor.
16) Generate pairs of integers and find the least common multiple.
17) Generate sets of four integers and treat them as coefficients of two binomials and find the three coefficients of the product; i.e., generate \(\mathrm{A}, \mathrm{B}, \mathrm{C}\), and D in \((A X+B)(C X+D)\) and find \(E, F\), and \(G\) in \(E X 2+F X+G\). Print all five numbers in two groups, one group for \(\hat{A}, \bar{B}, C\), and \(D\) and another for \(\bar{E}, \bar{F}\), and G.
\(\checkmark\) 18) Form two 20 -element lists with integers in the same range. Form two other lists. One list is to contain all numbers that appear in both lists, i.e., the intersection of the two lists. The other list is to contain a number if it is in either of the original two lists, but only entering it once if it is in both lists. In other words, find the union.
19) Fill a 25 -element list with the first 25 positive odd integers. Fill a second 25 -element list with the sum of all the entries of the first list up to and including the subscript number of the second list.
20) Modify CI \(\alpha\) CK1 to handle times in houes and minutes.

\section*{CHAPTER 5}

\section*{Elementary Data Processing}

\section*{5-1 INTRODUCTION TO DATA PROCESSING}

One of the very common uses of computers is for data processing. There is no clear cut definition for data processing that distinguishes it from other kinds of computer activity. In a sense, all computer work is data processing. However, data processing often implies that the computer is being used to sort, collate, tabulate, and/or otherwise process data. Such activities as processing questionnaires fall in this category.

\section*{Tabulating One Item}

Let us ask some families how many television sets they have in their homes. The answers will be numbers, one number per family. We can set up a list so that the first element counts the number of families with one set and the Nth element counts the number of families with N sets. Before we begin counting, there will be zero families having each number of sets. So we will have to initialize each element of the list at 0 . Then when the number for a family is read, we will add 1 to the element in the list corresponding to that number of television sets. If the first family has one set, then we have the computer look at \(\mathrm{T}[1] . \mathrm{T}[1]=0\) to start, and adding 1 makes \(\mathrm{T}[1]=1\). The next time a family has one set we have the computer add 1 to \(\mathrm{T}[1]\), and then \(\mathrm{T}[1]\) will equal 2. The process is repeated until all data is read. We will have to use dummy data, since we want to print the results only after we have tabulated all data. We can draw a simple flowchart. See Fig. 5-1.

Of course we could allow for a larger number of sets by simply using a longer list. We could have provided for zero sets by letting \(T[1]\) tabulate 0 , \(\mathrm{T}[2]\) tabulate \(1, \mathrm{~T}[3]\) tabulate 2 , etc. Then line 60 in program TV'S would read
\[
60 \operatorname{LET~T}[\mathrm{~N}+1]=\mathrm{T}[\mathrm{~N}+1]+1
\]
because, when N is 0 , you want \(\mathrm{T}[1]\) and when N is 1 , you want \(\mathrm{T}[2]\), etc. Or we could use 0 subscripts if they are available.


TV'S
```

10 FOK I=1 TO 4
20 LET T[I]=0
30 NEXT I
31 REM EACH ELEMENT IN THE LIST IS VOW IEHO
4 0 ~ R E A D ~ N ~
4 9 ~ N E M ~ T E S T ~ F O R ~ T H E ~ E N D ~ J F ~ D A T A ~
50 IF N=-1 THEN ठO
S9 REM INCREASE THE TABULATING ELEMENT FOR N SETS BY ONF
60 LET T[N]=T[N]+1
70 GOTO 40
80 HRINT "NO. OF TV'S", "NG. OF FAMILIES"
8 9 ~ R E M ~ N O W ~ P R I N T ~ T H E ~ N U M B E R ~ O F ~ S E T S ~ A N D ~ T H E ~ N U M B E R ~ J F ~ F A M I L I E S ~
90 FOR I=1 TO 4
100 PRINT 1, T[I]
110 NEXT I
4 9 8 ~ K E M ~ E A C H ~ I T E M ~ O F ~ D A T A ~ I S ~ T H E ~ N U M B E K ~ O F ~ T V ' S ~ I N ~ O N E ~ F A M I L Y ~
500 DATA 1,3,4,1,2,1,3,1,1,2,4,1,3,1,2,4,1,3,1,1,1,4,1,3,2,
2,1,?
510 DATA 2,1,3,3,2,2,1,1,1,2,2,3,4,4,2,4,1,4,2,4,2,1,2,1
5 2 0 ~ D A T A ~ - ~ 1 ~
999 END
RUN
TV'S
ivD. ÜFTVG NU. UF FAMILIES
1 20
2 15
3 8
4 9
DONE

```

There are some more things that we can do with TV'S. We might have the computer count the number of families or count the total number of television sets. These figures may be computed as the data is being read. There can be a counting statement LET \(\mathrm{C}=\mathrm{C}+1\) somewhere between lines 50 and 70, and there can be a summing statement in the same part of the program. LET \(S=\) \(\mathrm{S}+\mathrm{N}\) will total the number of sets. Then as long as we have the total number of sets and the total number of families, we might just as well compute the average number of sets per family. These are left as exercises.

\section*{Tabulating Several Items}

With just a few modifications TV'S can be extended to handle data pertaining to several different things.

Suppose in taking a census, we ask not only how many television sets the family has, but also how many cars, homes, and bathrooms. All that is necessary is to have four counting lists instead of one. We need one list for each item being counted. In lines 10,20 , and 30 we initialize four lists at 0 for up to eight items in any one category. This could be more or less for any particular problem. We check for dummy data in line 50 and then update the four lists in lines 60 through 90 . In the printing routine, I determines the element number in each list and so is the number of items in each list. T[I] is the number of families that have I television sets, \(\mathrm{C}[\mathrm{I}]\) is the number of families that have I cars, etc. See program TCHB.

From the results we see that there were nine families with one car, seven families with two television sets, etc. We could also do more data processing in TCHB. We could find the average number of cars per family, etc.

\section*{Tabulating Yes-No Answers}

We are not limited to numerical quantities. Suppose you were to question each of your classmates about courses they want to take. If you ask, "Do you want to take chemistry?" and the answer is "no," you can call that 0 , and similarly call "yes" 1 . Let us ask people if they want to take the following courses: chemistry, physics, French, Spanish, calculus. If someone says he wants to take chemistry, French, and Spanish, his data will be: 1, 0, 1, 1,0. We can use one list to count all courses. The first element of the list will count people who want to take chemistry, the second will count people who want to take French, etc. Before reading any data, we will have to initialize each element of the list at 0 . Then after reading the first person's data, we want the list to be \(1,0,1,1,0\), which can be done by adding the number representing yes or no to the number already in that location of the list. We can get the computer to read the data in groups of five by using a loop \(F \emptyset R R=1 T \varnothing 5\), with the READ statement and the tabulating statement inside. The real works of the program will be the tabulating statement
\[
\mathrm{LET} \mathrm{C}[\mathrm{R}]=\mathrm{C}[\mathrm{R}]+\mathrm{K}
\]
where \(R\) is the loop available and goes from 1 to 5 for each person's data. If \(R=1\), the course is chemistry; if \(R=2\), the course is physics, etc. Where \(K\) is

TChb
```

10 FOR I=1 TO 8
20 LET T[I]=C[I]=H[I]=B[I]=0
30 NEXT I
31 REM ALL TABULATING LISTS ARE INITIALICED AT ZERO
4 0 ~ R E A D ~ I , ~ C , H , B
49 REM CHECK FOR DUMMY DATA
50 IF T=-1 THEN 110
5 9 ~ R E M ~ 6 0 ~ T O ~ 9 0 ~ E N T E R ~ T H E ~ L A T E S T ~ D A T A ~ I N ~ T H E ~ F O U R ~ L I S T S . ~
60 LET T[T]=T[T] +1
70 L.ET C[C]=C[C]+1
80 LET H[H]=H[H]+1
OO LET Q[g]=Q[P]+1
100 GOTO 40
IO9 KEM HERE THE HEADINGS ARE PRINTED
110 PRINT "NUMBEK, TV'Sp CARS. HDMES, BATHS"
119 REM HERE THE KESULTS ARE PRINTED
12O FOK I=1 TO B
130 PRINT I;T[I];C[I]:H[I];B[I]
140 NEXT I
349 REM EACH GROUP OF FOUR NUMBERS IS FOR ONE FAMILY- T,C,H,B
350 DATA 1,1,1,1,2,1,1,2,3,2,1,2,4,3,2,8,4,2,1,5
355 DATA 2,1,1,3,1,1,1,3,2,1,1,2,1,1,1,1,2,1,1,1
360 DATA 2,2,2,6,1,1,1,4,3,4,2,6,1,2,1,2,2,2,2,8
365 DATA 2,1,1,2,-1,0,0,0
400 END
RUN
TCHB

| NUMBER, TV'S, | CARS, | HOMES, BATHS |  |  |
| :---: | :---: | :---: | :--- | :--- |
| 1 | 5 | 9 | 12 | 3 |
| 2 | 7 | 5 | 4 | 5 |
| 3 | 2 | 1 | 0 | 2 |
| 4 | 2 | 1 | 0 | 1 |
| 5 | 0 | 0 | 0 | 1 |
| 6 | 0 | 0 | 0 | 2 |
| 7 | 0 | 0 | 0 | 0 |
| 8 | 0 | 0 | 0 | 2 |

dONE

```

0 this person does not want to take the course, and where K is 1 he does. So when \(K=0\), the tabulating statement adds 0 to the previous value in the \(C\) list, which does not change the number there. This is what we want for the person who does not want to take the counse. However, if \(K=1\), then the tabulating statement adds 1 to the previous value of the entry in the \(C\) list, which is exactly what we want the computer to do for a person wanting to take the course. Again the dummy data is -1 .

From CØURSI, we can easily see that seven people want to take chemistry, five people want to take physics, etc.

One last thing we might try to consider in this section is getting larger amounts of data in a program similar to CめURS1. Suppose you want to see what results might look like for say 500 people. Well, you could ask 500 poopo and then type woi dil inai daa. Or you couid generate random data, with the understanding that the results will be random and may not simulate the real situation. However, knowing that the numbers will be random will help you spot serious errors if there are any. For 500 people and random data, each course should draw about 250 yeses. If the results show 96 or 600 yeses
```

COURSI
FOK I=1 TO 5
20 LET C[I]=0
30 NEXT I
40 FO: K=1 T0 5
50 SREAD K
60 IF K=-1 THEN 100
70 LET C[K]=C[R]+K
80 NEXT :
90 GOTO 40
100 PKIVT "CHEMISTKY","YHYSICS","FRENCH","SPANI SH","CALC'LIS"
110 FOK I=1 TO 5
120 PrINT C[I],
130 NEXT I
990 REM DATA IS IN DRDER CHEMISTKY PHYSICS FRENCH SPAVISH
CALCILIIS
995 LEM '1' MEANS YES '0' MEANS NO
1000 DATA 1,0,1,1,0,0,0,1,1,0,1,1,1,1,1,0,0,1,1,0,1,1,0,0,1
1010 DATA 0,1,1,0,1,0,0,0,1,0,1,1,0,1,0,1,1,0,0,1,1,0,0,0,1
1020 DATA 0,0,1,0,1,1,0,1,0,0
1100 DATA -1
9999 END
RUN
COURS:

| CHEMISTRY | PHYSICS | FRENCH | SPANISH | CALCULUS |
| :---: | :---: | :---: | :---: | :---: |
| 7 | 5 | 7 | 6 | 6 |

DONE

```
in some course, then you must search for the error. One nice thing about using random data is that you do not have any data to type in. So in CØURSI we may eliminate lines \(1000,1010,1020\), and 1100 . Now the REM statements are not quite relevant. Line 60 can be deleted as we are not testing for dummy data and line 50 is deleted as we are not going to read data anymore. Line 90 will be taken care of by putting in a loop 1 to 500 to simulate 500 people. To get random numbers 0 or 1 we need \(\operatorname{INT}\left(2^{\circ} \mathrm{RND}(1)\right)\). The initializing, the tabulating, and the printing of CØURS1 can be used in the new program CØURS2, where the results are reasonably close to 250 .

\section*{SUMMARY}

We have seen lists used to analyze data from questionnaire-type questions having numerical or yes-no type answers. The tabulating may be done using one or several lists depending on the problem itself. Random numbers may be used to try out such programs with many numbers. The random nature of these numbers may help to spot serious program errors, which might not show up with small amounts of data unless you check the totals by hand.

\section*{PROBLEMS FOR SEC. 5-1}
1) Modify program TV'S to total the number of television sets and the number of families, and find the average number of sets per family rounded off to the nearest hundredth.

\section*{COURS2}
```

10 FOR I=1 IO 5
20 LET C[I]=0
3O NEXT I
33 REM THIS LOOP SIMULATES 5OO PEOPLE
35 FOR X=1 TQ 500
40 FOR R=1 T0 5
42 REM THIS LOQP LDOKS AT FIVE COURSES FOR EACH PERSON
48 REM PICK A RANDOM NUMBER ZERO OR ONE
SO LET K=INT(2*RND(1))
70 LET C[R]=C[R]+K
78 REM NEXT COURSE
gO NEXT R
8 8 ~ R E M ~ N E X T ~ P E R S O N
9O NEXT K
100 PRINT "CHEMISTRY","PHYSICS","FRENCH","SPANI SH","CALCULUS"
110 FGR I=1 TG 5
120 PRINT C[IJ.
130 NEXT 1
9999 END
RUN
COURS2

| CHEMISTRY | PHYSICS | FRENCH | SPANISH | CALCIJLIS |
| :---: | :---: | :---: | :---: | :---: |
| 253 | 257 | 237 | 249 | 256 |

```

DONE
2) Modify program CØURS1 to find the number of people who want to take chemistry and physics.
3) Modify C \(\emptyset\) URS2 to generate twice as many yeses as nos.
4) Modify CØURS1 to find the number of people who want to take physics but not calculus.
\(\checkmark\) 5) Consider a questionnaire in which there are 14 questions which call for yes, no, or other answers. Let 1 be yes, 2 be no, and 3 be other. Set up three separate lists for yes, no, and other. Generate 25 sets of 14 numbers 1,2 , or 3 and find the number of each type of answer for each question number. Print the results in decipherable form.
6) Modify CØURS2 to generate yes-to-no answers in a ratio of 3 to 4 .

\section*{5-2 ARRAYS}

So far we have only been able to store numbers in a simple variable or in a list. There will be situations where we will want to store more numbers than is convenient in a list. While we have seen that we can use several lists very effectively, BASIC provides a two-dimensional list for such situations. It may be called an array. You may think of an array as being similar to a checkerboard. Instead of the familiar single subscript we have been using for lists, we will need double subscripts; one for rows and the other for columns. (As with lists, computers vary. Some will allow 0 subserints, others hegin with 1.) For an array designated as \(\mathrm{A}, \mathrm{A}[1,1]\) is the number in the upper lefthand comer. (In some cases, it will be \(A[0,0]\).) \(A[1,2]\) indicates the number in row 1 and column 2; \(\mathrm{A}[5,8]\) indicates the number in row 5 and column 8, etc. In other words, the first subscript indicates the row starting at the top and the
second subscript indicates the column starting at the left. Thus, \(\mathrm{A}[\mathrm{R}, \mathrm{C}]\) indicates the number in row \(R\) and column \(C\).

An array is just a set of numbers arranged in columns and rows. This perfectly matches the printed result in program TCHB in Sec. 5-1. We may use each column of an array in the same manner that we used each list in that progran, and we can use each row to keep track of the number of families having that number of the item being tabulated. But before we tackle TCHB in an array, we should see a little more how arrays operate.

Very often we will use a nested loop, with one loop taking the computer through the columns and the other loop going through the rows. The structure of an array is shown in Table 5-1. For students without 0 subscripts, consider the dashed outline to exclude the 0 row and 0 column. For students who have 0 subscripts, consider the dashed outline to suggest that it is optional whether or not you use them at this time.

TABLE 5-1. ARRAY STRUCTURE.

```

ARRAY I
REM INITIALIZE A AT ONE
10 LET A=1
19 REM ROWS GO FROM 1 TO 3
20 FOR R=1 TO 3
29 REM COLUMNS GO FROM I TO 5
30 FOR C=1 10 5
40 LET T[R,C]=A
5 0 ~ L E T ~ A = A + 1
5 9 ~ R E M ~ N E X T ~ C O L U M N ~
60 NEXT C
69 REM NEXT RUW
70 NEXT R
80 PRINT "AT THIS POINT THE ARRAY IS FILLED"
999 ENO
RUN
ARRAY :

```
AT THIS POINT THE ARRAY IS FILLED
DONE

It is time for another demonstration program. In ARRAY1 we simply fill a 3 -row by 5 -column array with integers 1 through 15 going first across the
page and then down, just as we read the printed page. In this program we have called the array T. Any letter of the alphabet may be used. However, do not use the same letter to name both a list and an array in the same program. This is because the computer treats a list as an array with just one column or one row, depending on the computer.

We have filled the array just as the printed message states. However, as was noted in Chap. 1, in order for the work of the computer to be useful, we must eventually get back from the computer some printed results. Note that we say eventually. The more advanced we get in programming, the more we will do things that are not immediately printed. Nonetheless, just to restore your faith in the computer, let us ask it to print some values from the array we just created. After line 80 we will insert a variety of printing
```

ARRAY2
REM INITALIZE A AT ONE
10 LET A=1
19 REM ROWS GO FROM 1 TO 3
20 FOR R=1 TO 3
29 REM COLUMNS GO FROM 1 TO 5
30 FOR C=1 TO 5
40 LET T[R,C]=A
50 LET A=A+1
59 REM NEXT COLUMN
60 NEXT C
69 REM NEXI ROW
O NEXT R
80 PRINT "AT THIS POINT THE ARRAY IS FILLED"
85 PRINT
89 REM LET S PRINT T[ 3,4]
90 PRINT "T[ 3,4] =";T[ 3,4]
100 PRINT
110 PRINT "WHO LIVES AT [2,5]?"'IT2,5]:"LIVES THERE"
120 PRINT
130 PRINT "LET"S LDOK AT THE ENTIRE ARRAY"
139 REM INCREMENT ROWS
140 FOR R=1 TO 3
149 REM INCREMENT CQLIMNNS
150 FOR C=1 TO 5
160 PRINT T[R,CJ!
170 NEXT C
175 PRINT
176 PRINT
180 NEXI R
999 END
RUN
ARRAYZ
AT THIS POINT THE ARRAY IS FILLED
T[3,4]=14
WHO L.IVES AT [2,5]? 10 LIVES THERE

| LET'S LOOK AT THE | ENTIRE | ARRAY |  |  |
| :---: | :---: | :---: | :---: | :---: |
| 1 | 2 | 3 | 4 | 5 |
| 6 | 7 | 8 | 9 | 10 |
| 11 | 12 | 13 | 14 | 15 |

```
with labels and comments much as we did earlier in the introduction to lists. See ARRAY2.

The elements of an array constitute variables just as do the elements of a list. We may operate on any element or elements in the array we choose. Consider ARRAY3.

ARRAY 3
```

10}\mp@code{LET A=1
30 FQR C=1 TO S
40 LET A[R,C]=A
SO LET A=A+1
6 0 ~ N E X T ~ C ~
70 NEXT K
90 PRINT "WE PRINT THE ORIGINAL ARRAY"
100 GUSUB 900
110 PRINT "WE CAN MULTIPLY EVERY ELEMENT IN THE 4TH COLLMN
BY 6"
FOR K=1 TO 3
LET A[R;4]=A[R;4]*6
NEXT R
150 GOSUB 900
160 PRINT "WE CAN SUBTRACT THE 3RD ROW FROM THE 2NO ROW"
170 PRINT "AND PUT THE RESUTT IN THE 3RD ROW"
180 FOK C=1 TO 5
190 LET A[ 3,C]=AC2,C]-A[3,C]
2OO NEXT C
210 GOSUB 900
80 STUP
890 REM ****PRINTING SUBROUTINE IS HERE****
900 FOR R=1 TO 3
910 FOR C=1 TO 5
9 2 0 ~ P N I N T ~ A [ K , C I ; ~
930 NEXT C
940 FRINT
950 PRINT
960 NEXT R
970 RETURN
999 END
KUN
ARRAY 3

```
\begin{tabular}{rrrccc} 
WE & PRINT & THE & ORIGINAL & ARRAY \\
1 & 2 & 3 & 4 & 5 \\
6 & 7 & 8 & 9 & 10 \\
11 & 12 & 13 & 14 & 15
\end{tabular}
WE CAN MULTIPLY EVERY ELEMENT IN THE ATH COLUMN BY 6
\(\begin{array}{lllll}6 & 7 & 8 & 54 & 10\end{array}\)
\(11 \quad 12 \quad 13 \quad 84 \quad 15\)
WE CAN SUBTRACT THE 3RD ROW FRDM THE ZND ROW
AND PUI THE RESULT IN THE 3RD ROW
\(\begin{array}{lllll}1 & 2 & 3 & 24 & 5\end{array}\)
\(\begin{array}{lllll}6 & 7 & 8 & 54 & 10\end{array}\)
\(\begin{array}{lllll}-5 & -5 & -5 & -30 & -5\end{array}\)

We can even change the size of the array during a program. In ARRAY4 we begin with the original 3 by 5 array of ARRAY3 and tack on an extra row to enter the sums of the entries in the first three columns. Notice that in both ARRAY3 and ARRAY4 we are able to use GøSUB to save writing the printing routines more than once.

You should begin to see that we have exactly the same control over the contents of an array that we do over the contents of a list.

Now let us look again at our census program TCHB. There we used an 8 -row by 5 -column array in which the first column simply contained the row number and the other four columns each contained tabulated results for a different item. We may now put the READ statement in a loop going from 2 to 5 and let the loop variable determine the column in which the tabulation takes place. The other features of the program are procedures that we have used before. See TCHB+.
```

ARRAY 4
LET A=1
FOR R=1 T0 3
FOR C=1 T0 5
LET A[R,CJ=A
LET A=A+1
NEXT C
NEXT R
PRINT "HERE IS THE GRIGINAL ARRAY!"
FOK K=1 TO 3
FOR C=1 TO S
PRINT A[R,C];
NEXT C
PRINT
PRINT
NEXT.R
REM SET ALL ELEmENTS IN THE 4TH ROW TO ZERO
FOR I=1 TU 5
LET A[4,I]=0
NEXT I
PRINT "NGW WE HAVE THE 4 BY 5 ARRAY;"
GOSUB 500
KEM THIS R\emptysetUTINE ADDS CGLUMNS AND PUTS THE SUM IN THE 4TH
R0W
FOR C=1 T0 5
FOR R=1 T0 3
LET A[4,C]=A[4,C]+A[R,C]
NEXT R
NEXT C
PRINT "THE FOURTH KOW CONTAINS THE SUMS gF THE FIRST 3
RowS."
280 GOSUB 500
4 9 0 ~ S T O P
498 REM **THIS IS THE PRINTING ROUTINE FOR THE 4 BY 5 ARRAY**
500 FOK R=1 TO A
510 FOK C=1 TO 5
5 2 0 ~ P R I N T ~ A [ R , C ] ;
5 3 0 ~ N E X T ~ C ~
5 4 0 ~ P R I N T
550 PRINT
5 6 0 ~ N E X T ~ K
570 RETURN
999 END

```
```

RUN

| HERE IS THE | ORIGINAL | ARKAY: |  |  |
| :---: | :---: | :---: | :---: | :---: |
| 1 | 2 | 3 | 4 | 5 |
| 6 | 7 | 8 | 9 | 10 |
| 11 | 12 | 13 | 14 | 15 |


| Now WE | HAVE | THE | 4 | BY | 5 |
| :---: | :---: | :---: | :---: | :---: | :---: |
| 1 | 2 | 3 | 4 | 4 | 5 |


| 6 | 7 | 8 | 9 | 10 |
| :--- | :--- | :--- | :--- | :--- |


| 11 | 12 | 13 | 14 | 15 |
| :--- | :--- | :--- | :--- | :--- |
| 0 | 0 | 0 | 0 | 0 |

```

```

DONE

```

TCHB+
```

10 FOR R=1 TO 8
14 REM HERE THE ROW NUMBER IS ENTERED IN THE FIRST COLUMN
15 LET S[R, 1]=R
20 FOR C=2 TO S
30 LET S[R,C]=O
4 0 ~ N E X T ~ C ~
50 NEXT R
68 REM WE ARE ENTERING FIGURES IN COLUMNS 2 THROUGH 5 ONLY
70 FOR C=2 TO S
80 READ N
85 IF N=-1 THEN 110
88 REM N DETERMINES THE ROW NUMBER WHICH KEEPS TRACK OF N
ITEMS
90 LET S[N,C]=S[N,C]+1
100 NEXT C
105 G0TO 70
110 PRINT "NUMBER,TV'S, CARS, HOMES, BATHS"
119 REM HERE THE RESULTS ARE PRINTEO
120 FOR K=1 TO 8
130 FOR C=1 TO 5
140 PRINT SCR,CJ,
150 NEXT C
155 PRINT
160 NEXT K
349 REM EACH GROUP OF FOUR NUMBERS IS FOR ONE FAMILY- T,C,H,B
350 DATA 1, 1,1,1,2,1,1,2,3,2,1,2,4,3,2,8,4,2,1,5
355 DATA 2,1,1,3,1,1,1,3,2,1,1,2,1,1,1,1,2,1,1,1
360 DATA 2,2,2,6,1,1,1,4,3,4,2,6,1,2,1,2,2,2,2,8
365 DATA 2, 1,1,2,-1,0,0,0
400 END

```


\section*{SUMMARY}

We may now use a powerful extension of the list concept, the array. An array may be thought of as an arrangement of numbers in which there are rows and columns. Numbers in an array may be accessed by designating the location by a double subscript such as \(\mathrm{H}[3,7]\) for the number in array named \(H\) which is located in the row numbered 3 and the column numbered 7. As you may have guessed, you will not need a DIMension statement as long as you do not exceed a subscript of \([10,10]\).

\section*{PROBLEMS FOR SEC. 5-2}
1) Print an array with 3 rows and 6 columns filled with 0 's.
2) Print an array with 6 rows and 3 columns filled with l's.
3) Set up an array with 4 rows and 9 columns and fill it with random numbers from -999 to +999 . Print the array.
4) Fill the addresses along the top left to bottom right diagonal of a square 7 by 7 array with l's and all other locations with 0's and print the result.
5) Fill two arrays of the same dimensions with random integers and print each array. Then fill a third array with the sums of the corresponding entries from the first two and print the result.
6) Fill two arrays of the same dimensions with random integers and print each array. Then fill one of these two arrays with the sums of the corresponding entries from each array and print the result.
7) Fill a 3 by 7 array with the integers 0 through 20 . Print that array. Then multiply each entry by the sum of the row number and the column number and print the result.
8) Fill a 4 by 7 array with random integers from -500 to +500 and print the result. Then multiply each entry by 2 and print that result. Insert the printing routine using G \(\varnothing\) SUB.
9) Fill a 10 by 10 array with the addition table.
10) Fill a 10 hy 10 array with the multinlication table.
11) Fill a 5 by 5 array with the addition table mod 5 . Then have the computer generate addition problems with a random number function and find the sum by accessing the appropriate entry in the additon array.
12) Do problem 11) for the multiplication table mod 5.
\(\checkmark\) 13) Consider a questionnaire containing 10 questions with yes, no, or other as the
three possible answers. Generate random data and print the results in a 10 by 4 array. Use the first column for the question number and the other three for yes, no, or other. Have the computer generate 50 questionnaires.

\section*{5-3 A MORE DETAILED QUESTIONNAIRE ANALYSIS}

Consider a questionnaire submitted to four categories of people: male-21 or over, male-under 21 , female- 21 or over, and female-under 21 . On this questionnaire there are 15 questions calling for yes-no answers. Our task is to present a tabulated summary of the data collected. We can provide sample data for say 10 people for the purpose of getting a first test RUN. Let us refer to this first problem and the program as SURVEY. The flowchart for SURVEY is drawn in Fig. 5-2.

The first computer problem we run into is, how do we get 15 rows in an array? The answer is that we may dimension an aray much the same as we dimensioned lists. In the array DIM (DIMension) statement, we must specify

two dimensions: one for rows and one for columns. We want an array with 15 rows and 5 columns ( 4 for categories and 1 for the question numbers). DIM \(S[15,5]\) will provide just such an array.

\section*{DIM (TWO-DIMENSIONAL)}

DIM A[R,C] sets up an array designated as A with highest column number \(C\) and highest row number \(R\). The statement is required if either K or \(\mathbb{C}\) exceeds \(\mathbf{1 0}\). Some computers require expiicit integers, others allow variables in DIM statements.

In our questionnaire problem, there are three things that we must keep track of: 1) the category of the respondent, 2) the question number, and 3) the response. We may organize the data and results according to Table 5-2.

TABLE 5-2. CHART TO ORGANIZE SURVEY.
\begin{tabular}{|ccc|}
\hline & Array & \multicolumn{1}{c|}{\begin{tabular}{c} 
Code in \\
DATAA Line
\end{tabular}} \\
\hline Column Number & Question number & Position in line \\
\hline 1 & Male 21 or over & 2 \\
2 & Male under 21 & 3 \\
3 & Female 21 or over & 4 \\
4 & Female under 21 & 5 \\
\hline
\end{tabular}

It will be easier to organize the data, if we reserve an entire data line for each person. Then we can put the category code ( 2 through 5) in the first location and the response ( 0 or 1 ) in the next 15 locations. A DATA line will look like this:
\[
\text { XXX DATA } 4,1,0,1,1,1,0,0,1,1,0,1,0,1,0,1
\]
where the 4 indicates that the respondent is female and 21 or over, and the l's and 0's mean yes and no in response to the 15 questions. We could count the number of people in advance or use dummy data so that the printing can be done after all data is read.
```

S!uyEy
REM DIM S{15.5] SETS UP AV ARRAY KITH 'HIGHEST' LOCATIOV
[15,5]
10 DIM S[15,5}
20 FSR R=1 TO 15
28 KEM LINE 30 ENTERS THE FOW NUMBER IN THE FIRST COLIJMV
30 LET S[R,1]=K

```
```

40 FOX C=2 TO S SETS THE LAST \& CJLIMVS AT ZERO
50 LET S[K,C]=0
6 0 ~ N E X T ~ C ~
70 NEXT R
78 REM BO READS THE CATEGORY FOR THE NFXT PFRSON IN THF SMFVFY
80 READ P
90 IF P=-1 THEN 200
98 GEM O GOES THスOUGH THE 15 OUESTIINS
100 FOR O=1 TO 15
110 READ A
120 LET S[O,P]=S[0,P]+A
130 NEXT O
I38 KEM LINE 14O SENDS THE COMPIJTEK BACK TO READ ANOTHER LINF
OF DATA
140 GOTO 80
198 REM THE PRINTING BEGINS HEKE
200 HiRINT "OUEST MALE MALE FEMALEFEMALE"
210 PKINT "NIIMGER 2It UNDEK 21+ INDFP"
220 FOR R=1 TD 15
230 FOR C=1 T3 5
250 PRINT S[%.Cl;
260 NEXT C
270 PKINT
280 NEXT R
498 KEM ***A LINE LIKE 5OO MAY HELP TO LINEUP THE DATA LINES
4 9 9 ~ R E M ~ I N ~ T Y P I N G * * * ~
500 र̇M 1,1,1,1,1,1,1,1,1,1,1,1,1,1,1,1
5 0 1 ~ D A T A ~ 4 , 1 , 0 , 1 , 1 , 1 , 0 , 0 , 1 , 1 , 0 , 1 , 0 , 1 , 0 , 1
502 DATA 4,1,0,0,0,0,1,1,0,1,1,0,0,0,1,1
503 DATA 3,1,1,1,1,0,0,1,0,1,0,0,1,1,0,0
504 DATA 5,1,1,1,0,0,0,1,0,0,0,1,1,1,1,0
505 DATA 2,1,1,1,0,0,1,0,1,0,0,1,1,1,1,0
506 DATA 5,0,0,1,0,1,0,0,0,1,1,1,0,0,1,1
5 0 7 DATA 5,0,0,0,1,1,1,0,1,0,1,0,1,0,0,1
508 DATA 2,0,0,1,1,0,0,1,1,0,1,0,1,0,0,1
509 DATA 4,1,1,1,1,1,1,1,0,0,0,1,0,1,0,0
510 DATA 2,1,1,0,0,1,0,1,0,0,0,0,1,1,1,1
900 DATA -1
999 END
RUN
SUKVEY

| QUESI MALE | MALE | FEMALEFEMALE |  |  |
| :--- | :--- | :--- | :--- | :--- |
| NUMBER | $21+$ | UNDER | $21+$ | UNOER |
| 1 | 2 | 1 | 3 | 1 |
| 2 | 2 | 1 | 1 | 1 |
| 3 | 2 | 1 | 2 | 2 |
| 4 | 1 | 1 | 2 | 1 |
| 5 | 1 | 0 | 2 | 2 |
| 6 | 1 | 0 | 2 | 1 |
| 7 | 2 | 1 | 2 | 1 |
| 8 | 2 | 0 | 1 | 1 |
| 9 | 0 | 1 | 2 | 1 |
| 10 | 1 | 0 | 1 | 2 |
| 11 | 1 | 0 | 2 | 2 |
| 12 | 3 | 1 | 0 | 2 |
| 13 | 2 | 1 | 2 | 1 |
| 14 | 2 | 0 | 1 | 2 |
| 15 | 2 | 0 | 2 | 2 |

```

DUNE
Notice in SURVEY that while there are four categories in the original problem, there are five additional categories generated by the conditions of the problem. They are male, female, under 21,21 or over, and total. We may
further process the tabulated results after line 140 in SURVEY by totaling up the appropriate columns to get these latest categories tabuiated. Of course, we will have to change the DIM statement to DIM S[15, 10]. This is done in SRVEY1. Study lines 145 through 190 carefully to assure yourself that the correct values are being tabulated there.

There are many other results that we might try to find. There are other

SRUEY 1
DIM SC:5:103
20 FOR \(K=1\) TO 15
28 REM LINE 30 ENTERS THE RO\& NUMBER IN THE FIRST COLIMN
30 LET S[R.1]=K
40 FOK C=2 TO 10
48 KEM LINE 50 SETS THE LAST 9 COLUMNS AT ZERO
50 LET S[R,C]=0
60 NEXT C
70 NEXT R
78 REM 80 READS THE CATEGORY FOR THE NEXT PERSON IV THE SIIRVFY 80 READ \(P\)
90 IF \(P=-1\) THEN 145
```

98 REM O GOES THROUGH THE 15 OUESTIONS

```
100 FOK \(Q=1\) TO 15
110 READ A
120 LET \(S[U, \mu]=S[0, P]+A\)
130 NEXT O
138 REM LINE 140 SENDS THE COMPUTER BACK TO PEAD ANOTHER LIVF.
    OF DATA
140 GOTO 80
145 FOR R=1 TO 15
150 LET \(S[\ddot{R}, 6]=S[R, 2]+S[R, 3]\)
160 LET \(S[R, 7]=S[R, 4]+S[\pi, 5]\)
170 LET \(S[R, 8]=S[K, 3]+S[\) L, 5\(]\)
180 LET \(S[R, 9]=S[K, 2]+S[R, 4]\)
185 LET \(S[R, 10]=S[\{, 6]+S[K, 7]\)
190 NEXT R
198 REM THE PRINTING BEGINS HEKF
200 PRINT "QUEST MALE MALE FEMALEFEMALE"
210 PKINT "NUMBER \(21+\) UNDER \(21+\) UNDER MALE FEMALE INDER
    \(21+\cdots\)
211 PRINT " TOTAL"
220 FOR \(K=1\) TO 15
230 FOK C=1 TO 10
250 PRINT S[K,C];
260 NEXT C
270 PRINT
280 NEXT 2
496 KEM ***A LINE LIKE 500 MAY HELP TO LINEIF THE DATA LINES
499 KEM IN TYPING***
500 REM \(1,1,1,1,1,1,1,1,1,1,1,1,1,1,1,1\)
501 DATA \(4,1,0,1,1,1,0,0,1,1,0,1,0,1,0,1\)
502 DATA \(4,1,0,0,0,0,1,1,0,1,1,0,0,0,1,1\)
503 DATA \(3,1,1,1,1,0,0,1,0,1,0,0,1,1,0,0\)
504 DATA \(5,1,1,1,0,0,0,1,0,0,0,1,1,1,1,0\)
505 DATA \(2,1,1,1,0,0,1,0,1,0,0,1,1,1,1,0\)
506 DATA \(5,0,0,1,0,1,0,0,0,1,1,1,0,0,1,1\)
507 DATA \(5,0,0,0,1,1,1,0,1,0,1,0,1,0,0,1\)
508 DATA \(2,0,0,1,1,0,0,1,1,0,1,0,1,0,0,1\)
509 DATA \(4,1,1,1,1,1,1,1,0,0,0,1,0,1,0,0\)
510 DATA \(2,1,1,0,0,1,0,1,0,0,0,0,1,1,1,1\)
900 DATA - 1
999 END
\begin{tabular}{|c|c|c|c|c|c|c|c|c|c|}
\hline \multicolumn{10}{|l|}{RUN} \\
\hline QUEST & MALE & MALE & FEMAL & EFEMALE & & & & & \\
\hline NUMBER & \(21+\) & UNDEK & 214 & UNDER & MALE & FEMALE & UNDER & 21+ & TOTAL \\
\hline 1 & 2 & 1 & 3 & 1 & 3 & 4 & 2 & 5 & 7 \\
\hline 2 & 2 & 1 & 1 & 1 & 3 & 2 & 2 & 3 & 5 \\
\hline 3 & 2 & 1 & 2 & 2 & 3 & 4 & 3 & 4 & 7 \\
\hline 4 & 1 & 1 & 2 & 1 & 2 & 3 & 2 & 3 & 5 \\
\hline 5 & 1 & 0 & 2 & 2 & 1 & 4 & 2 & 3 & 5 \\
\hline 6 & 1 & 0 & 2 & 1 & 1 & 3 & 1 & 3 & 4 \\
\hline 7 & 2 & 1 & 2 & 1 & 3 & 3 & 2 & 4 & 6 \\
\hline 8 & 2 & 0 & 1 & 1 & 2 & 2 & 1 & 3 & 4 \\
\hline 9 & 0 & 1 & 2 & 1 & 1 & 3 & 2 & 2 & 4 \\
\hline 10 & 1 & 0 & 1 & 2 & 1 & 3 & 2 & 2 & 4 \\
\hline 11 & 1 & 0 & 2 & 2 & 1 & 4 & 2 & 3 & 5 \\
\hline 12 & 3 & 1 & 0 & 2 & 4 & 2 & 3 & 3 & 6 \\
\hline 13 & 2 & 1 & 2 & 1 & 3 & 3 & 2 & 4 & 6 \\
\hline 14 & 2 & 0 & 1 & 2 & 2 & 3 & 2 & 3 & 5 \\
\hline 15 & 2 & 0 & 2 & 2 & 2 & 4 & 2 & 4 & 6 \\
\hline
\end{tabular}

DONE
totals that could be tabulated. At the time \(P\) is read, we could total the number of people in each of the original four categories and enter these totals in row 16. Then we could compute averages. There are numerous ratios that we could evaluate. We could have the computer generate random data to get larger numbers in the printed result. That would require random integers 2 through 5 for \(P\) in line 80 and random 0 or 1 in line 110 for the yes-no responses.

\section*{SUMMARY}

We see that the two-dimensional array permits tremendous flexibility. We may determine its size exactly. The array serves as a vast storage area for large amounts of data or tabulated results. We may process the contents of an array and enter results in other parts of the same array with tremendous maneuverability.

The DIM statement may be used to specify subscripts greater than 10 in the two-dimensional array much as it was used for lists.

\section*{PROBLEMS FOR SEC. 5-3}
1) Modify SURVEY to handle 75 questionnaires with random data.
2) Modify SRVEYI to tabulate the totals discussed with that program in the 16 th row of the \(S\) array.
3) Modify SURVEY to handle yes, no, and other as possible answers. Create three arrays: one for yes, a second for no, and a third for other responses. Use random data and 50 questionnaires.
4) Modify SRVEYI to generate random data for 50 questionnaires.
5) Modify SRVEY1 to tabulate the results as percentages of the total number of yes responses. Do not create a second array.
6) Fill an array with the multiplication table up to \(12 \times 12\), and print the last three rows.
\(\checkmark 7\) ) In a 12 by 12 array enter all 1's in the upper left to lower right diagonal and the left-most column, and all 0 's elsewhere. Then beginning in the third row, second column, enter the sum of the entry in the same column of the row immediately above and in the column one to the left and the row immediately above, through the 12th row, llth column. Print the result.

\section*{CHAPTER 6}

\section*{Specific Applications}

\section*{6-1 EUCLIDEAN ALGORITHM}

In Chap. 4 when we first reduced common fractions to lowest terms, even though the computer did the work, it was done the hard way.

For two integers N and D ,
\[
\begin{aligned}
\mathrm{N} / \mathrm{D} & =\mathrm{I}+\mathrm{R} / \mathrm{D} \\
\text { or } \quad \mathrm{N} & =\mathrm{I}^{\circ} \mathrm{D}+\mathrm{R}
\end{aligned}
\]
where \(I\) is the integer quotient and \(R\) is the remainder. If we successively divide the remainder into the previous divisor until the remainder is 0 , the last divisor is the greatest common factor. This will always happen, even for mutually prime pairs, as the last divisor will be 1 .

Let us see what hap \& for 13398 and 7854.
\[
\begin{align*}
& \mathrm{N}=\mathrm{I}^{\circ} \mathrm{D}+ \\
13398 & =(1)[7854]+  \tag{6-1}\\
7854 & =(1)[5544]+2310  \tag{6-2}\\
5544 & =(2)[2310]+924  \tag{6-3}\\
2310 & =(2)[924]+462  \tag{6-4}\\
924 & =(2)[462]+\quad 0 \tag{6-5}
\end{align*}
\]

According to Euclid the greatest common factor of 13398 and 7854 is 462, because 462 was the divisor when the remainder was 0 . Indeed \(13398=29^{\circ} 462\) and \(7854=17^{\circ} 462\). That took only five tries. How many would it have taken using the old method? Now all we have to do is figure out why it works.

Look carefully at Eq. (6-5). 924 is divisible by 462 because the remainder is 0 and 0 is divisible by any nonzero number. This 0 remainder is the key to the entire proposition. Now look at Eq. (6-4). Since 924 is divisible by 462, so is (2)[924] +462 , which makes 2310 divisible by 462 . Now look at Eq. (6-3).

Since 2310 and 924 are both divisible by 462 , so is 5544 . This makes 7854 divisible by 462 , which in turn makes 13398 divisible by 462 , which is the original contention. The argument we have just presented is hardly a proof of the Euclidean algorithm, but it should be convincing.

Now, how do we get the computer to carry out this process? First, from Eqs. (6-1) through (6-5) we should see that we have simply taken the old divisor D and made it the dividend and the old remainder R and made it the divisor. So we will get the computer to LET \(N=D\) and LET \(D=R\) after we look at the remainder to see if it is 0 . If the remainder is 0 , we direct the computer to print the last divisor as it is the greatest common factor.

Now we should be able to draw the flowchart (Fig. 6-1) and write the program CめMFAC.


Fig. 6-1. Flowchart for using Euclidean algorithm for program C \(\triangle\) MFAC.
```

COMFAC
10 PRINT "N,D*'
20 INPUT N,D
25 IF N=O THEN 120
28 REM FIND THE INTEGER QUOTIENT
30 LET I = INT(N/D)
38 REM FIND THE REMAINDER
40 LET R=N-I*D
43 REM IF THE REMAINDER IS ZERO THEN D IS THE G,C.F.
SO IF R=0 THEN 90
58 REM R WAS NOT ZERO, SO WE ITERATE
60 LET N=D
70 L.ET D=R
80 GOTO 30
90 PRINT *G.C.F. ='%D
100 PRINT
110 G0TO 10
120 END
RUN
COMFAC
N,D?13398,922251
G.C.F. = 33
N,D?741279,922251
G.C.F. = 33
N,D?13398,7854
G.C.F. = 462
N,D?991.199
G*C.F. = 1
N,D?272851,246156
G.C.F. = 281
N,D?O,O
DONE

```

\section*{PROBLEMS FOR SEC. 6-1}
1) Write a program to add fractions given the numerators and denominators. Print the sum reduced to lowest terms.
2) Do problem I) for multiplication.
\(\sqrt{ }\) 3) INPUT two pairs of coordinates. Have the computer find the slope and the Y-intercept of the straight line containing the points and print the results as rational numbers reduced to lowest terms. If the result is negative, have the numerator be the negative number.
4) As a project, write a program to factor quadratic expressions with integer coefficients. Be sure to allow for 0 coefficients and factor out greatest common factors of all three coefficients.

\section*{6-2 CHANGE BASE}

In this section we are going to develop a program to convert base- 10 numbers to base-2 numbers. You will recall that for base-2, only the digits 0 and 1 are permitted and each digit represents a power of 2 instead of 10 .

One of the widespread uses for base- 2 numbers is in computers themselves. This is because in base-2, all numbers may be expressed by a set of switches with 0 being off and 1 being on.

One difficulty that we quickly encounter is that whatever the digit capacity of the computer we have access to, that number of digits provides a much smaller number in base-2 than it does in base-10. We will use up to six digits in the base-10 number for our program. In base-2 100000 is only 32 base-10 and
\[
\begin{aligned}
& 111111_{2}=1^{\circ} 2^{\circ 0} 0 \quad \text { or } \quad 1 \\
& +1 * 2 *=1 \text { or }+2 \\
& +1^{\circ} 2^{\circ \circ} 2 \text { or }+4 \\
& +1^{\circ} 2^{\circ 0} 3 \text { or }+8 \\
& +1^{\circ} 2^{\circ 0} 4 \text { or }+16 \\
& +1^{\circ} 2^{\circ} 5 \quad \text { or } \quad \frac{+32}{63}
\end{aligned}
\]
which we could handle asily with pencil and paper. Clearly, we are going to have to work with more than six digits in base-2.

Let us assume that we can provide for as many digits as are needed. How many digits do we need to represent the base-10 number 999999 in base-2? We could write a program that would give that information, but we can also figure it out ourselves. We can begin with \(2^{\circ 0} 5\).
\[
\begin{aligned}
& 2 \circ 5=32 \\
& 2 \circ 10=32 \circ 2=1024 \\
& 2 \circ 20=1024 \circ 2=1048576
\end{aligned}
\]

So, if we provide for up to \(2^{\circ 0} 20\), we can handle six-digit integers with room to spare. We know how many digits we need, now we have to figure out how to make the conversion.

Let us run a sample conversion before we attempt to write the program. We use 149 base-10 here. First find the greatest integer power of 2 that is less than 149. It is \(2^{\circ \circ} 7\) or 128 .
\[
\begin{align*}
149 / 2^{\circ} 7 & =1+21 / 2^{\circ} 7 \\
\text { or } \quad 149 & =1^{\circ}\left(2^{\circ \circ} 7\right)+21  \tag{6-6}\\
21 & =0^{\circ}\left(2^{\circ \circ} 6\right)+21  \tag{6-7}\\
21 & =0^{\circ}\left(2^{\circ} 5\right)+21  \tag{6-8}\\
21 & =1^{\circ}\left(2^{\circ 0} 4\right)+5  \tag{6-9}\\
5 & =0^{\circ}\left(2^{\circ} 3\right)+5  \tag{6-10}\\
5 & =1^{\circ}\left(2^{\circ} 2\right)+1  \tag{6-11}\\
1 & =0^{\circ}\left(2^{\circ} 1\right)+1  \tag{6-12}\\
1 & =1^{\circ}\left(2^{\circ} 0\right)+0 \tag{6-13}
\end{align*}
\]

By successive substitution we see that
\[
\begin{aligned}
149= & 1^{\circ}\left(2^{\circ \circ} 7\right) \\
& +0^{\circ}\left(2^{\circ \circ} 6\right) \\
& +0^{\circ}\left(2^{\circ \circ} 5\right) \\
& +1^{\circ}\left(2^{\circ \circ} 4\right) \\
& +0^{\circ}\left(2^{\circ \circ} 3\right) \\
& +1^{\circ}\left(2^{\circ \circ} 2\right) \\
& +0^{\circ}\left(2^{\circ \circ} 1\right) \\
& +1^{\circ}(2 \circ 0)
\end{aligned}
\]

So that
\[
149_{10}=10010101_{2}
\]

Equation (6-6) may be written in general as
\[
N=I^{\circ}\left(2^{\circ \circ} \mathrm{E}\right)+\mathrm{R}
\]
where N is the number, I is the integer quotient, E is the exponent on the base-2, and \(R\) is the remainder after integer division. Therefore
\[
\mathrm{I}=\mathrm{INT}\left(\mathrm{~N} /\left(2^{\circ 0} \mathrm{E}\right)\right.
\]
and, solving for \(R\) we get
\[
\mathrm{R}=\mathrm{N}-\mathrm{I}^{\circ}\left(2^{\circ \circ} \mathrm{E}\right)
\]

Now, looking at Eqs. (6-6) through (6-13) we see that we have an iterative process in which the new number is to be the old remainder and the exponent on the base -2 is reduced by 1 until it gets to 0 . This looks like a loop in which the loop variable is the exponent on the base 2 and stops at 0 . Where does it start? Earlier we decided that the greatest exponent on 2 could be 20. Now we should be able to assemble our problem into a flowchart (Fig. 6-2).
```

BASE
READ N
20 PRINT N;"BASE TEN ="';
30 FOK E=20 TO O STEP - 1
40 LET I=INT(N/2+E)
50 PRINT I;
60 LET R=N-I*2:E
70 LET N=R
80 NEXT E
85 PRINT "BASE TNO"
86 PRINT
90 GOTO 10
100 DATA 999999.,1,16
110 END
RUV
BASE
999999. BASE TEN = 0 0 % 1.
1 BASE TWO

```

BASE TWO
\begin{tabular}{lccccccccccccccccl}
16 & BASE & TEN & \(=\) & 0 & 0 & 0 & 0 & 0 & 0 & 0 & & 0 & & 0 & & 0 & \\
0 & 0 & 0 & 0 & 0 & 0 & & 0 & & 1 & & 0 & & 0 & & 0 & & 0
\end{tabular}
BASE TWO
OUT OF DATA IN LINE 10

Looking carefully at the printed results in BASE，we can see that 16 base－ 10 does equal 000000000000000010000 ；however it is difficult to sort that out． Printing the variable I is controlled by semicolon spacing which will not place one－digit numbers in adjacent spaces．We can however，get the digits next to each other by printing them explicitly．If we say PRINT＂ 1 ＂；the next printed character will be printed in the next space．So，instead of 50 PRINT I；we insert
```

45 IF I=1 THEN 55
SO PRINT "O";
5 2 ~ G O T 0 ~ 6 0 ~ 0
55 PRINT "'1";

```
and call for a RUN:
```

RUN
BASE-2
999999. BASE TEN =0111101000010001111111 BASE THO
1 BASE TEN =000000000000000000001 BASE TWO
16 BASE TEN =000000000000000010000 BASE ThO
OUT OF DATA IN LINE 10

```

By not worrying too much about the fact that we were going to require a large number of digits, we have succeeded in printing numbers with 21 digits. Quite often in programming, as in any problem-solving situation, you will solve seemingly impossible problems by emphasizing those things that you can do rather than holding back because of all the things you think that you will be unable to handle.

Let us reassemble the program as it now stands in BASE-2 and insert another set of data just to see a few more results.
```

BASE-2
10 READ N
20 PRINT N:"BASE TEN ='";
30 FQR E=20 TO O STEP - I
40 LET I=INT(N/2IE)
45 IF I=1 THEN 55
50 PKINT "O";
52 GOTO 60
55 PRINT "1";
60 LET K=N-I*2'E
70 LET N=R
8O NEXT E
85 PRINT " BASE TWO"
8 PRINT
90 GOTO 10
100 DATA 999999.,1,16
110 END
100 DATA 45,9875,123456
RUN
BASE-2
45 BASE TEN =000000000000000101101 BASE TWO
9875 BASE TEN =000000010011010010011 BASE TWO
123456. BASE TEN =0000111110001001000000 BASE TNO
gUT OF DATA IN LINE 10

```

Of course we really are not finished with the program yet. We should eliminate the leading 0's. Then the printed results will be in more familiar form. This is left as an exercise.

\section*{PROBLEMS FOR SEC. 6-2}
1) Eliminate the leading 0's in BASE-2. Be careful not to eliminate all 0 's.
2) Write a program to convert base-2 numbers to base-10. It may help to put the digits of the base-2 number in a list.
3) Write a program to add two numbers in base-2.
4) Have the computer convert numbers in base-10 to base-3.
\(\checkmark\) 5) Write a program to convert from base-10 to base-12. It is conventional to use T for 10 and \(E\) for 11 in base-12.
\(\checkmark\) 6) Have the computer convert base-3 numbers to base-2.
\(\checkmark\) 7) Write a program to convert base- 10 numbers to any base up to 12 with the base determined from data.

\section*{6-3 LOOKING AT INTEGERS DIGIT BY DIGIT}

In general, the more control we have over a number in the computer, the more complex the problems we might expect to be able to handle. So, for the purpose of learning to control a number in the computer digit by digit, let us write a program to take the digits of an integer and print them one at a time.

Consider the number 8394. The 8 means 8 thousand which may be written \(8^{\circ} 10^{\circ \circ} 3\); the 3 means 3 hundred which may be written \(3^{\circ} 10^{\circ \circ} 2\); the 9 means ninety which may be written \(9^{\circ} 10^{\circ \circ} 1\); and the 4 means four which may be written \(4^{\circ} 10^{\circ \circ} 0\). Looking at the numbers step by step,
\[
\begin{aligned}
8394 & =8^{\circ} 10^{\circ} 3+394 \\
394 & =3^{\circ} 10^{\circ} 2+94 \\
94 & =9^{\circ} 10^{\circ} 1+4 \\
4 & =4^{\circ} 10^{\circ} 0+0
\end{aligned}
\]

This is an example of the general relationship
\[
\mathrm{N}=\mathrm{I}^{\circ} 10^{\circ \circ} \mathrm{E}+\mathrm{R}
\]
where I is the integer quotient found by
\[
\mathrm{I}=\mathrm{INT}\left(\mathrm{~N} / 10^{\circ \circ} \mathrm{E}\right)
\]
and an iterative process whereby the new N is the old R and the value of E is decreased by 1 for each iteration. Solving for \(R\) we get
\[
\mathrm{R}=\mathrm{N}-\mathrm{I}^{\circ} 10^{\circ \circ} \mathrm{E}
\]

All of this should begin to look familiar.
For six-digit integers the value of F will have to hegin at 5 and go to 0 STEP - 1. Carefully study program DIGIT and you will see that we have indeed broken integers into their separate digits. However, as alwatys, we should look for ways to improve our programs. One change that will save a little paper
```

DIGIT
10 PRINT "INPUT ANY INTEGER";
2O INPUT N
30 IF N=0 THEN }99
40 F0K E=5 T0 0 STEP - 1
50 LET I=INT(N/10+E)
6 0 ~ P R L N T ~ I ~ I ~ I ~
70 LET R=N-I*10*E
80 LET N=K
90 NEXT E
100 PRINT
110 GOTO 10
9 9 9 ~ E N D ~
RUN
DIGIT
INPUT ANY INTEGER?123456
l
2
3
4
5
6
INPUT ANY I VTEGER?819045
8
1
9
O
4
5
INPUT ANY INTEGER?S3627
O
5
3
6
2
7
INPIIT ANY INTEGEK?O
DONE

```
would be to print the digits across the page with semicolon spacing. We can do that by changing line 60 to read 60 PRINT I; and call for a RUN.
```

60 PRINT I;
RUN
DIGIT
INPUT ANY INTEGER?123456
lllllll
INPUT ANY INTEGEK?975432
9 7 7 5 4 4 3
INPUT ANY INTEGEK?53627
INPUT ANY INTEGER?O
DONE

```

Now let us see the program with the change and try another number. (See DİGITI.)

DIGIT
```

10 PRINT "INPUT ANY INTEGER";
20 INPUT N
30 IF N=0 THEN 999
40 FOR E=5 TO O SIEP - -
SO LET I=INT(N/IOPE)
60 PRINT I:
70 LET R=N-1*1O:E
80 LET N=R
90 NEXT E
100 PRINT
110 G0IO 10
999 END
RUN
DIGITI
INPUT ANY INTEGER?666666
6 6 6 6 6 6
INPUT ANY INTEGER?O
DONE

```

One last consideration is that we might want to eliminate the leading 0 's. We leave this as an exercise.

\section*{PROBLEMS FOR SEC. 6-3}
1) Eliminate the leading 0's in DIGIT. Be careful not to eliminate all zeroes.
2) Test integers for divisibility by 3 by summing the digits.
3) Construct the integer formed by reversing the order of the digits in an INPUT integer. Print the result as an integer.
\(\sqrt{ }\) 4) Test integers with the integer formed by reversing the order of the digits to find the greatest common factor.
\(\checkmark\) 5) Find all three-digit integers that are prime. Form new integers by reversing the digits and see if the new number is also prime. Print a number only if it and its reverse number is prime. There are 43 pairs of numbers, some of which will appear twice. You should pay particular attention to efficiency in this problem.

\section*{CHAPTER 7}

\section*{Strings and Files}

\section*{7-1 INTRODUCTION TO STRINGS}

To a BASIC programmer, a string is a set of characters. We use strings every time we print a message by enclosing it in quotes in a PRINT statement. BASIC provides the ability to save strings in a special string variable, identified by using a trailing dollar sign (\$). We may use \(A \$, B \$\), etc., to designate string variables. Some computers allow A1 \(\$\), \(B 8 \$\), etc., and some allow \(A \$(R, C)\) to designate string arrays. The use of strings enables us to process alphabetic data, such as names and addresses, and descriptive data of all kinds.

We may work with string variables in many of the ways that we do with numeric variables. For instance, in BASIC programs we may use such statements as
```

100 LET AS = "FIKST"
100 READ AS, BS
100 INPUT AS, BS
100 PRINT AS, BS

```

In order to READ A \(\$, \mathrm{~B} \$\), we must provide a corresponding DATA statement. Some systems require all strings in DATA statements to be enclosed in quotes. Others require quotes only when the string contains a comma or 'looks like' a number. For PRINT A \(\$, \mathrm{~B} \$\), the output will have "comma spacing." That is, the page will be arranged in 15 -character columns. If we replace the comma with a semicolon, the two strings will be printed with no space between them.

We will use a short program named FIRST \(\$\) to demonstrate LET, READ, INPUT, and PRINT.
```

FIRST\$
95 REM * FIRST STRING PROGRAM
9 6 ~ R E M
100 LET AS = "THIS IS A"
110 READ BS, C\$
120 PRINT AS: " "; B$; " "' CS;
130 INPUT D$
140 PRINT
150 PRINT AS; " "; B$; " "; C$; " "; DS
155 REM
160 DATA "PRDGRAM T0", "DEMONSTRATE"
170 END
RUN
FIRST\$
THIS IS A PRgGRAM TO DEMDNSTRATE?STRINGS
THIS IS A PROGRAM TO DEMONSTRATE STRINGS

```

BASIC allows us to compare strings for order in accordance with a sequence known as ASCII (American Standard Code for Information Interchange). For strictly alphabetic strings, this code will alphabetize in the conventional order. ASCII places the digits 0 through 9 ahead of the letters of the alphabet. We can easily write a short program to demonstrate order comparison. See ORD\$.
```

0RDS
95 REM * COMPARES STRINGS FOR ORDER
100 PRINT
110 PRINT "AS";
120 INPUT AS
130 IF AS = "STOP* THEN 240
140 PRINT "B$";
150 INPUT B$
160 IF AS < BS THEN 220
170 IF AS = BS THEN 200
180 PRINT AS% " IS GREATER THAN "'; BS
190 GOTO 100
195 REM
200 PRINT AS; " IS EQUAL TO "; B\$
210 GOTO 100
215 REM
220 PRINT AS3 " IS LESS THAN "; BS
230 GOTO 100
240 END
RUN
ORDS
AS?WHAT'S THIS
BS?WHAT'S THAT
WHAT'S IHIS IS GREATER THAN WHAT'S THAT
AS?WHAT'S THIS
BS?WHAT'S WHAT
WHAT'S THIS IS LESS THAN WHAT'S WHAT
AS?WHAT'S WHAT
B\$?WHAT'S WHAT
WHAT'S WHAT IS EQUAL TG WHAT'S WHAT
AS?STOP

```

In the handling of strings, we find that different computers have significantly different BASIC language definitions. For example, on one computer, the state-
ment 100 PRINT A \(\$(4)\) will cause the computer to output the character string stored in string variable A\$, beginning with the fourth character, whereas on another, the same statement will cause the computer to output the fourth string of the string list \(A \$\). It is because of these differences that we present two distinctly different schemes for handling strings in the next two sections.

\section*{7-2 STRINGS-THE SUBSTRING SCHEME*}

In the substring scheme, strings may be considered as a complete entity by referring to \(A \$, B \$\), etc., or we may consider segments of \(A \$\) by using one or two subscripts. \(A \$(I)\) specifies the segment beginning with the \(I^{\text {th }}\) character and continuing to the end of the string. \(A \$(I, J)\) [some computers using this scheme may require \(A \$(I: J)]\) specifies the segment from the \(I^{\text {th }}\) character through the \(J^{\text {th }}\) character inclusive, provided \(\mathrm{I} \leq \mathrm{J}\). If \(\mathrm{I}=\mathrm{J}\), then \(A \$(\mathrm{I}, \mathrm{J})\) is a single character. This scheme does not provide for string arrays. (It has been extended on some computers, however, by using \(A \$(I ; J, K)\), where the I designates which string in the single dimension array is referred to and the J, K pair designates the segment from the \(\mathrm{J}^{\text {th }}\) through the \(\mathrm{K}^{\text {th }}\) character.)

As with arrays, it is necessary to specify the capacity of any string variable we intend to use (for more than one character) in a DIMension statement, Thus, 100 DIM \(\mathrm{A} \$(10), \mathrm{B} \$(16), \mathrm{C}(2,11)\) provides for up to 10 characters in \(\mathrm{A} \$\), up to 16 characters in \(B \$\), and two rows and 11 columns in a numeric array \(C\). The C dimensioning is included here merely to demonstrate that string and array dimensioning may be intermixed in a single statement. The LEN( ) function is provided to count the number of characters actually stored in a string. LEN(Z \(\$\) ) takes on the value of the number of characters stored in string variable \(\mathrm{Z} \$\).

In program SEG \(\$ 1\), note the dimensioning in line 100 , the use of the LEN( ) function in lines 140 and 150, and the printing of segments in line 160.

SEG\$1
```

95 REM * DEMONSTRATES STKING SUBSCRIPTS
100 DIM AS[8]
110 READ AS
120 IF AS="STOP" THEN 210
130 PRINT "AS=";AS
140 PRINT "LEN (AS)='';LEN(AS)
150 FOR I=1 TO LEN (AS) STEP 2
160 PRINT "AS(";I;",'';I+1;")=";AS[I,I+1]
170 NEXT I
180 PRINT
190 GETO 110
195 REM
200 DATA "ABCDEF","BASIC","STOP"
210 END
ON
SEG\$1
AS = ABCDEF
LEN (AS)=6
AS( 1, 2, =AB
AS( 3,4 ) =CD
AS(5, % ) = EF

```

\footnotetext{
- The programs of this section were run on a Hewlett-Packard computer.
}
```

AS=BASIC
LEN (AS) = 5
AS( 1 , 2 )}=\textrm{BA
ASC 3 , 4 )=SI
ASC 5 , 6 )}=

```

The ability to isolate a segment of a string has many uses. We may wish to pack related information into a single string such as

100 LET D \(\$=\) "JANFEBMARAPRMAYJUNJULAUGSEP \(\emptyset C T N ~ Ø V D E C " ~\)
Now we.may select the desired month according to its position in \(\mathrm{D} \$\). Or, we might want to use a single string to contain the names of a group of individuals, last name first, but to print only the last name and first initial.

One common use of string segments is to format numbers in printed results. For instance, the appearance of the output produced by program SEG \(\$ 1\) could be improved by using string output to print \(I\) and \(I+1\) in line 160 . See lines 110 and 160 in program SEG \(\$ 2\). Notice the compact appearance of the printed result there.
```

SEG$2
95 REM * PRINTING A SINGLE DIGIT NUMERIC
96 REM USING STRING GUTPUT
100 DIM AS[8],DS[9]
110 LET DS="123456789"
120 READ AS
130 1F AS="STOP" THEN 210
140 PRINT "AS=";AS
150 FOR I=1 TO LEN(AS) STEP 2
160 PRINI "AS(";DS[I,I];";";D$[I+I,I+1];")=";AS[I,I+I]
170 NEXT I
180 PRINT
190 GOTO 110
195 REM
2OO DATA "ABCDEF","BASIC","STOP"
210 END
RUN
SEG \$2
AS=ABCDEF
AS(i,2)=AB
AS (3,4) =CD
AS(5,6)=EF
AS=BASIC
AS (1,2)=BA
AS(3, 4)=SI
AS(5;6)=C

```

We see in SEG\$2 the beginning of a technique for printing a numeric using string output. Obviously missing are the ability to print zero and the ability to handle more than one digit. We can take care of zero by using LET D\$ =
 use the technique of program DIGIT in Sec. 6-3. That is, we must isolate the digits of our number one at a time. Once we have the digit to be printed stored in \(I\), we must print \(D \$(I+1, I+1)\) since zero is the first digit in \(D \$\). This step
is taken in program DIGIT2. The numeric output is placed between \# signs, and the string output is placed between \(\$\) signs.
```

DIGIT2
95 REM * PRINTING A NUMERIC OF MORE
96 REM THAN ONE DIGIT USING STRING
9 7 REM OUTPUT
100 DIM DS[10]
110 LET DS="0123456789"
120 PRINT "INPUT ANY INTEGER";
130 INPUT N
140 IF N=0 THEN 260
150 PRINT "\#'*SN;"\#*
160 PRINT "$";
170 FOR E=5 TO O STEP - 1
180 LET I=INT(N/10*E)
190 PRINT D$[I+1,I+1];
200 LET R=N-I*10*E
210 LET N=R
220 NEXT E
230 PRINT "\$"
240 PRINT
250 GOTO 120
260 END
RUN
DIGIT2
INPUT ANY INTEGER?93617

# 93617.

$093617$
INPUT ANY INTEGER?O

```

It is left as an exercise to eliminate the printing of the leading zero in the output of DIGIT2.

\section*{SUMMARY}

We have used strings to store nonnumeric data. Any string may be considered in its entirety, or any segment may be isolated using subscripts. A \(\$(\mathrm{I}, \mathrm{J})\) designates the substring from the \(I^{\text {th }}\) to the \(J^{\text {th }}\) characters, inclusive. By placing the ten digits in a dummy string, we gain complete control over the printing of numerics by using string output.

\section*{PROBLEMS FOR SEC. 7-2}
1) Write a program to print the characters of a string in reverse order.
2) Eliminate leading zeros in the output of DIGIT2. Be careful not to eliminate all zeros.
3) Write a program to arrange the characters of a string in order using the technique of program ARANG5 of Sec. 4-4.
4) Use string formatting to print the output in problem 7 of Sec. 6-2.
5) Write a program to convert a string integer to a numeric.
\(\sqrt{ }\) 6) Write a program to convert a numeric input to a string output if the numeric input is allowed to contain a decimal point and be negative.

\section*{7-3 THE STRING ARRAY SCHEME*}

In the string array scheme, \(A \$(I)\) names the string stored in the position numbered I of a string single-dimensioned array, and \(A \$(I, J)\) names the string stored in row I and column J of a string two-dimensional array. As with arrays used elsewhere, a DIMension statement is required if we intend to have either subscription exceed 10. The maximum number of characters which may be stored in any one array position varies from computer to computer but ranges from 6 to the thousands.

We may do many things with string arrays that we do with numeric arrays. We may READ, PRINT, INPUT, assign, and compare for order elements of the array. We may even be able to use the statement LET A \(\$=\) "XYZ" + "ATV" to assign "XYZATV" to A\$.

DAYSOI
```

100 DIM WS(7)
105
108 REM * READ DAYS OF THE WEEK
110 FOR I = 1 T0 7
120 READ W$(I)
130 NEXT I
135
138 REM * PRINT DAYS OF THE WEEK
140 FOR 1 = 1 TD 7
    PRINT I;W$(I)
NEXT I
REM * DATA
DATA SUNDAY, MONDAY, TUESDAY, WEDNESDAY
DATA THURSDAY, FRIDAY, SATURDAY
END
RUN
SUNDAY
2 MGNDAY
3 TUESDAY
4 WEDNESDAY
5 THURSDAY
6 ~ F R I D A Y ~
7 SATURDAY

```

Suppose we wish to work with the days of the week. We can easily read the names of the days of the week into an array. Then these names can be printed later as labels whenever needed, as shown in program DAYSO1.

It is useful to be able to manipulate data in string variables. We might want to know the number of characters in one of them, for example. There are two ways to find out. One is to use the LEN function. LEN(A\$) returns the number of characters in A\$. Another is to use the CHANGE statement. CHANGE A\$ \(T \varnothing\) A stores the number of characters in \(A \$\) in \(A(O)\), converts each of the characters in the string \(A \$\) to a numeric equivalent code, and then stores that numeric in a corresponding position of the one-dimensional A array. The code used for disis is ascif (American Standard Code for haformation futerchange). CHANGE A TØ A \(\$\) makes the conversion in the opposite direction. This can

\footnotetext{
- The programs of this section were run on the General Electric Information Services time sharing system.
}
```

CHANGE
98 REM * DEMONSTRATE CHANGE STATEMENT
100 DIM A(30), B(1)
110 PRINT "STRING";
120 INPUT AS
130 CHANGE AS TO A
140 PRINT LEN(AS); "CHARACTERS IN ""; AS; ""*"
150 PRINT
160 LET B(0) = 1
170 PRINT "CHAR ASCII CODE"
180 FOR I = 1 TO A(O)
190 LET B(1)=A(I)
200 CHANGE B TO BS
210 PRINT ***; BS;
220 NEXT I
230 END
RUN
STRING? TRY THIS
8 CHARACTERS IN 'TRY THIS*
CHAR ASCII CODE
'T. 84
'R' 82
'Y" 89

*     - 32
'T" 84
'H' }7
'I" 73

```
probably best be demonstrated with a program. See especially lines 130 and 200 of program CHANGE.

Notice that it required four statements to extract the \(I^{\text {th }}\) character of \(\mathrm{A} \$\). In program CHANGE, we used statements \(130,160,190\), and 200 to do this. The EXT\$ function is available for just this purpose. EXT\$(A\$, \(1, J)\) extracts the group of characters beginning with I and ending with J for string A\$. Some computers use SEG\$ for this. Using EXT\$, program CHANGE becomes CHANGF.

\section*{CHANGF}
```

98 REM * DEMONSTRATE CHANGE STATEMENT
100 DIM A(30)
110 PRINT "STRING**)
120 INPUT AS
130 CHANGE AS TO A
140 PRINT LEN(AS); "CHARACTERS IN **' AS3 *"*
150 PRINT
170 PRINT "CHAR ASCII CODE*"
180 FOR I = 1 TO A(O)
210 PRINT ***; EXT\$(AS,I,I): ** ") A(I)
220 NEXT I
230 END
RUN
STRING? \#:\&+:]
6 CHARACTERS IN "\#!\&+z]*
CHAR ASCII CODE

## 35

*!" 33
** 38
** 43
!: 58
*) 93

```

We may form strings from the characters of strings in some rearranged sequence. We might print a string backwards or with the characters in alphabetic order. In order to arrange the characters of a string in alphabetic order, we can simply provide a one-dimensional array with the corresponding ASCII code numerics in increasing order. Program ORDER\$ does exactly this.
```

GRDER\$
100 DIM A(100)
110 PRINT "AS";
120 INPUT AS
i3O PRINT
14O CHANGE AS TO A
150 FOR I = 1 TG A(0) - 1
160 FOR J=I + I TOA(O)
170 IF A(I) <= A(J) THEN 210
1 7 5 REM * EXCHANGE DUT OF ORDER CODES
180 LET S = A(I)
190 LET A(I) = A(J)
200 LET A(J) = S
210 NEXT J
220 NEXT I
230 CHANGE A TD AS
240 PRINT AS
250 END
RLN
AS? WHAT IF I CAN'T THINK OF SOMETHING?
- ?AACEFFGHHHIIIIKMNNNOESTITTW

```

\section*{SUMMARY}

Whenever subscripted array string variables may be used, \(A \$(I, J)\) specifies the string stored in row I, column J. We may use CHANGE A\$ Tด A to convert the characters in the string variable \(A \$\) to the equivalent ASCII code numerics in corresponding positions of the A array. We may also reverse this process by using CHANGE A T \(\varnothing\) A \(\$\). We also find the number of characters in \(A \$\) stored in \(A(O)\). Alternatively, we may use the LEN function. We may extract a group of characters with the \(\operatorname{EXT} \$(\mathrm{~A} \$, \mathrm{I}, \mathrm{J})\) function. This may be implemented as SEG\$.

We may assign, PRINT, INPUT, and READ string variables in much the same way that we handle these operations with numeric variables. Strings may be placed in DATA statements, and string arrays must be DIMensioned if a subscript is to exceed 10 .

\section*{PROBLEMS FOR SEC. 7-3}
1) Write a program to print the characters of a string in reverse order.
2) Write a progam to accept string input, and tabulate the number of times each character appears.
3) Write a program to alphabetize the strings of a single-dimension string array.
4) Write a program to produce the following output, using the days of the week as stored in W \(\$\) in program DAYS01.
\begin{tabular}{ccccccc}
\(S\) & \(M\) & \(T\) & \(U\) & \(T\) & \(F\) & \(S\) \\
\(U\) & \(O\) & \(U\) & \(E\) & \(H\) & \(R\) & \(A\) \\
\(N\) & N & E & \(D\) & \(U\) & \(I\) & \(T\) \\
\(D\) & \(D\) & \(S\) & \(N\) & \(R\) & \(D\) & \(U\) \\
\(A\) & \(A\) & \(D\) & \(E\) & \(S\) & \(A\) & \(R\) \\
\(Y\) & \(Y\) & \(A\) & \(S\) & \(D\) & \(Y\) & \(D\) \\
& & \(Y\) & \(D\) & \(A\) & & \(A\) \\
& & & \(A\) & \(Y\) & & \(Y\)
\end{tabular}
5) Modify program ORDER\$ to eliminate duplicates.
6) Write a program to produce the following output, using the days of the week as stored in \(\mathrm{W} \$\) in program DAYSOl.


\section*{7-4 INTRODUCTION TO DATA FILES}

So far in our programming work all of the data used by our programs has been entered through DATA statements, INPUT statements, or LET statements. Consequently, we have had to store the data as part of the program or type the data directly at the keyboard of our terminal. This works out all right for small amounts of data that we wish to process just once. But, if we have large amounts of data or we expect to carry out several processes on our data, then we need to separate the data from the program. We can do this by using data files.

A data file is simply a storage space in the computer where we store data, much as a program may be stored in a storage space. (In fact, in some computers, files and programs are indistinguishable until we type certain commands. Obviously, we cannot RUN a data file.) By designating a separate storage space for data, we gain many capabilities. We may now store much larger amounts of data than we could possibly store in the data statements of a program. We may alter the data to accommodate the results of program calculations. We may rearrange the data according to program specifications. The possibilities are limited only by our ability to think of problems to solve.

Most computer processing done today utilizes data files. Data files are used for inventory, bookkeeping, and data processing of all kinds. Just considering the data handled by the Internal Revenue Service and the Census Bureau, the use of data files can be seen as a very complex business indeed. So we will attempt here to present only some rudiments of files processing in BASIC.

As we said earlier, a file is a storage space accessible to the computer. This space may be used to store programs and data, which may be accessed during program execution. One of the features of these files that makes them mysterious is that they are invisible. But then, so are programs during execution. However, it is now possible to carry out tremendous amounts of useful computer
work without the need for printing at the terminal, although it is good programming practice to provide some printed outpui to help keep track of what the computer has done. After we have seen several examples, we will gain confidence that the computer is really performing the expected operations.

The fundamental concept is that we may write or print data into a file and that we may retrieve that data under program control. Several versions of program statements are used to achieve these purposes. The next two sections explain the use of files as defined by two different systems. We have chosen Hewlett-Packard and General Electric versions of BASIC for this.

\section*{7-5 HEWLETT-PACKARD FILES}

Just to get an idea about how data gets into files and how file data is accessed, let's look at two short programs. The first is a program to enter some numbers into a file. See program PRINT.
```

PRINT
90 REM * FIRST FILE DEMONSTRATION
100 FILES IEST
110 FOR I=1 T0 4
115 READ X
120 PRINT \#1;X
130 NEXT I
140 DATA 3,17,11,31
150 END
RUN
PRINT

```

This is the very first program we have run which does something useful without any printed output. (As a general rule, however, it is good practice to have programs produce some meaningful printed output at the terminal.) Statements 100 and 120 introduce the first two file handling statements. Statement 100 is called the FILES statement. It is the statement which makes the file whose name is TEST available to the program. Statement 120 instructs the computer to print data into the film instead of onto the paper in the terminal. In that statement, the \#1 specifies the first file named in the files statement. We may be able to name eight or more files, separated by commas. In addition, some computers allow us to replace any file originally named during program execution by using the ASSIGN statement. In the PRINT \# statement, everything past the semicolon is printed into the file. We may list several data items here, and strings and numerics may be intermixed.

In order to allocate the file space in the first place, we used the OPEN command. OPEN-TEST, 15 designates a file space, called TEST, that contains 15 segments called records or sectors. Typically, a sector is large enough to store 32 numbers, or about 128 alphameric characters. More recent HewlettPackard computers ailow the option of specifying record size through the CREATE command. On such a machine, CREATE TEST, 15,106 provides 15 records, each allowing up to 53 numerics, or about 212 alphameric characters. ( 106,212 , and 319 are storage efficient numbers to use in the CEATE command.)

In counting space for strings, we must add two to the number of characters
for each string and add one if there is an odd number of characters. Thus three characters require the same storage space as four.

Now let's examine a program to read the contents of our file TEST.
```

READ

```
```

90 REM * PROGRAM T0 READ NUMBERS FROM A FILE

```
90 REM * PROGRAM T0 READ NUMBERS FROM A FILE
100 FILES TEST
100 FILES TEST
110 READ #1:Y
110 READ #1:Y
120 PRINT Y;
120 PRINT Y;
130 G0T0 110
130 G0T0 110
140 END
140 END
RUN
RUN
READ
READ
\begin{tabular}{llll}
3 & 17 & 11 & 31
\end{tabular}
END-GF-FILE/END OF RECORD IN LINE 110
```

The printed output produced by program READ should convince us that those numbers really came from a computer file as they do not appear anywhere in the program itself. We also got an error message which is exactly analogous to the $\emptyset U T \emptyset F$ DATA IN LINE $n$ message we have seen before.

There are several ways to avoid terminating with this error. One is to keep track of the number of entries in the file; another is to place an item of artificial data at the end of the real data just as we did in DATA statements in programs. However, BASIC provides a special statement just for this purpose. It is the IF END statement. See line 105 of program READ01.

```
READOI
```

```
90 REM * PROGRAM READ WITH IF END 'TRAP'
100 FILES TEST
105 IF END #1 THEN 140
110 READ #1;Y
120 PRINT Y;
130 GGTE 110
140 END
RUN
READO:
3}1017\quad11 31 
```

Statement 105 caused the computer to "remember" that if at any time we ask it to read beyond the data, it is to then execute line 140 as the next statement. In our case, that causes the program execution to terminate through the END statement.

The IF END "trap" may also be used to find the end of data in a file so that we may begin at that point to print additional data into it. Program PRINTI does exactly this.

```
PRINT1
90 REM * PRINT WITH IF END 'TRAP'
100 FILES TEST
110 IF END #1 THEN 140
120 READ #1;X
130 GOTØ 120
140 FOR I=1 T0 3
```

```
150 READ X
160 PRINT #13X
170 PRINT X;
180 NEXT I
190 DATA 19,2,6
200 END
RUN
PRINT:
```

$19 \quad 2 \quad 6$

Note that PRINTI will also print numbers into an empty file. Consequently, we can eliminate the need for program PRINT. Now we run program READOI to verify for us that the file now contains numbers printed into it in separate runs of two programs.

```
RUN
READOI
3
```

When we used file TEST above, we simply printed numbers one after another into the file without any concern for exactly where in the file those numbers were placed. Used in this way, file TEST is called a serial file. However, we could have directed the computer to print each of those numbers on a different record of the file. We need the following expanded file PRINT statement for this purpose:

$$
999 \text { PRINT \#1,R;X }
$$

This statement allows us to specify that the data following the semicolon is to be printed in the Rth record of file \#1. See line 130 of program PRINT2.

```
PRINT2
90 REM * PRINT TO RECORD R IN A FILE
100 FILES TEST
110 FOR R=1 T0 4
120 READ K
130 PRINT #1,R;X
140 PRINT X;
150 NEXT R
160 DATA 3,17,11,31
170 END
RUN
PRINT2
```



Now to read the Rth value we needn't read through all R items. We may read it directly with the statement,

$$
999 \text { READ \#1,R;X }
$$

Since this structure allows us to select at random any starting point in the file, we refer to the file as a random access file. See program READ02.

READO2

```
90 REM * DEMONSTRATE RANDGM ACCESS
100 FILES TEST
110 PRINT "ITEM #";
120 INPUT R
130 IF R=0 THEN 170
140 READ #1,R;X
150 PRINT X
160 GGT0 110
170 END
RUN
READO2
ITEM #?4
    31
ITEM #?1
    3
ITEM #?O
```

One of the uses of data files is to rearrange data and store it in rearranged form. For example, let's enter the names of seven people along with their dates of birth and death in file TEST, one person to a record, and arrange them in alphabetical order using the technique of program ARANGE in Sec. 3-4.

Program ENTERA reads the data from DATA statements and prints it in the first seven records of the file.

```
ENTERA
```

```
90 REM * FILE PRINT ONE TG A RECORD
100 DIM N$L72]
110 FILES TEST
120 FOR I=1 TO 7
130 READ NS,A,B
140 PRINT #1,ISNS,A,B
150 NEXT I
160 DATA "JONES, JOHN PAUL",1747,1792
170 DATA "ANTHONY, SUSAN B.",1820,1906
180 DATA "WASHINGTON, BOGKER T.",1859,1915
1 9 0 ~ D A T A ~ " B E L L . ~ A L E X A N D E R ~ G R A H A M " , 1 8 4 7 , 1 9 2 2 ~
200 DATA "EDISON, THOMAS ALVA",1847,1931
210 DATA "FORD, HENRY", 1863,1947
220 DATA "BLØEMER, AMELIA JENKS",1818,1894
230 END
RUN
ENTERA
```

Program READA reads from file TEST and prints at the terminal.

READA

```
90 REM * READ NAMES FROM A FILE
100 DIM N$[72]
110 FILES TEST
120 PRINT " DOBB NAME*
130 FOR I=1 T07
140 READ #1,I;N$;A,B
150 PRINT A SNS
160 NEXT I
170 END
RUN
READA
```

```
DOB NAME
1747 JONES, JOHN PAUL
1820 ANTHONY, SUSAN B.
1859 WASHINGTON, BDCKER T.
1847 BELL, ALEXANDER GRAHAM
1847 EDIS@N, THOMAS ALVA
1863 FORD, HENTYY
1818 BLOOMER, AMELIA JENKS
```

Program ORDERA arranges the data in the file alphabetically. Note that line 190 is required so that when the comparison for order is made in line 160 after an exchange has taken place, $\mathrm{A} \$$ stores the appropriate string. This is necessary because data is stored in two places-in the file and in the variables of the program. It is the programmer's job to keep these two storage areas coordinated.

```
ORDERA
90 REM * ALPHABETIZE NAMES IN A FILE
100 DIM AS[72],B$[72]
110 FILES TEST
120 FOR I=1 TO 6
130 READ #1,I;AS,A,AI
140 FOR J=I+1 TO 7
150 READ #1,J;BS,B,B1
160 IF AS <= B$ THEN 200
170 PRINT #1,I;BS,B,B1
180 PRINT #1,J;AS,A,Al
190 READ #1,I;AS,A,AI
200 NEXI J
210 NEXT I
220 PRINT "FILE ALPHABETIZED"
230 END
RUN
GRDERA
FILE ALPHABETIZED
```

And once again we run READA to see that the data is properly arranged in the file.

```
PUN
READA
```

| DOB | NAME |
| :--- | :--- |
| 1820 | ANIHONY, SUSAN B. |
| 1847 | BELL, ALEXANDER GRAHAM |
| 1818 | BLOGMER, AMELIA JENKS |
| 1847 | EDISON, THOMAS ALVA |
| 1863 | FORD, HENRY |
| 1747 | JONES, JOHN PAUL |
| 1859 | WASHINGTON, BOOKER T. |

## SUMMARY

The FILES statement is used to make files accessible to a program. We may be able to replace the files named during execution using the ASSIGN statement. We may print data into a file using PRINT \#N;A,B,C\$ to print in the next available space serially. Or we may use PRINT \#N,R;A,B,C $\$$ to specify
that the printing be at the beginning of record $R$. This approach is referred to as random access. We have the same options in the file READ statement. READ $\# \mathrm{~N} ; \mathrm{A}, \mathrm{B}, \mathrm{C} \$$ reads the next available data serially and READ \#N,R;A,B,C\$ reads at record $R$. The IF END statement allows us to determine when we are reading past the end of data in the file or are trying to read or print past the physical boundaries of the file itself.

## PROBLEMS FOR SEC. 7-5

1) Use the IF END "trap" to avoid reading empty records or past the physical end of the file in program READ02.
2) Modify ENTERA so that it will accept varying numbers of names and can be used to add names to a file without "losing" data.
3) Modify READA to read any number of names.
4) Modify ORDERA to handle any number of names.
5) Modify ORDERA to arrange the data in increasing order of date of birth.
6) Write a program to print the names in file TEST at the terminal in alphabetical order without altering the arrangement in the file itself.
7) Write a program to print the names from file TEST in order of increasing age at death without altering the arrangement within the file itself.
8) Since strings and numbers may be intermixed in a file and an attempt to read one when the other is next will result in an error condition, it is desirable to be able to distinguish between them. The TYP( ) function is provided for this purpose. $\operatorname{TYP}(\mathrm{N})$ takes on a value of one if the next item in the file is a numeric, two if the next item is a string, three if the next item is the end of file, and, if N is negative, four if the next item is end of record. The absolute value of N is the position of the file in the files statement. In order to get positioned at the beginning of a record without reading data, we can READ \#N,R. Using the TYP ( ) function and the positioning READ statement, write a program to read the unknown contents of a file and print them record by record at the terminal.

## 7-6 GENERAL ELECTRIC FILES

The files we are concerned with in this section are referred to as external fles since they store data externally to any programs. Files are generally characterized in two ways: the access type and the data storage type.

Data in files may be accessed sequentially or at random. Sequential access is similar to the way in which DATA statements of a program are accessed. Random access is similar to the way in which the elements of an array are accessed. As long as we know the exact position of a data item in a file, we may access it directly.

The data contained in a file may be stored either as ASCII character codes or as the binary representations of ASCII character codes and the numbers being stored. We do not need to be concerned with the details of this distinction when writing BASIC programs. We need only identify the slight differences in program statement syntax required. ASCII files may be accessed only sequentially whereas binary files may be accessed either sequentially or at random.

## ASCII Files

ASCII files behave in many ways just like the DATA statements of a program. The data must be read sequentially, beginning with the first data item in the file. There is no way to access data at random points. The file may be filled from the keyboard exactly as DATA statements of a program are typed, but omitting the word DATA. The file may be listed at the keyboard with the LISt command, just as programs may be listed. Lines may be corrected in a file by retyping them. Lines may be removed by typing the line number followed by a carriage return. In order to make a file available for future use, it must be SAVed, just as a program must.

Perhaps the best way to learn about files is to study an example. Let's type an ASCII file containing test score data for a class. Suppose we consider a class of only five people and enter their test scores on six tests.

File SCØRE has been typed at the keyboard and SAVed as described earlier. We list the file here:

## LIST

SCDRE

```
100 MARK UNDERWOOD,65,83,92,77,68,79
110 SUSAN STALBERG,73,88,82,77,69,79
120 EDGAR ANGLEMAN,74,86,73,79,80,73
130 ALTHEA LARGE,91,92,90,99,92,90
140 GERTRUDE SMITH,71,86,87,90,83,92
```

Now, to gain some file handling experience, let's make our first program merely print the contents of the file under program control rather than use the LIST command. This approach makes it possible to print labels and arrange the data in an easy-to-read form. See program READTEST.

```
KEADTEST
```



In program READTEST, there are just four statements of a file-handling nature. The statement 100 FILES SCØRE makes the file available to the pro-
gram. The file must exist to execute the program. The statement 130 READ \#1, N\$ is like a DATA READ statement except that the "\#1" appears to notify the computer to read from the first file named in the FILES statement. We may name up to eight files there by separating them with semicolons. Statement 160 is another file read statement. A statement 999 READ \#N, A, B, X $\$, T$ would read three numerics and one string from the Nth-named file in the FILES statement. The statement 230 IF MøRE \#1 THEN 130 has the ability to "look ahead" in the file to "see" if there is more data in the file. If there is more data, the computer is transfered to line 130; if not, then control passes to the next line.

Now that we are able to read the file, let's perform the necessary operations to find each student average and the class average. We will require two variables to store running totals. In program AVERAGE, T2 is the running total for the class, and T1 is the student running total.

```
AVERAGE
    REM * CALCULATE AVERAGES FKOM A FILE
    FILES SCGRE
    PRINT "NAME","TEST1 TESTE TESTY TESTA TESTS TESTG AVEKAGE"*
    LET Tl=O
    READ #1,NS
    LET T2 = 0
    PRINT NS; TAB(15);
    FOR I = 106
    READ #1, X
    LET T2 =T2 + x
    PRINT X; "' "';
    NEXT I
    PRINT T2/6
    LET T1 = T1 + T2
    IF MORE #1 THEN }13
    PRINT
    PRINT "CLASS AVERAGE= "T1/30
    END
RUN
\begin{tabular}{lccccccc} 
& TEST1 & TEST2 & TEST3 & TEST4 & TESTS & TESTG AVEKAGE \\
MARK UNDERWOOD & 65 & 83 & 92 & 77 & 68 & 79 & 77.1333 \\
SUSAN STALBERG & 73 & 88 & 82 & 77 & 69 & 79 & 78 \\
EDGAR ANGLEMAN & 74 & 86 & 78 & 79 & 30 & 78 & 79.1657 \\
ALTHEA LARGE & 91 & 92 & 90 & 99 & 92 & 90 & 92.3333 \\
GERTRUDE SMITH & 71 & 86 & 87 & 90 & 38 & 92 & 85.6667
\end{tabular}
CLASS AVERAGE = 82.5
```

Now that we know how to read an ASCII file under program control, let's see how to write data into such a file under program control. Suppose that we consolidate the data in file SCØRE, retaining just the names and averages to write into a new file, SCØRE1. To do this, we begin by naming both files in the FILES statement. We may enter data into an ASCII file with the WRITE \#N statement. However, before writing into the file, it must be prepared for writing with the SCRATCH \#N statement. SCRATCH \#N sets a pointer to the beginning of the Nth-named file and prepares it for writing. In program WRITEAVG, we print each name at the terminal just to show the progress of execution during the program run. For large amounts of data, we might simply print the number of names moved. See lines 110 and 140 of program WRITEAVG.

WRI TEAVG

```
94 REM * READ SCORE - WRITE SCOREI
100 FILES SGORE; SCOREI
110 SCRATCH #2
120 READ #1, N5,X1,X2,X3,X4,X5,X6
130 PRINT N$
140 WRITE #2,NS; (X1+X2\div\times3\div`4+\times5+\times6)/6
    IF MORE #I THEN 120
160 END
RUN
MARK UNDERWGED
SUSAN STALBERG
EDGAR ANGLEMAN
ALTHEA LARGE
GERTRUDE SMITH
```

Since this is an ASCII file, we may LISt it at the keyboard as follows:

```
SCORE I
100 MARK UNDERWDOD, 77.3333,
110 SUSAN STALBERG, 78,
120 EDGAR ANGLEMAN, 79.1667,
130 ALTHEA LARGE, 92.3333,
140 GERTRUDE SMITH, 85.6667,
```

Additional files statements include APPEND \#N, which sets a pointer to the end of data in a file and prepares the file for the write mode in a way similar to that of the SCRATCH \#N statement, and RESTORE \#N, which sets a pointer to the begiming of the file and prepares it for the read mode so that we may read the data in a file more than once in a single execution of a program.

## Binary Files

Binary files may be used only under program control. They may be either sequential or random access. Sequential binary files are treated for programming purposes exactly like ASCII files except that where pound signs (\#) appear for an ASCII file, a colon (:) is used for a binary file.

## Random Access Files

Random access files may be segmented into blocks of storage called records. We may dictate the size of each record and the number of records in a file when we create it, much as we dimension a two-dimensional array. The record size is measured in words of storage. The word requirements for data are as follows:

One word per numeric
One word per four string characters, or fraction thereof
One word per string for internal momniter control
The exact arrangement of data within a file is completely the programmer's responsibility. We must know exactly where data is to be found and what it means. The situation is no different from data handling within an array except that once data is in a file, it seems more invisible.

For our first example, let's simply write three rows of six numbers each into a binary file with one program and then select some of them for printing at the keyboard with another program. The storage requirements amount to just three records, each containing six words. We obtain such a file with the CREate command, as follows:

> CRE NUMB,(RAN(6,3))

See program RND.

```
RND
94 REM * LOAD RANDOM NUMBERS INTO A BINARY FILE
100 FILES NUMB
110 FOR I = 1 T0 3
120 FOR J=1 T0 6
130 LET X = RND(X
140 WRITE:1, 
            PRINT X;
    NEXT J
    PRINT
NEXT I
END
RUN
```

```
0.98385 0.362274 0.250535 0.338074 0.250009 0.342306
```

0.98385 0.362274 0.250535 0.338074 0.250009 0.342306
0.676737 0.820017 0.290332 0.63319 0.373523 0.853779
0.676737 0.820017 0.290332 0.63319 0.373523 0.853779
0.151996 0.975866 0.811924 0.448439

```
0.151996 0.975866 0.811924 0.448439
```

Notice that we are able to fill the file without regard to position in the file because we are exactly filling each record as we go. This is not always the case.

To select locations at random within the file, we need the SETW statement. SETW N TØ X places a pointer in file N to the Xth word in the file without regard to file dimensions. Thus, in our file of six words per record, the ninth word is the third word on the second record. To think in terms of records and words within a record, we need a formula to determine the value of X . For the Cth word in record R where there are $W$ words per record, the value of X is $\mathrm{W} \circ(\mathrm{R}-1)+\mathrm{C}$. Now let's write a short program to find selected positions in file NUMB. See program PICK. Notice that the RESTØRE statement is not required for random access files. RESTØRE:N is equivalent to SETW N Tø 1.

```
PICK
94 REM * SELECT A NUMEER FKGM A FILE AT KANDDM
100 FILES NUMB
110 PRINT "ROW,COL";
120 INPUT R,K
130 IF R = O THEN }19
140 SETW 1 TO 6* (R-1) + K
150 READ : 1, A
160 PRINT "FQUND"; A
170 PRINT
180 GOTO 110
190 END
RUN
ROW, COL? 2,3
FOUND 0.290332
```

```
ROW,COL? 3,6
FOUND 0.847165
```

```
ROW,COL? 0,O
```

For our final example we will use a binary file to arrange the student data from our ASCII file SCØREI in order of increasing test average. We must write the necessary data into a binary file, arrange it, and then print the results. This can be done with three different programs or with a single program. We will use a single program here. See $\emptyset$ RDERAUG.

To determine the size records required, we must know the number of characters in the name strings. We find a maximum of 14 characters. We should go to at least 16 since that is the next multiple of four. In practice, to make such a file generally useful, we would probably go even higher. Allowing for 16 characters, we need four words for storage of string data, plus one word for control, plus one word for the numeric. For this problem, a file with five records containing six words per record is sufficient. We get that with CRE SCØRE2,(RAN(6,5)).

```
GRDERAVG
FILES SCOREI; SCORER
REM * WRITE DATA INTO BINAKY FILE
FOR I = 1 TO 5
        READ #1, NS,A1
        SETN 2 TO 6*(I-1) + 1
        MRITE :2,NS,Al
NEXT I
REM * NDW ARKANGE THE DATA ACCORDING TO AVERAGES
FOR I = 1 TO 4
        FORJ=I + 1 TO 5
            SETH 2 TO 6*(I-1) + 1
            AEAD :2, iNS,AI
            SETN 2 T0 6% (J-1) + 1
            READ :2, M5,B1
                    IF Al <= B1 THEN 27U
                    SET& 2 TO 6*(I-1) + 1
                    ARITE:C, HE,BI
                    SETN & TG 6* (J-1) + 1
            URITE:?, Ns,Al
        NEXT J
    NEXT I
    REII * AND NOW PRINT THE RESULITS
    PRINT " NAME","AVENAGE"
    PRINT
    FGR I = 1 TC S
        SETH 2 TC 6*(I-1) + 1
        READ :O, NS,AI
        PRINT NS,AI
    NEXT I
    END
M\triangleMF AVFNAGE
MARK UNDERWOOD 77.3333
SUSAN STALSERG 73
EDGAR ANGLEMAN 79.1667
GERTRUDE SMITH 55.6667
ALTHEA LARGE 92.3333
```


## SUMMARY

The FILES statement is used to make files accessible to a program. The files of this section are of two types: ASCII and BINARY. ASCII files are sequential and may be accessed from the keyboard or through a program. Binary files may be either sequential or random access and may be accessed only through a progiam. We may use READ \#N, WRITE \#N, SCRATCH \#N, APPEND \#N or RESTORE \#N to handle data in an ASCII file. For sequential binary files, all of the above statement types may be used by replacing the pound signs (\#) with colons (:). For random access files, we have the additional statement SETW N TØ X which sets a pointer at the Xth word of a file in preparation for the next READ or WRITE statement. A file is made random access in the CREate command.

## PROBLEMS FOR SEC. 7-6

1) Type a few inventory items with quantity and price data into an ASCII file. Write a program to print the value of each item and the total value of inventory at the terminal.
2) Write a program to print a list of an unknown number of names in an ASCII file at the terminal in alphabetic order. Use RESTORE \#N and repeated reading of the file for this purpose. Assume that there are no duplicates.
3) Consider a random access file containing five words per record and six records filled with numbers. Write a program to find the largest number in each record and the largest number in each "column."
4) You are presented with a random access file with a set of ten names in it; each name was entered first name first, followed by a space, followed by last name. Since this ordering is difficult to alphabetize, you are to replace each entry in the file rearranged so that the last name is first, followed by a comma, a space, and the first name. You know that each string is to be allocated eight words of storage.
5) (Project) Print some names into a random access file. Place a list of pointers to those names in an ASCII file so that if the pointers are read sequentially from the ASCII file and used to access the names in the random access file with the SETW statement, the names will be accessed in alphabetic order. Use the ASCII file to print the names in alphabetic order.

## CHAPTER 8

## The Quadratic Function

We define a quadratic function as a real function of the form

$$
\begin{equation*}
f(X)=A X^{2}+B X+C \tag{8-1}
\end{equation*}
$$

where $A$ does not equal 0 .

## 8-1 ZEROS

Often in mathematics we would like to find the zeros of a quadratic function. For some sets of coefficients, we may factor the expression on the right in Eq. (8-1) and set each factor equal to 0 . This would be the method to use for $f(X)=X^{2}+3 X+2$. We would find zeros as follows:

$$
X^{2}+3 X+2=0
$$

Factoring,

$$
(x+1)(x+2)=0
$$

and $\quad(X+1)=0 \quad$ or $\quad(X+2)=0$
So $\quad X=-1 \quad$ or $\quad X=-2$
and the truth set is $\{-2,-1\}$.
However, in general for nonfactorable as well as factorable quadratic expressions on the right in Eq. (8-1), we may use the quadratic formula, which may be derived by the method of completing the square. The zeros of $\mathrm{f}(\mathrm{X})=\mathrm{AX}^{2}+\mathrm{BX}+\mathrm{C}$ are

$$
\begin{aligned}
& X 1=\frac{-\bar{B}+\sqrt{B^{-}-4 A C}}{2 A} \\
& X 2=\frac{-B-\sqrt{B^{2}-4 A C}}{2 A}
\end{aligned}
$$

Since we are going to insert these equations into a program we will write

$$
\mathrm{ZZZ} \quad \mathrm{LET} \mathrm{X} 1=\left(-\mathrm{B}+\operatorname{SQR}\left(\mathrm{B}^{\circ} 2-4^{\circ} \mathrm{A}^{\circ} \mathrm{C}\right)\right) /\left(2^{\circ} \mathrm{A}\right)
$$

and

$$
\mathrm{ZZZ}+10 \quad \text { LET X2 }=\left(-\mathrm{B}-\operatorname{SQR}\left(\mathrm{B}^{\circ \circ} 2-4^{\circ} \mathrm{A}^{\circ} \mathrm{C}\right)\right) /\left(2^{\circ} \mathrm{A}\right)
$$

Now all we need is some data and some printing instructions (see QUAD1), which seems to work well enough. You will want to modify QUAD1 to account for nonreal zeros. You may want to just print a message or you may go ahead and compute the nonreal values. As the program stands though, if $B * 2-4^{\circ} A^{*} \mathrm{C}$ is negative, the computer will at best print an error message and at worst it will terminate the RUN.

## QUADI

```
5 PRINT "A B C ","X1","\times2"
10 READ A,B,C
15 IF A=0 THEN 99
20 LET XI=(-B+SQR(B+2-4*A*C))/(2*A)
30 LET X2=(-B-SQR(B+2-4*A*C))/(2*A)
40 PRINT A:B;C,X1,X2
45 60T0 10
5 0 ~ D A T A ~ 1 , 3 , 2
60 DATA 1,2,-3,2,4,-6,6,13,6,5,-7,2
7 0 ~ D A T A ~ 0 , 0 , 0
99 END
RUN
QUADI
```

| $A$ | $B$ | $C$ | $X 1$ | $\times 2$ |
| :---: | :---: | :---: | :---: | :---: |
| 1 | 3 | 2 | -1 | -2 |
| 1 | 2 | -3 | 1 | -3 |
| 2 | 4 | -6 | 1 | -3 |
| 6 | 13 | 6 | -.666667 | -1.5 |
| 5 | -7 | 2 | 1 | -4 |

done

## 8-2 AXIS OF SYMMETRY AND TURNING POINT

The graph of a quadratic function is called a parabola. In examining the graph of a quadratic function we often want to know where the axis of symmetry is and where the tuming point is. By completing the square on the right

$$
\begin{aligned}
& f(X)=A^{2}+B X+C \\
& f(X)=A\left[X^{2}+\frac{B}{A} X+\frac{B^{2}}{4 A^{2}}-\frac{B^{2}}{4 A^{2}}\right]+C \\
& f(X)=A\left[X^{2}+\frac{B}{A} X+\frac{B^{2}}{4 A^{2}}\right]-\frac{B^{2}}{4 A}+C
\end{aligned}
$$

we get

$$
f(X)=A\left[X+\frac{B}{2 A}\right]^{2}+\frac{4 A C-B^{2}}{4 A}
$$

Now, when $X=-B / 2 A, X+B / 2 A=0$. The value of $f(X)$ is minimum if $A$ is positive and maximum if $A$ is negative, and the value of $f(-B / 2 A)$ is $\left(4 \mathrm{AC}-\mathrm{B}^{2}\right) / 4 \mathrm{~A}$. Thus the coordinates of the turning point are

$$
\left(-\frac{\mathrm{B}}{2 \mathrm{~A}}, \frac{4 \mathrm{AC}-\mathrm{B}^{2}}{4 \mathrm{~A}}\right)
$$

You should know, too, that the line whose equation is $X=-B / 2 A$ is called the axis of symmetry. We should now be able to write a program to print three items of information: 1) the maximum or minimum status of the parabola, 2) the equation of the axis of symmetry, and 3) the coordinates of the turning point. Let us collect things into a flowchart (see Fig. 8-1), and write program QUAD2.


QUAD2

```
10 READ A,B,C
15 IF B=-.001 THEN 9999
20 PRINT ASE:C
25 IF A < O THEN 30
26 PRINT "A=0 THE EXPRESSION IS NOT QUADRATIC"
27 GOTO 20
28 REM DETERMINE MAX. OR MIN.
30 LET M=SGN (A)
40 IF M=1 THEN 70
5 0 ~ P R I N T ~ " M A X I M U M ~ P A R A B D L A " '
60 GOT0 80
70 PRINT "MINIMUM PARABDLA"
73 REM FIND THE AXIS OF SYMMETRY
80 LET X=-B/(2*A)
90 PRINT "AXIS OF SYMMETRY IS }X=";
9 8 ~ R E M ~ F I N D ~ T H E ~ E X T R E M E ~ V A L U E ~
100 LET Y=(4*A*C-B+2)/(4*A)
110 PRINT "THE TURNING POINT IS (";X;",'";Y;")"
115 PRINT
120 GOTO 10
150 DATA 1,3,2,1,2,-3,6,13,6
155 DATA - 3,5,11
160 DATA 4,-.001:1
9999 END
RUN
QUAD2
1 3 2
MINIMUM PARABOLA
AXIS OF SYMMETRY IS X =-1.5
THE TURNING POINT IS (-1.5, -.25,
    1 2 -3
MINIMUM PARABOLA
AXIS OF SYMMETRY IS X =-1
THE TURNING POINT IS (-1 ,-4 )
    6 13 6
MINIMUM PARABOLA
AXIS OF SYMMETRY IS X = - 1.08333
THE TURNING POINT IS (-1.08333 ,-1.04167 )
-3 5 11
MAXIMUM PARABOLA
AXIS OF SYMMETRY IS }X=.83333
THE TURNING POINT IS (.833333 , 13.0833 )
```

DONE

## 8-3 PLOTTING THE PARABOLA

One last consideration for the parabola is to plot its graph. This works well right on the terminal itself. We may use the spaces across the carriage as one axis and the paper lengthwise as the other axis. Since the line feed is automatically set on the terminal, the X-axis should run perpendicular to the carriage and the $Y$-axis should run across the page. This means that one line represents one unit on the X -axis and one space represents one unit on the Y-axis. This is rotated 90 degrees clockwise from the conventional system.

Let us start out with the simplest possible graph and see what refinements
will be required. We will first graph $Y=X^{\circ 0} 2$. We will put " "; in a loop to get the printing head to the point that we want plotted. Any printed character may be used to represent the plotted points. The range you select will depend on the width of the carriage on your terminal. Selecting the domain for X as -7 to +7 we will require a range of 0 to 49 .

When $\mathrm{X}=-7$, we want the printing head to step out 48 spaces, then print a character, and then RETURN. Now we want $X$ to go to -6 and the printing head will have to step out only 35 spaces, print a character, and RETURN. As this process is repeated, it too will be put in a loop with X going from -7 to +7 incrementing by 1 . It will be convenient to define a function here, not as a saving now, but to fit in with later plotting problems. Before writing the program PLØT1, let us draw a flowchart (see Fig. 8-2). Notice that we intend printing the spaces followed by a semicolon and the plotted points also followed by a semicolon. After the point has been plotted, we do not want the printing head to step the rest of the way across the carriage as that would be a waste of computer time for this particular plot. So line 62 is used to return the printing head to the left margin. We should observe that the procedure we are developing is not especially efficient in the first place, and so should be used sparingly.


Fig. 8-2. Flowchart to plot $Y=X^{* *} 2$.

## PLØT1

```
30 DEF FNQ(X)=X*2
60 FOR X=-7 TO 7
62 PRINT
88 REM LINE 90 HAS THE EFFECT OF NUMBERING THE SPACES
89 REM ACROSS THE PAGE O TO }7
90 FOR Y=0 T0 70
120 IF Y=FNQ(X) THEN 210
14B REM IF Y DOES NOT EOUAL FNQ(X) THEN PRINT A BLANK SPACE
150 PRINT ** **'
180 NEXT Y
210 PRINT *****
212 REM PLOT THE POINT AND GO TO NEXT X
240 NEXT X
270 END
RUN
PLOT1
```



DONE
PLØT1 was not bad for our first try. If we are going to plot other parabolas, we will have to make a provision for values of $Y$ less than 0 . So we may change line 90 to read $90 \mathrm{~F} \emptyset \mathrm{R} \mathrm{Y}=-\mathrm{MT} \mathrm{T} 70-\mathrm{M}$, where M is the number of spaces to the left of 0 , and then we can put $M$ on INPUT:

```
90 FOR Y= -M TO 70-M
5 INPUT M
4 PRINT "INPUT THE NUMBER OF SPACES DESIRED TO THE LEFT OF ZERO";
88
89
6 ~ P R I N T
RUN
PLoT2
INPUT THE NUMBER OF SPACES DESIRED TO THE LEFT OF ZERO?1O
```



```
DONE
```

We have indeed graphed $Y=X * 2$; however, the graph is not clearly defined because there are no axes to specify the coordinate system. Let us build up the coordinate system by first putting in the origin by plotting a 0 there. Immediately, we are faced with a decision. If the graph contains the origin, do we want the plotted point or the origin designation? Since the absence of the plotted point for $\mathrm{X}=0$ would indicate that it should have been plotted at the origin, let us plot the 0 at the origin as first priority. So, before anything gets done for a particular value of X , we ask if the value of Y is 0 . If it is, we next look for the point at which $X$ is also 0 . At ( 0,0 ) we print 0 . Having printed 0 , we next look to see if $F N Q(X)$ is greater than 0 . If it is, we send the printing head on across the page.
92 IF $Y<>0$ THEN 120
$94 \mathrm{IF} X \ll \quad 0$ THEN 120
95 REM IF THE COMPUTER GETS THROUGH HERE THE
96 REM PRINTING HEAD IS AT THE ORIGIN
98 PRINT "O";
100 IF FNQ $(X)>0$ THEN 180
102 REM IF FNQ $X$ I $>0$ GO FIND WHERE IT IS
103 REM DTHERWISE GET THE NEXT VALUE OF X
106 GOTO 240
RUN
PLOT3
INPUT THE NUMBER OF SPACES DESIRED TO THE LEFT OF ZERO? 6


As long as we have the X -axis located, we might just as well put it in the graph. All that is necessary is to have a PRINT instruction whenever $\mathrm{Y}=0$ but X does not.

```
94 1F X=0 THEN }9
95 PRINT "%";
96 GOTO 100
RUN
PLOT4
```

```
INPUT THE NUMBER OF SPACES DESIRED TO THE LEFT OF ZERO?9
```



Finally, we may put in a Y -axis. Let us settle for having the Y -axis along the leading side of the graph. By putting the Y-axis there, we will be able to print the scale without interfering with the graph itself. For the particular graph we have been plotting a range from 0 to 50 is reasonable.

```
8 PRINT " ";
10 FOR X=0 TO 50 STEP 10
12 PRINT " ";
14 NEXT X
15 PRINT
16 FOR X=1 TO 70
18 IF }X/10=INT(X/10) THEN 2
20 PRINT "'.";
22 GOTO 26
24 PRINT "'"';
26 NEXT X
RUN
PLOTS
```

INPUT THE NUMBER OF SPACES DESIRED TO THE LEFT GF ZERO?G


At this point, the program is scattered all over the place and some of the line numbers are very close together. So we renumber beginning with line 10 and print the entire program in PLØT5.

```
PLOTS
10 PRINT "INPUT THE NUMBER BF SPACES DESIRED TO THE LEFT DF
    ZERD";
20 INPUT M
30 PRINT
40 PRINT " "';
50 FOR X=0 TO 50 STEP 10
60 PRINT " "';X;
70 NEXT X
8 0 ~ P R I N I T
90 FOR X=1 T0 70
100 IF X/10=INT(X/10) THEN 130
110 PRINT "-";
120 GOTO I40
130 PRINT "'*';
140 NEXT X
150 DEF FNQ(X)=X+2
160 FOR X== 7 T0 7
170 PRINT
180 FOR Y=-M TO 70-M
190 IF Y < O THEN 280
200 IF }X=0\mathrm{ THEN 230
210 PRINT "'";
220 G0TO 240
230 PRINT "0'*;
240 IF FNN(X)>0 THEN 310
250 REM IF FNQ(X) > O GO FIND WHERE IT IS
260 REM DTHERWISE GET THE NEXT VALUE OF }
270 G0T0 340
280 IF Y=FNQ(X) THEN 320
290 REM IF Y DOES NOT EQUAL FNQ(X) THEN PRINT A BLANK SPACE
300 PRINT " "%
310 NEXT Y
320 PRINT "*";
330 REM PLOT THE POINT AND GO TO NEXT }
340 NEXT X
350 END
```

There are still several considerations regarding this program for plotting. For instance, as the program is written, it will not plot the X -axis if the Y value is less than 0 . The scale is fixed. There is provision for only one function to be plotted. Also, consider what happens if the value of Y is not an integer. All of these comments suggest areas in which the program could be improved. Let us insert a different function and call for one last RUN of PLøT5.

```
150 DEF FNQ(X)=(X-2):2+3
160 FUR }X=-5 T0 8,
RUN
PLOTS
```

```
INPUT THE NUMBER UF SPACES DESIRED TO THE LEFT OF ZERO?g
```



## SUMMARY FOR CHAP. 8

There are several things that can be done with the quadratic function on a computer: 1) we can calculate the zeros; 2) we can find the various constants that specify the appearance of the graph; 3) and we can even use the terminal itself to plot a graph of the function. Of course the graphing program may be used to plot other functions as well.

## PROBLEMS FOR CHAP. 8

1) Write a program that finds the results of QUADI, but prints rational zeros as fractions reduced to lowest terms.
2) Modify QUADI to compute nonreal zeros.
3) The Y-coordinate of the turning point of a parabola may also be found by evaluating $\mathrm{f}\left(-\mathrm{B} /\left(2^{\circ} \mathrm{A}\right)\right)$. Rewrite QUAD2 by defining a function.
4) For sets of coefficients in data lines, have the computer print coordinate pairs ( $\mathrm{X}, \mathrm{Y}$ ) for a reasonable range.
5) Modify PLØT5 to permit the X-axis to be printed for Y-coordinates less than 0 . Also provide for the point to be plotted where the graph crosses the X -axis.

## CHAPTER 9

## Trigonometry

## 9-1 INTRODUCTION TO $\operatorname{SIN}(X), C \not \subset S(X)$, AND TAN(X)

We choose to define the circular functions in terms of a point ( $\mathrm{X}, \mathrm{Y}$ ) plotted in a rectangular coordinate system. Consider the point ( $\mathrm{X}, \mathrm{Y}$ ). It is at a distance $R$ from the origin. We may find $R$ from $X$ and $Y$ by using the Pythagorean theorem:

$$
\mathrm{R}=\sqrt{\mathrm{X}^{2}+\mathrm{Y}^{2}}
$$

It is conventional to use Greek letters for angles. However, since computer terminals do not provide them, we may use any letters we wish, Let us use G to measure the angle whose initial side is the non-negative portion of the X -axis and whose terminal side is the ray that has its endpoint at the origin and contains the point (X, Y). See Fig. 9-1.

From Fig. $9-1$ we define three circular functions as follows:

$$
\begin{aligned}
\cos G & =X / R \\
\sin G & =Y / R \\
\tan G & =Y / X
\end{aligned}
$$

where cos stands for cosine, sin stands for sine, and tan stands for tangent.
In BASIC it is required that the angles be measured in radians. I radian may be defined as the central angle subtended by an arc length of R on the circumference of a circle of radius $R$. Since the circumference of a circle of radius R is $2 \pi \mathrm{R}$, we see that

$$
\begin{aligned}
2 \pi \text { radians } & =360 \text { degrees } \\
\pi \text { radians } & =180 \text { degrees } \\
1 \text { radian } & =180 / \pi \text { degrees } \\
\pi / 180 \text { radians } & =1 \text { degree }
\end{aligned}
$$



Although some time-share systems provide the special computer functions $\operatorname{RAD}(\mathrm{X})$ and $\operatorname{DEG}(\mathrm{X})$ to convert from degrees to radians and from radians to degrees, respectively, you should be prepared to make the required conversions.

The usually available computer trigonometric functions are $\operatorname{SIN}(\mathrm{X})$, $\mathrm{C} \varnothing \mathrm{S}(\mathrm{X})$, and $\mathrm{TAN}(\mathrm{X})$. They are used in much the same way that all other computer functions are used. Just be sure that the argument of the function is in radians.

In mathematics, it is customary to define three additional circular functions as follows:

$$
\begin{array}{lll}
\sec G=R / X & \text { or } & \sec G=1 / \cos G \\
\csc G=R / Y & \text { or } & \csc G=1 / \sin G \\
\cot G=X / Y & \text { or } & \cot G=1 / \tan G
\end{array}
$$

where sec stands for secant, csc stands for cosecant, and cot stands for cotangent. Some computers provide these three functions in addition to the earlier three, but we may always use the appropriate reciprocal. As always, should an expression become too cumbersome, we have the option of defining a program function using DEF.

Let us get the computer to print a small table of values of $\sin , \cos$, and tan for 0 to 80 degrees in intervals of 10 degrees. We stop short of 90 degrees to avoid having an undefined value for the tangent of 90 degrees. To write program TRIG1, we will have to convert degrees to radians, so we multiply by $\pi / 180$.

## 9-2 RIGHT TRIANGLES AND ARCTANGENT

Taking the graph of Fig. $9-1$ and dropping the perpendicular from ( $\mathrm{X}, \mathrm{Y}$ ) in the first quadrant to the X -axis we get Fig. 9-2. We have formed a right triangle in which the length of the hypotenuse is $R$, the length of the base is X , and the length of the altitude is Y. Redrawing the triangle without the coordinate system, we get triangle ABC with the trigonometric ratios as in Fig. 9-3.

TRI G1
5 PRINT "SINE","COSINE"," "IANGENT", "RADI ANS","DEGREES"
9 REM WE COMPUTE A CONVERSIDN CONSTANT
10 LET C=3.14159/180
20 FOR G=0 TO 80 STEP 10
30 PRINT SIN(G*C), COS( $G * C)$, TAN $(G * C), G * C, G$
40 NEXT G
50 END
RUN
TRI G1

| SINE | COSINE | TANGENT | RADIANS | DEGREES |
| :--- | :--- | :--- | :--- | :--- |
| 0 | 1. | 0 | 0 | 0 |
| .173648 | .984808 | .176327 | .174533 | 10 |
| .34202 | .939692 | .36397 | .349066 | 20 |
| .5 | .866025 | .57735 | .523599 | 30 |
| .642788 | .766044 | .8391 | .698132 | 40 |
| .766044 | .642788 | 1.19175 | .872665 | 50 |
| .866025 | .5 | 1.73205 | 1.0472 | 60 |
| .939692 | .34202 | 2.74748 | 1.22173 | 70 |
| .984808 | .173648 | 5.67129 | 1.39626 | 80 |

DONE


Fig. 9-2


$$
\begin{aligned}
& \cos \angle A=b / c \\
& \sin \angle A=a / c \\
& \tan \angle A=a / b
\end{aligned}
$$

Fig. 9-3


We also know from geometry that $\angle \mathrm{A}$ and $\angle \mathrm{B}$ are complements, i.e., their sum is 90 degrees or $\pi / 2$ radians.

Let us solve a problem: George has a $36-\mathrm{ft}$ ladder which he is going to use to paint his father's house. He believes that the angle formed by the ladder and the side of the house should be not less than 14 degrees and not more than 15 degrees. He needs to know how far out from the house to place the foot of the ladder. See Fig. 9-4.

We may use either $\operatorname{SIN}(G)=B / L$ or $C \emptyset S(90-G)=B / L$. Let us choose the $\sin$ function and solve for $B$ :

$$
\mathrm{B}=\mathrm{L} * \operatorname{SIN}(\mathrm{G})
$$

We will have to convert degrees to radians. This is the purpose of line 10 in program LADER.

```
LADER
10 LET C=3.14159/180
20 LET L=36
30 PRINT "36* LADDER BASE MUST BE OUT FROM THE HOUSE IN FEET"
4O PRINT "NOT LESS THAN","NOT MORE THAN""
5 0 ~ P R I N T ~ L * S I N ( C * 1 4 ) : L * S I N ( C * 1 5 ) ~
60 END
RUN
LADER
36. LADDER BASE MUST BE OUT FROM THE HOUSE IN FEET
NOT LESS THAN NOT MORE THAN
    8.70918 9.31748
DONE
```

We really do not need more than hundredths, so let us round off. Also, since George may want to change the length of the ladder to reach different heights, let the ladder length go from 36 ft to 20 ft . See LADER1.

LADER1

```
10 LET C= 3.14159/180
40 PRINT "NOT LESS THAN","NOT MORE THAN", "LADDER L.ENGTH"'
4 5 ~ F O R ~ L = 3 6 ~ T O ~ 2 0 ~ S T E P ~ - 2 ~
50 PRINT INT(L*SIN(C*14)*100*.5)/100*INT(L*SIN(C*15)*100+.5)/100,
51 PRINT L
5 5 ~ N E X T ~ L ~
60 END
RUN
LADERI
LADDER BASE MUST BE OUT FROM THE HOUSE IN FEET
NGT LESS THAN NOT MORE THAN LADDER LENGTH
    8.71 9.32 36
    8.23 8.8 34
    7.74 8.28 32
    7.26 7.76 30
    6.77 7.25 28
    6.29 6.73 26
    5.81 6.21 24
    5.32 5.69 22
    4.84 5.18 20
```

    DONE
    
## $\operatorname{ATN}(X)$

Suppose we know the lengths of the sides of a right triangle and we need to know the angles. If we are using printed tables in a book, we may look up the angle whose $\sin , \cos$, or $\tan$ is known. Not so with the computer. An additional computer function is required for this. $\operatorname{ATN}(X)$ is the function usually available, though some systems will provide others as well. ATN(X) computes the angle whose tangent is X . If

$$
\operatorname{TAN}(\mathrm{G})=\mathrm{X}
$$

then
$\operatorname{ATN}(\mathrm{X})=\mathrm{G}$
where ATN stands for arctangent and C is in radians.


Suppose we lean a 36 -ft ladder against a building with the base 8 ft out and we would like to know the angle formed by the ground and the ladder, as in Fig. 9-5. We can say

$$
\operatorname{TAN}(\mathrm{G})=\mathrm{H} / 8
$$

which means

$$
\begin{aligned}
& \operatorname{ATN}(\mathrm{H} / 8)=\mathrm{G} \\
& \mathrm{H}=\mathrm{SQR}(36 \div 2-8 \div 2)
\end{aligned}
$$

Therefore, G may be found in radians by

$$
\mathrm{G}=\operatorname{ATN}\left(\operatorname{SQR}\left(36^{\circ \circ} 2-8^{\circ \circ} 2\right) / 8\right)
$$

and the angle in degrees may be found by

$$
\text { LET } G=G^{\circ} 180 / \pi
$$

See LADER2.

```
LADER2
10 LET G=ATN(SQR(7692-8+2)/8)
l5 PRINT G;"RADIANS"
20 LET G=G*180/3.14159
30 PRINT G;"DEGREES"
40 END
RUN
LADER2
    1.3467 RADIANS
    77.1605 DEGREES
DONE
```


## SUMMARY

We now may apply the computer to the trigonometry of the right triangle using $\operatorname{SIN}(X), C \emptyset S(X)$, and TAN (X) to find sides when angles are known and using $\operatorname{ATN}(\mathrm{X})$ when we wish to compute angles. We must always be aware of the need to use radians for the argument of the computer trigonometric functions.

## PROBLEMS FOR SEC. 9-2

1) Modify LADER2 to give the angle in degrees and minutes.
2) Modify LADER2 to give the angle in degrees, minutes, and seconds.
3) Rewrite LADER2 so that the number of radians is given in terms of $\pi$.
4) If the sides of a triangle are 10,10 , and 4 , find the angles of the triangle to the nearest minute.
5) Find the angles of a 3, 4, 5 right triangle to the nearest minute.
6) Find the angles of a $5,12,13$ right triangle to the nearest minute.
7) A right triangle has one angle $42^{\circ} 25^{\prime}$ and the side opposite that angle has a length of $10.0^{\prime \prime}$. Find the other sides of the triangle.
8) Standing 1000 ft from the base of a lighthouse on level ground, the angle of elevation is $7^{\circ} 30^{\prime}$. Find the height of the lighthouse.

## 9-3 LAW OF SINES AND LAW OF COSINES

## Law of Sines

By drawing a triangle successively with each of its vertices at the origin of a rectangular coordinate system, we may compute its area in three ways. Referring to Fig. 9-6, the area is found by

$$
\begin{equation*}
\text { Area }=1 / 2 \mathrm{~b}(\mathrm{H} 1) \quad \text { or } \quad 1 / 2 \mathrm{a}(\mathrm{H} 2) \quad \text { or } \quad 1 / 2 \mathrm{c}(\mathrm{H} 3) \tag{9-1}
\end{equation*}
$$

We should see that

$$
\begin{aligned}
& \sin \mathrm{Cl}=\mathrm{H} 1 / \mathrm{a} \\
& \sin \mathrm{~B} 1=\mathrm{H} 2 / \mathrm{c} \\
& \sin \mathrm{Al}=\mathrm{H} 3 / \mathrm{b}
\end{aligned}
$$

Solving for the heights we get

$$
\begin{aligned}
\mathrm{H} 1 & =\mathrm{a} \sin \mathrm{Cl} \\
\mathrm{H} 2 & =\mathrm{c} \sin \mathrm{Bl} \\
\mathrm{H} 3 & =\mathrm{b} \sin \mathrm{Al}
\end{aligned}
$$

Substituting in Eq. (9-1) we get

$$
\begin{equation*}
\text { Area }=1 / 2 \mathrm{~b}(\mathrm{a} \sin \mathrm{Cl}) \quad \text { or } \quad 1 / 2 \mathrm{a}(\mathrm{c} \sin \mathrm{Bl}) \quad \text { or } \quad 1 / 2 \mathrm{c}(\mathrm{~b} \sin \mathrm{Al}) \tag{9-2}
\end{equation*}
$$

Therefore we may find the area of any triangle by taking one half the product of two sides and the sine of the included angle.

Since the area of a triangle is unique, we may set the three expressions for area in Eq. (9-2) equal to get

$$
\frac{1}{2} \mathrm{ba} \sin \mathrm{Cl}=1 / 2 \mathrm{ac} \sin \mathrm{~B} 1=1 / 2 \mathrm{cb} \sin \mathrm{Al}
$$

By clearing of fractions and dividing through by abc, we get

$$
\begin{equation*}
\frac{\sin C 1}{c}=\frac{\sin B 1}{b}=\frac{\sin A 1}{a} \tag{9-3}
\end{equation*}
$$

Equation (9-3) is called the Law of Sines. It enables us to find all parts of a triangle if we are given any two sides and the angle opposite one of them, or if we are given any two angles and any one side (provided, of course, the triangle exists).

Let us write a program to find the remaining parts of a triangle $A B C$ given A1, B1, and a. Since the sum of the measures of the angles of a triangle is i $80 \hat{\text { degrees, we first get }}$

$$
\begin{equation*}
\mathrm{C} 1=180^{\circ}-(\mathrm{Al}+\mathrm{B} 1) \tag{9-4}
\end{equation*}
$$



Fig. 9-6
The Law of Sines gives us

$$
\frac{\sin A 1}{a}=\frac{\sin B 1}{b}
$$

Solving for b gives

$$
\begin{equation*}
\mathrm{b}=\frac{\mathrm{a} \sin \mathrm{~B} 1}{\sin \mathrm{Al}} \tag{9.5}
\end{equation*}
$$

Similarly we get

$$
\begin{equation*}
\mathrm{c}=\frac{\mathrm{b} \sin \mathrm{Cl}}{\sin \mathrm{Bl}} \tag{9-6}
\end{equation*}
$$

And finally, the area may be found by

$$
\begin{equation*}
\text { Area }=1 / 2 \mathrm{ab} \sin \mathrm{Cl} \tag{9-7}
\end{equation*}
$$

All we have to do is put all that into a program. We may do that almost directly from Eqs. (9-4)-(9-7). These four equations appear in order in lines $60,70,80$, and 90 of program LAWSIN.

In writing the program, we have done only slightly more work than we would do preparing to do the calculation by hand. However, we are letting the computer take the drudgery out of the actual calculation. We also have the program available to do large numbers of calculations at a later date with virtually no additional effort required. However, we continue to be totally responsible for the mathematics required.

If we reflect for a moment upon the congruence of triangles, the various congruence conditions come to mind. They are side-angle-side, angle-side-angle, side-side-side, and angle-angle-corresponding side. There are special cases for right triangles. We should see then, that if any of these four sets of measures is known, we should be able to find the remaining three parts uniquely. And so we can. We have just used LAWSIN for two angles and a nonincluded side. We should be able to handle two angles and the included side with only slight modifications of LAWSIN. However, you should see that we cannot handle side-side-side or side-angle-side with the Law of Sines. For these we need the Law of Cosines.

```
LAWSIN
    KEM WE COMPUTE THE COVVERSIOV FACTOR
    LET K=3.14159/180
    REM DEFINE TRIG FINCTION FG:` dEgREES
    DEF FNT(G)=SIN(G*K)
    REM DEFINE A ROUNDING FHIVCTION
    DEF FNR(X)=INT(X*100+.5)/100
    REM' AI AND BI ARE ANGLES AND A IS A SIDE
    READ AI,BI,A
    IF AI=0 THEN 999
    REM FIND THE THIKD ANGLE
    LET C1=180-(A1+B1)
    REM }70\mathrm{ AND 80 COMPUTE THE BTHER TWQ SIDES
    LET B=A*FNT(B1)/FNT(AI)
    LET C=B*FNT(C1)/FNT(B1)
    KEM COMPUTE AREA
    LET A2=.5*A*B*FNT(C1)
    REM NOW PRINT THE RESULIS
        PRINT " "," A"," B"," C"
        PRINT "THE ANGLES ARE",A1,B1,C1
        PRINT "THE SIDES ARE",FNR(A),FNR(B),FNR(C)
        PRINT "AND THE AYEA IS ";FNR(AZ)
        PRINT
        goto 40
        DATA 24,51,10
        DATA 30,60,15
        DATA 45,45,20
530 DATA 0,0:0
999 END
RUN
LAWSIN
```

|  |  | A | 8 | C |
| :---: | :---: | :---: | :---: | :---: |
| THE | ANGLES ARE | 24 | 51 | 105 |
| THE | SIDES ARE | 10 | 19.11 | 23.75 |
| AND | THE AREA IS | 92.28 |  |  |
|  |  | A | B | C |
| THE | ANGLES ARE | 30 | 60 | 90 |
| THE | SIDES ARE | 15 | 25.98 | 30 |
| AND | THE AREA IS | 194.86 |  |  |
|  |  | A | B | C |
| THE | ANGLES ARE | 45 | 45 | 90 |
| THE | SIDES ARE | 20 | 20 | 28.28 |
| AVD | THE AREA IS | 200 |  |  |

DONE

## Law of Cosines

For any triangle A1B1C1 we may place a vertex at the origin of a rectangular coordinate system and designate the vertices as shown in Fig. 9-7.

Using ine Fy inaguran ineoren, we may cumpuie $a^{2}$ by

$$
a^{2}=(c \cos A l-b)^{2}+(c \sin A l)^{2}
$$

Simplifying the right side we get

$$
a^{2}=c^{2} \cos ^{2} A 1-2 b c \cos A 1+b^{2}+c^{2} \sin ^{2} A l
$$



Fig. 9-7

Rearranging terms

$$
a^{2}=b^{2}+c^{2}\left(\cos ^{2} A 1+\sin ^{2} A 1\right)-2 b c \cos A 1
$$

Since $\cos ^{2} \mathrm{Al}+\sin ^{2} \mathrm{Al}=1$, we finally get

$$
\begin{equation*}
a^{2}=b^{2}+c^{2}-2 b c \cos A 1 \tag{9-8}
\end{equation*}
$$

Equation (9-8) is the statement of the Law of Cosines solved for vertex A1 at the origin. Placing B1 at the origin we would get

$$
\begin{equation*}
b^{2}=a^{2}+c^{2}-2 a c \cos B 1 \tag{9-9}
\end{equation*}
$$

and placing Cl at the origin would produce

$$
\begin{equation*}
\mathrm{c}^{2}=\mathrm{a}^{2}+\mathrm{b}^{2}-2 \mathrm{ab} \cos \mathrm{Cl} \tag{9-10}
\end{equation*}
$$

In the form of Eqs. (9-8)-(9-10) the Law of Cosines is appropriate for handling problems in which two sides and the included angle are given. Once you obtain the third side by taking the square root of the right side of the equation, you may use the Law of Sines to obtain a second angle, or you may proceed as for the side-side-side congruence.

If we solve Eq. (9-8) for cos A1, we get

$$
\begin{equation*}
\cos \mathrm{Al}=\frac{\mathrm{b}^{2}+\mathrm{c}^{2}-\mathrm{a}^{2}}{2 \mathrm{bc}} \tag{9-11}
\end{equation*}
$$

So, if we are faced with a side-side-side congruence, we may easily find the value of $\cos \mathrm{Al}$. Now our only problem is to get the value of Al from the value of $\cos$ Al. This will require the $\operatorname{ATN}(\mathrm{X})$ function. We should know that

$$
\tan \mathrm{Al}=\frac{\sin \mathrm{Al}}{\cos \mathrm{Al}}
$$

and for Al between 0 and 180 degrees, sin A1 is always positive. Thus,

$$
\begin{equation*}
\sin A 1=\sqrt{1-\cos ^{2} A 1} \tag{9-12}
\end{equation*}
$$

Thus

$$
\tan \mathrm{A} 1=\frac{\sqrt{1-\cos ^{2} \mathrm{Al}}}{\cos \mathrm{Al}}
$$

And so,

$$
\begin{equation*}
\mathrm{Al}=\mathrm{ATN}\left(\frac{\sqrt{1-\cos ^{2} \mathrm{AI}}}{\cos \mathrm{Al}}\right) \tag{9-13}
\end{equation*}
$$

Now, we will be able to translate Eqs. (9-11)-(9-13) into BASIC program statements. From Eq. (9-11) we get

$$
\operatorname{LETT}=\left(\mathrm{B}^{\circ} 2+\mathrm{C}^{\circ} 2-\mathrm{A}^{\circ} 2\right) /\left(2^{\circ} \mathrm{B}^{\circ} \mathrm{C}\right)
$$

and from Eq. (9-12) we get

$$
\operatorname{LET~T} 1=\operatorname{SQR}\left(1-\mathrm{T}^{\circ} \circ 2\right)
$$

and finally from Eq. (9-13),

## LET Al $=\mathrm{ATN}(\mathrm{T} 1 / \mathrm{T})$

These three statements constitute the heart of our program LAWCØS which reads three sides from data and prints all six parts of the triangle. See especially lines 50,60 , and 70 .

We could have done the work of lines 90 through 120 by shuffling the data around and using lines 50 through 80 as a subroutine.

## SUMMARY

This section has been devoted to solving triangles which may be uniquely determined. We have developed the Law of Sines into a program to solve the case of two angles and a nonincluded side and indicated that, with a few changes, the angle-side-angle case is solvable by the Law of Sines also.

The Law of Cosines has been used to find the angles of a triangle whose sides are known. It has been indicated that the case of side-angle-side is appropriate for the Law of Cosines also. This covers the uniquely determined cases except hypotenuse-leg. There remains the ambiguous case. If two sides and a nonincluded angle are given, there may be two, one, or no triangles possible. If solvable, such triangles are solvable by the Law of Sines. This is left to the student in the exercises.

PROBLEMS FOR SEC. 9-3

1) Write a program to solve the angle-side-angle case.
2). Write a program to handle given two angles and a nonincluded side, and two angles and the included side. Use an item of data to determine which kind of data is provided.
2) Modify Līñ the data as discussed in text.
3) Write a program to solve the side-angle-side case.
4) Write a program to handle given three sides, and two sides and the included angle. Use an item of data to designate which set of data is provided.

## LAWCOS

```
10 DEF FNR(X)=INT(X*100+.5)/100
15 PRINT "" ",* A"," B"," C*
20 READ A,B,C
30 IF A=O THEN 999
40 PRINT "THE SIDES ARE*"A,B,C
48 REM T IS REALLY COS(AI)
50 LET T=(B+2+C*2-A*2)/(2*B*C)
58 REM TI 15 REALLY SIN(A1)
60 LET TI=SQR(1-T12)
68 REM AI IS THE ANGE INCLUDED BY SIDES B AND C
70 LET AI=ATN(TI/T)
78 REM CONVERT RADIANS TO DEGREES
80 LET AI=AI* 180/3.14159
88 REM WE NOW REPEAT THE PROCESS TO FIND ANQE BI
90 LET T=(A+2+C+2-B+2)/(2*A*C)
100 LET TI=SQR(1-T+2)
110 LET B1=ATN(TI/T)
120 LET B1=B1*180/3.14159
130 PRINT "THE ANGLES ARE*,FNR(A1), FNR(B1),180-(FNR(A1)+FNR(B1))
140 PRINT
150 COTA 20
500 DATA 3,4,5,300,400,500
510 DATA 1.73205,1,2
520 DATA 2,2,3
530 DATA 0,0,0
999 END
RUN
LAWCOS
```

|  | A | B | C |
| :--- | :--- | :--- | :--- |
| THE SIDES ARE | 3 | 4 | 5 |
| THE ANGES ARE | 36.87 | 53.13 | 90 |
| THE SIDES ARE | 300 |  |  |
| THE ANGES ARE | 36.87 | 500 | 500 |
|  |  |  | 90 |
| THE SIDES ARE | 1.73205 | 1 | 2 |
| THE ANGLES ARE | 60 | 30 | 90 |
| THE SIDES ARE | 2 | 2 | 3 |
| THE ANGLES ARE | 41.41 | 41.41 | 97.18 |

DONE
$\checkmark$ 6) Write a program to solve the ambiguous case. Be sure to provide for no triangles, one triangle, or two triangles.
$\checkmark$ 7) Rewrite problem 3) to handle degrees, minutes, and seconds.
$\sqrt{ }$ 8) Rewrite problem 4) to handle degrees, minutes, and seconds.
9) Project: Write a single program to process data in four uniquely determined cases. You might include the HL case.

## 9-4 POLAR COORDINATES

Every point in a rectangular coordinate system may be named by a unique pair of real numbers. The pair is usually designated ( $\mathrm{X}, \mathrm{Y}$ ). If we plot a point ( $\mathrm{X}, \mathrm{Y}$ ), we find that we may determine another ordered pair of numbers, one of which is the distance from the origin and the other is an angle measured from the positive portion of the X -axis to the ray with endpoint at the origin
and containing point ( $X, Y$ ). If we call the distance $R$ and the measure of the angle G, we may designate a new ordered pair (R, G). Refer to Fig. 9-1.

Ordered pairs of this kind are called polar coordinates. The ray consisting of the origin and the positive portion of the X -axis is called the polar axis and the origin is called the pole. Our new coordinate system appears in Fig. 9-8. Such a coordinate system is particularly adapted to plotting periodic functions with finite upper and lower bounds.


Note that there is no one-to-one correspondence between ordered pairs and plotted points for the polar coordinate system. How do we designate the origin? $\left(0,0^{\circ}\right)$ ? How about calling it $\left(0,10^{\circ}\right)$ or ( $\left.0,-25^{\circ}\right)$ ? Also note that ( $1,45^{\circ}$ ) and ( $1,405^{\circ}$ ) name the same point. Any particular ordered pair does name a unique point, but every point may be named by an unlimited number of ordered number pairs in this polar coordinate system.

Looking at the polar equation $R=\cos G$ suggests that for some values of $G$ we would like to allow $R$ to take on negative values. So we extend the definition of $R$ to permit this. The absolute value of $R$ is the distance of the point from the pole and we define ( $-\mathrm{R}, \mathrm{G}$ ) and ( $\mathrm{R}, \mathrm{G}+180^{\circ}$ ) to name the same point.

Some polar equations are relatively easy to convert to rectangular form. For instance,

$$
R=2 \cos G
$$

is equivalent to

$$
\sqrt{\mathrm{X}^{2}+\mathrm{Y}^{2}}=\frac{2 \mathrm{X}}{\sqrt{\mathrm{X}^{2}+\mathrm{Y}^{2}}}
$$

which is equivalent to

$$
X^{2}+Y^{2}-2 X=0
$$

which turns out to be a circle with radius 1 and center at the point ( 1,0 ). However, other polar equations are not so easily identifiable when converted and so are more appropriate to plot on a polar coordinate system. Consider,

$$
\begin{align*}
& \mathrm{R}=1-2 \cos \mathrm{G}  \tag{9-14}\\
& \mathrm{R}=2+\sin 2 \mathrm{G}  \tag{9-15}\\
& \mathrm{R}=1+2 \cos \mathrm{G}-3 \sin ^{2} \mathrm{G} \tag{9-16}
\end{align*}
$$

No matter how you approach plotting any of these, you run into a tremendous amount of calculating.

We can easily get the coordinates of the points to plot for all three of these in the same computer program.

In program $P \emptyset L A R$ we have simply defined a function for each of the Eqs. (9-14), (9-15), and (9-16), and put the value of the angle G in a loop to get values every 15 degrees. We are not obligated to define functions, but with converting to radians and rounding off to hundredths this seems a reasonable approach. Now if we want different functions we only need change the printing in line 10 and redefine the new functions in lines 30,40 , and 50 . Of course the actual plotting is left to the student to do on polar coordinate paper.


DONE

## SUMMARY

The computer is an invaluable aid to obtaining values of ordered pairs of polar coordinates for polar equations.

## PROBLEMS FOR SEC. 9-4

1) Obtain polar coordinates for plotting any of the following polar equations. 'It would be instructive to plot the graph as well.)
(a)

$$
\mathrm{R}=\cos 2 \mathrm{G}
$$

(b)

$$
\mathrm{R}=\cos 3 \mathrm{G}
$$

(c) $\quad \mathrm{R}=\cos 4 \mathrm{G}$
(d) $\quad R=\sin 2 G$
(e) $\quad \mathrm{R}=\sin 3 \mathrm{G}$
(f) $\quad R \cos G=1$
(g) $\quad \mathrm{R}=\mathrm{I}+\mathrm{R} \cos \mathrm{G}$
(h) $\quad R=\sin G+\cos G$
2) Write a program to convert from polar coordinates to rectangular coordinates for any of the polar equations in problem 1).
$\checkmark$ 3) Write a program to store rectangular coordinates in an array for any of the polar equations in problem 1) except ( $f$ ) and (g) and then rearrange the ordered pairs in order of increasing values of X . Print the resulting set of ordered pairs. Plot the graph on rectangular coordinate paper and compare it with the plot obtained in problem 1).

## CHAPTER 10

## Complex Numbers

## 10-1 FUNDAMENTAL OPERATIONS

In the development of mathematics we find that we cannot solve the equation

$$
X^{2}+1=0
$$

if we are limited to real numbers. We want to say

$$
X=\sqrt{-1} \quad \text { or } \quad X=-\sqrt{-1}
$$

However, such numbers are not allowed in the real number system. So we define a new number i such that

$$
i^{2}=-1 \quad \text { or } \quad i=\sqrt{-1}
$$

Then, if we should try to solve $X^{2}+2 X+2=0$ using the quadratic formula, we get

$$
X=\frac{-2 \pm \sqrt{4-8}}{2} \quad \text { or } \quad X=\frac{-2 \pm \sqrt{-4}}{2}
$$

and we decide to call $\sqrt{-4}$ the same number as $\mathrm{i} \sqrt{4}$ which is 2 i . So now

$$
\text { or } \begin{aligned}
\mathrm{X} & =\frac{-2 \pm 2 \mathrm{i}}{2} \\
\mathrm{X} & =-1+\mathrm{i} \\
& =-1-\mathrm{i}
\end{aligned}
$$

These two numbers are representative of complex numbers in rectangular form. In general, rectangular form is written as $a+b i$, where $a$ and $b$ are real numbers. Another number could be written $c+$ di. Of course, the computer cannot handle $a+b i$ because it is limited to real numbers. But we can deal with the two real numbers a and $b$. This means that we will be working with complex numbers in ordered pair form or ( $\mathrm{a}, \mathrm{b}$ ) form. Since the computer terminal is limited to capital letters, we use ( $\mathrm{A}, \mathrm{B}$ ).

For two complex numbers (A, B) and (C, D) we define equality:

$$
(\mathrm{A}, \mathrm{~B})=(\mathrm{C}, \mathrm{D})
$$

if and only if

$$
\begin{equation*}
\mathrm{A}=\mathrm{C} \quad \text { and } \quad \mathrm{B}=\mathrm{D} \tag{10-1}
\end{equation*}
$$

Their sum is found by

$$
\begin{equation*}
(A, B)+(C, D)=(A+C, B+D) \tag{10-2}
\end{equation*}
$$

and their product is found by

$$
\begin{equation*}
(A, B)^{\circ}(C, D)=(A C-B D, A D+B C) \tag{10-3}
\end{equation*}
$$

Equations (10-1), (10-2), and (10-3) are relatively straightforward considerations for a computer program. We can test a pair of real numbers for equality with another pair or we can perform the addition of Eq. (10-2) or the multiplication of Eq. (10-3). As an example, let us write a short program to add two complex numbers on INPUT. See ADDA, B.

```
ADDA,B
10 PRINT "THIS PROGRAM ADDS TWO COMPLEX NUMBERS IN A, B FORM"
20 PRINT
30 PRINT " FIRST NUMEER";
40 INPUT A&B
50 IF A=999 THEN 999
60 PRINT " SECOND NUMBER";
70 INPUT C,D
80 PKINT "THE SUM IS (";A+C;",";B+D;")"
90 GOTO 20
9 9 9 ~ E N D
RUN
ADDA,B
THIS PROGRAM ADDS TWO COMPLEX NUMBERS IN A,B FGRM
    FIRST NUMBER?1,4
    SECOND NUMBER?O,O
THE SUM IS (1, 4, 
    FIRST NUMBER?1.5
    SECOND NUMBER?3,8
THE SUM IS (4, 13,
    FIRST NUMBER?-467.902
SECOND NUMBEK?56,-1234
THE SUM IS (-411, -332 )
    FIRST NUMBER?999,1
ngAg
```

Subtraction and multiplication are also relatively straightforward. Now consider division:

$$
\begin{equation*}
(\mathrm{A}, \mathrm{~B}) /(\mathrm{C}, \mathrm{D})=(\mathrm{X}, \mathrm{Y}) \tag{10-4}
\end{equation*}
$$

Equation (10-4) may be defined in terms of multiplication:

$$
\begin{aligned}
& (\mathrm{A}, \mathrm{~B})=(\mathrm{X}, \mathrm{Y})^{\circ}(\mathrm{C}, \mathrm{D}) \\
& (\mathrm{A}, \mathrm{~B})=(\mathrm{XC}-\mathrm{YD}, \mathrm{XD}+\mathrm{YC})
\end{aligned}
$$

By the definiton of equality for complex numbers,

$$
A=X C-Y D \quad \text { and } \quad B=X D+Y C
$$

Solving for X and Y we get

$$
X=\frac{A C+B D}{C^{2}+D^{2}} \quad \text { and } \quad Y=\frac{B C-A D}{C^{2}+D^{2}}
$$

This is a little more complicated than the other operations, but still manageable.

## SUMMARY

The computer may be programmed to work with complex numbers, if we represent them as ordered pairs of real numbers. The four fundamental operations of addition, subtraction, multiplication, and division may all be done by formula.

## PROBLEMS FOR SEC. 10-1

1) Write a program to give the sum, difference, product, and quotient for pairs of complex numbers assigned as data.
2) Write a program to compute and print the complex roots of quadratic equations.
3) Write a program to test the commutative properties of both addition and multiplication for five pairs of complex numbers.
4) Demonstrate that subtraction and division are not commutative.
5) Write a program to generate random complex numbers. Then test the associative property for both addition and multiplication.
$\checkmark$ 6) Find the reciprocal of complex numbers assigned as data.
6) Whenever we talk about ordered pairs of real numbers, the rectangular coordinate system should come to mind. Think of (A, B) as a plotted point on a graph with an A-axis and a B-axis. Write a program to find the distance from the origin of five complex numbers assigned as data.

## 10-2 POLAR COORDINATES

If we think of ordered pairs of real numbers as being associated with a rectangular coordinate system, we may plot a point representing ( $\mathrm{A}, \mathrm{B}$ ) as shown in Fig. 10-1, where the distance from the B-axis is the absolute value of $A$ and the distance from the $A$-axis is the absolute value of $B$.

Whenever we plot an ordered pair of real numbers on a rectangular coordinate system, we may associate the point with another ordered pair of real numbers. In the new pair, the first number is the distance from the origin and the second is the angle whose initial side is the positive A-axis and whose terminal side is the ray with an endpoint at the origin and containing the point

(A, B). We use R for the distance and call it the absolute value of the complex number ( $A, B$ ). $R$ is found from ( $A, B$ ) by

$$
\mathrm{R}=|(\mathrm{A}, \mathrm{~B})|=\sqrt{\mathrm{A}^{2}+\mathrm{B}^{2}}
$$

We use $G$ for the angle. $G$ may be found from ( $\mathrm{A}, \mathrm{B}$ ) by

$$
G=\arctan (A / B)
$$

G is sometimes called the argument of the complex number. We may now refer to complex numbers in polar form as ( $R, G$ ). This form for complex numbers is the same as the form for ( $\mathrm{X}, \mathrm{Y}$ ) ordered pairs converted to polar form in Chap. 9, with the one exception that we prefer not to allow $R$ to be negative for complex numbers.

So we see that for every complex number we may choose a rectangular form or polar form depending on which form is appropriate to the problem at hand. We saw in Sec. 10-1 that addition and subtraction worked out easily in (A, B) form, but that multiplication and division were more cumbersome. Let us look at multiplication in ( $\mathrm{R}, \mathrm{G}$ ) form.

It turns out that a third form will be helpful in establishing the multiplication algorithm. From ( $R, G$ ) we get that $A=R \cos G$ and $B=R \sin G$, and similarly for ( $\mathrm{R} 1, \mathrm{Gl}$ ) we get that $\mathrm{C}=\mathrm{Rl} \cos \mathrm{Gl}$ and $\mathrm{D}=\mathrm{Rl} \sin \mathrm{Gl}$. Using the old formula to multiply $(\mathrm{A}, \mathrm{B})$ by $(\mathrm{C}, \mathrm{D})$ we get

$$
\begin{aligned}
(R \cos G, R \sin G)(R 1 \cos G 1, & R 1 \sin G 1) \\
= & (R R 1 \cos G \cos G 1-R R 1 \sin G \sin G 1, \\
& R R 1 \sin G \cos G 1+R R 1 \cos G \sin G 1)
\end{aligned}
$$

After factoring, the right side becomes

$$
\begin{equation*}
(R R 1(\cos G \cos G 1-\sin G \sin G 1), R R 1(\sin G \cos G 1+\cos G \sin G 1)) \tag{10-5}
\end{equation*}
$$

It can be shown that
$\cos G \cos G 1-\sin G \sin G 1=\cos (G+G 1)$
and

$$
\begin{equation*}
\sin G \cos G 1+\cos G \sin G 1=\sin (G+G 1) \tag{10-6}
\end{equation*}
$$

Substituting Eqs. (10-6) and (10-7) into (10-5) we get

$$
(R R 1 \cos (G+G 1), R R 1 \sin (G+G 1))
$$

which is a plotted point associated with a distance from the origin of RR1 and an angle of $\mathrm{G}+\mathrm{Gl}$. So

$$
\begin{equation*}
(\mathrm{R}, \mathrm{G})(\mathrm{Rl}, \mathrm{Gl})=(\mathrm{RRI}, \mathrm{G}+\mathrm{Gl}) \tag{10-8}
\end{equation*}
$$

This means that to multiply two complex numbers in polar form we should multiply their absolute values and add their arguments. This is less cumbersome than the method of Sec. 10-1.

It follows from Eq. (10-8) that to divide two complex numbers in polar form we divide their absolute values and subtract their arguments:

$$
(\mathrm{R}, \mathrm{G}) /(\mathrm{Rl}, \mathrm{Gl})=(\mathrm{R} / \mathrm{R} 1, \mathrm{G}-\mathrm{Gl})
$$

Again this is less cumbersome than the formula of Sec. 10-1.
Let us multiply some randomly assigned complex numbers in polar form. We generate arguments in degrees and absolute values in units 1 to 10 . See MLTR, G.

```
MLTR,G
    DEF FNC(Z)=INT(Z*RND(Z)+1)
20 FQR X=1 T0 6
30 LET R=FNC(10)
40 LET G=FNC(360)
50 LET R1=FNC(10)
60 LET G1=FNC(360)
70 PRINT "(";R;";";G;")*(";R1;",*';G1;")=("; R*R1;"**"; G+G1;")*"
80 NEXT X
90 END
RUN
MLTR,G
\begin{tabular}{|c|c|c|c|c|c|c|c|c|c|c|}
\hline ( & 10 & . 135 & \() *\) ( & 2 & & 311 & \()=\) ( & 20 & , & 446 \\
\hline ( & 6 & . 98 & ) \(*\) & 9 & & 341 & \()=\) ( & 54 & , & 439 \\
\hline & 9 & , 6 & \() *\) ( & 1 & & 231 & \()=\) ( & 9 & , & 237 \\
\hline & 10 & - 95 & \() \neq(\) & 8 & & 307 & ) \(=\) ( & 80 & , & 402 \\
\hline & 6 & , 60 & \() \neq(\) & 5 & & 356 & \()=\) ( & 30 & & 416 \\
\hline & 10 & - 139 & \() *(\) & 2 & & 343 & \()=(\) & 20 & & 482 \\
\hline
\end{tabular}
DONE
```


## SUMMARY

Complex numbers may be represented in polar form as ( $R, G$ ), where $R$ is the absolute value and $G$ is the angular location starting at the positive end of the $A$-axis on an (A, B) graph. We have seen that while addition and subtraction are easily done in ( $A, B$ ) form, multiplication and division are better suited to $(\mathrm{R}, \mathrm{G})$ form. $(\mathrm{R}, \mathrm{G})(\mathrm{Rl}, \mathrm{Gl})=(\mathrm{RR} 1, \mathrm{G}+\mathrm{Gl})$ and $(\mathrm{R}, \mathrm{G}) /(\mathrm{Rl}, \mathrm{G} 1)=$ ( $\mathrm{R} / \mathrm{R1}, \mathrm{G}-\mathrm{Gl}$ ). To multiply in polar form, multiply absolute values and add arguments. To divide in polar form, divide absolute values and subtract arguments.

## PROBLEMS FOR SEC. 10-2

1) Write a program to find the quotient of two complex numbers in polar form.
2) Write a program to print the positive integral powers of ( $1,45^{\circ}$ ) from 1 to 8 .
3) Write a program to convert from (R, G) form to (A, B) form.
$\checkmark$ 4) Write a program to convert complex numbers from ( $A, B$ ) form to ( $\mathrm{A}, \mathrm{G}$ ) form. You will want to use the $\operatorname{ATN}(\mathrm{X})$ computer function here and be sure you have the angle in the correct quadrant. To check this, simply try numbers in all four quadrants. $\checkmark$ 5) Write a program to take two complex numbers in (A, B) form and print their product in ( $\mathrm{R}, \mathrm{G}$ ) form.
$\checkmark$ 6) Write a program to print the positive integral powers of a complex number in (A, B) form. Keep the result in (A, B) form.
$\sqrt{ }$ 7) Modify MLTR, $G$ to generate negative as well as positive numbers for angles. Print the resulting angle as a value between -360 and +360 degrees.

## 10-3 POWERS AND ROOTS

We have seen that for multiplying two complex numbers the polar form provides a very convenient algorithm. If we wish to square a complex number, i.e., multiply it by itself, we get

$$
(\mathrm{R}, \mathrm{G})^{2}=\left(\mathrm{R}^{2}, \mathrm{G}+\mathrm{G}\right) \quad \text { or } \quad\left(\mathrm{R}^{2}, 2 \mathrm{G}\right)
$$

We also see that for a positive integer $n$,

$$
\begin{equation*}
(\mathrm{R}, \mathrm{G})^{\mathrm{n}}=\left(\mathrm{R}^{\mathrm{n}}, \mathrm{nG}\right) \tag{10-9}
\end{equation*}
$$

It can also be shown that an nth root of ( $\mathrm{R}, \mathrm{G}$ ) may be found by

$$
\begin{equation*}
(\mathrm{R}, \mathrm{G})^{1 / \mathrm{n}}=\left(\mathrm{R}^{1 / \mathrm{n}}, \mathrm{G} / \mathrm{n}\right) \tag{10-10}
\end{equation*}
$$

where $R^{1 / n}$ means $\sqrt[n]{R}$. Equations (10-9) and (10-10) constitute a portion of De Moivre's theorem. It can also be shown that every nonzero complex number has exactly $n$ complex $n$th roots.

Let us find the four complex fourth roots of unity. By taking the square roots of the square roots of 1 , we should get $1, i,-1$, and $-i$, which in ( $R, G$ ) form are $\left(1,0^{\circ}\right),\left(1,90^{\circ}\right),\left(1,180^{\circ}\right)$, and ( $1,270^{\circ}$ ). Using De Moivre's theorem,

$$
\left(1,0^{\circ}\right)^{1 / 4}=\left(1^{1 / 4}, 0 / 4^{\circ}\right) \quad \text { or } \quad\left(1,0^{\circ}\right)
$$

However, there should be three more. Now we see that there is a tremendous advantage associated with the nonuniqueness for polar coordinates. By writing unity $\left(1,0^{\circ}\right)$ as ( $1,360^{\circ}$ ) we may apply Eq. (10-10) again:

$$
\left(1,360^{\circ}\right)^{1 / 4}=\left(1,90^{\circ}\right)
$$

Writing $\left(1,0^{\circ}\right)$ as $\left(1,720^{\circ}\right)$ we get

$$
\left(1,720^{\circ}\right)^{1 / 4}=\left(1,180^{\circ}\right)
$$

and finally $\left(1,0^{\circ}\right)=\left(1,1080^{\circ}\right)$ gives

$$
\left(1,1080^{\circ}\right)^{1 / 4}=\left(1,270^{\circ}\right)
$$

R00TS

```
10 PRINT "TAKE ROOTS OF COMPLEX NUMBERS IN POLAR FORM"
20 READ R,G,N
30 PRINT "THE";N;",";N;"TH ROOTS OF (";R;",";G;") ARE:"
40 FOR X=1 TO N
50 PRINT "(";R:(1/N);",";G/N;")"
60 LET G=G+360
7 0 ~ N E X T ~ X ~
80 PRINT
90 GOTO 20
100 DATA 1,0,4
110 DATA 1,0,3
120 DATA 1,45,2
130 DATA 3,90,3
140 END
RUN
ROOTS
TAKE ROØTS OF COMPLEX NUMBERS IN POLAR FORM
THE 4, 4, TH ROOTS OF ( 1, 0, ARE:
(1. , 0)
(1. ,90)
(1. , 180)
(1. , 270 )
THE 3, 3, TH ROOTS OF (1, , O, ARE:
(1. , 0 )
(1. , 120,
(1. , 240)
THE 2 , 2 TH ROOTS OF (1, 45, ARE:
(1. ,22.5,
(1. , 202.5 )
THE 3, 3 TH ROOTS OF ( 3, , 90, ARE:
(1.44225 , 30)
(1.44225 , 150)
(1.44225 , 270)
OUT OF DATA INLINE 2O
```

as expected. Suppose we add 360 degrees again. Then $\mathrm{G}=1440^{\circ}$ and $1440(1 / 4)=360^{\circ}$ which we have alneady in ( $1,0^{\circ}$ ). Finding roots of complex numbers in polar form becomes a very straightforward computer program. See RøøTS.

PROBLEMS FOR SEC. 10-3

1) In program R $\varnothing \varnothing$ TS have the computer convert the roots to ( $\mathrm{A}, \mathrm{B}$ ) form.
$\checkmark$ 2) Write a program to find the $n$ complex nth roots of complex numbers in ( $A, B$ ) form and print the results in ( $\mathrm{A}, \mathrm{B}$ ) form.
$\checkmark$ 3) In program RøøTS print the roots in both (A, B) and polar form.

## CHAPTER 11

## Polynomials

## 11-1 FUNDAMENTAL OPERATIONS

We define a real polynomial in X as an expression that can be written in the form

$$
A_{N} X^{N}+A_{N-1} X^{N-1}+\cdots+A_{2} X^{2}+A_{1} X+A_{0}
$$

where $N$ is a non-negative integer, $X$ is a complex number, and the $A_{N}$ are constant real coefficients. The following are examples of polynomials in X :

$$
5 \quad X-3 \quad X^{8}+3 X^{3}-X+1 \quad X^{2}+3 X-4
$$

For the polynomial 5 , note that $5=5 \mathrm{X}^{\prime \prime}$ so the polynomial consists of the term $\mathrm{A}_{0}$, which is 5 . The number 0 is considered a polynomial. All real polynomials except the zero polynomials have degree $i$ where $A_{i} X^{i}$ is the term of the polynomial with the greatest value of $i$ for $A_{i}$ not equal to 0 . Polynomials may be used to describe many physical problems. For instance, the trajectory of a projectile is described by a second-degree polynomial.

We may perform operations on polynomials much as we perform operations on explicit numbers. You have had considerable experience adding and subtracting such expressions. You have often multiplied two binomials of the form $(A X+B)(C X+D)$. One of the problems in Chap. 1 was to perform just that multiplication by computer. We now develop a program to multiply two polynomials.

## Multiplication

Clearly we will perform operations on the computer by working with the coefficients and being careful to line things up properly. This means being very much aware of missing terms and inserting zero coefficients where necessary. Let us begin with an example, say $(2 X+7)\left(3 X^{2}+11 X-5\right)$. By hand we get

$$
\begin{array}{r}
3 \mathrm{X}^{2}+11 \mathrm{X}-5 \\
2 \mathrm{X}+7 \\
\frac{21 \mathrm{X}^{2}+77 \mathrm{X}-35}{6 \mathrm{X}^{3}+22 \mathrm{X}^{2}-10 \mathrm{X}} \\
6 \mathrm{X}^{3}+43 \mathrm{X}^{2}+67 \mathrm{X}-35
\end{array}
$$

where all the $\mathrm{X}^{N}$ were known in advance and do not depend on the coefficients. So the problem could have been done in the following manner:

$$
\begin{array}{r}
3+11-5 \\
2+7  \tag{11-1}\\
21+77-35 \\
\hline 6+22-10 \\
\hline 6+43+67-35
\end{array}
$$

The program can be set up by putting 3, 11, and -5 in one computer list, 2 and 7 in another, and making provision for putting $6,43,67$, and -35 in a third list. We may find the organization to be a little easier by thinking of the computation in Eq. (11-1) as being set up in columns numbered from right to left. (If your computer permits 0 subscripts in a list, you may use that to good advantage here by starting with 0 .)

| 3 | 2 | 1 | 0 | Column numbers |
| ---: | ---: | ---: | ---: | ---: |
| 4 | 3 | 2 | 1 | Column numbers |
|  | 3 | +11 | -5 |  |
|  | 21 | +77 | -75 |  |
| 6 | +22 | -10 |  |  |
| 6 | +43 | +67 | -35 |  |

We observe that when we multiply two numbers in column 1 , we put the result in column 1; when we multiply a number from column 1 by a number from column 3, we put the result in column 3; and when we multiply a number in column 2 by a number in column 3 we put the result in column 4. This suggests that multiplying a number in column I by a number in column J calls for the result to go in column ( $\mathrm{I}+\mathrm{J}-1$ ). [If 0 is allowed, then the result goes in column ( $\mathrm{I}+\mathrm{J}$ ).] So, if we store the two polynomials being multiplied in an $F$ list and an $S$ list and the product in a $P$ list, our computer program will have an instruction to store $\mathrm{F}[1]^{\circ} \mathrm{S}[\mathrm{J}]$ in $\mathrm{P}[\mathrm{I}+\mathrm{J}-1]$. We must also provide for subtotals. Thus the program statement will be

$$
\mathrm{XXX} \quad \operatorname{LET~P}[\mathrm{I}+\mathrm{J}-\mathrm{I}]=\mathrm{P}[\mathrm{I}+\mathrm{J}-1]+\mathrm{F}[\mathrm{I}]^{\circ} \mathrm{S}[\mathrm{~J}]
$$

where we initialize the P list at 0 . Program TRI ${ }^{\circ}$ BI multiplies the two polynomials of our example.

It will be left as an exercise to modify TRI * BI to multiply pairs of polynomials of various degrees.

```
TRI*BI
    REM LINES 10 THKOUGH 4O READ AND PRINT THE FIRST POLYNOMIAL.
    FOR X=3 TD 1 STEP - 1
20 READ F[X]
30 PRINT F[X];
4 0 ~ N E X T ~ X ~
50 PRINT *TIMES ";
5 8 ~ K E M ~ L I N E S ~ 6 0 ~ T H F O U G H ~ 9 0 ~ R E A D ~ A N D ~ P R I N T ~ T H E ~ S E C O N D ~ P G L Y N O M I A L .
60 FOR Y=2 TO 1 STEP - 1
70 READ S[Y]
80 PRINT S[Y];
9 0 ~ N E X T ~ Y ~
98 REM 100 THKOUGH 12O SET THE RESILT LIST AT ALL ZEROS
100 FOR W=1 TO 4
110 LET P[W]=0
120 NEXT W
128 REM LINES 130 THROUGH 170 DO THE ACTUAL MULTIPLYING
130 FOR I=1 TO 3
140 FOR J=1 TO 2
150 LET P[I+J-1]=P[I+J-1]+F[I]*S[J]
160 NEXT J
170 NEXT I
180 PRINT "YIELDS ";
188 IREM AND NOW WE PRINT THE 'ANSWER LIST.
190 FOR Z=4 TO ; STEP - }
200 PRINT P[Z];
210 NEXT Z
218 REM THE FIRST THREE NUMBERS REPRESENT 3X+2+11X-5
219 REM THE NEXT TWO NUMBERS REPRESENT 2X+7
220 DATA 3.11,-5.2.7
230 END
RUN
TR1*日I
\begin{tabular}{llllllllll}
3 & 11 & -5 & TIMES & 2 & 7 & YIELDS & 6 & 43 & 67
\end{tabular}
DONE
```


## Division

When working with polynomials we often wish to perform the operation of division. It is especially frequent that we wish to divide by a polynomial of the form $X-R$ where $R$ is a constant. Let us divide $2 X^{3}-3 X^{2}-10 X+3$ by $X-3$ and see what can be done to computerize the operation. As with multiplication, we will end up considering only the coefficients. First we do the division by hand:

$$
\begin{gathered}
\frac{2 X^{2}+3 X-1}{X-3} 2 X^{3}-3 X^{2}-10 X+3 \\
\frac{2 X^{3}-6 X^{2}}{3 X^{2}}-10 X \\
3 X^{2}-9 X \\
-X+3 \\
-X+3
\end{gathered}
$$

Every term in the computation that will be written twice in every problem appears in bold face. Now if we simply decide not to write things twice and at the same time compress the problem vertically, we get

$$
\mathrm{X}-3 \begin{array}{r}
\frac{2 \mathrm{X}^{2}+3 \mathrm{X}-1}{2 \mathrm{X}^{3}-3 \mathrm{X}^{2}-10 \mathrm{X}+3}-3 \\
\frac{-6 \mathrm{X}^{2}-9 \mathrm{X}+3}{2}
\end{array}
$$

We saw that for multiplication, as long as everything was lined up correctly, we could eliminate all the X 's. Also note that we are dividing only by binomials of the form $X-R$, so the coefficient of $X$ will always be 1 . Let us not even write it. Now we have the division in the following form:

$$
\begin{array}{r}
\frac{2+3-1}{- 3 \longdiv { 2 - 3 - 1 0 + 3 }} \begin{array}{c}
-6-9+3 \\
\hline 3-1
\end{array}, \frac{1}{-6-3}
\end{array}
$$

Since the coefficient of X in the divisor is always 1 , the coefficient of cach term in the quotient will always be the same as the coefficient of the leading term of the expression into which we divide the X term. Thus it is no accident that we see $3-1$ in the bottom row as well as in the answer. So, if we agree to simply insert the leading coefficient of the polynomial into which we are dividing $X-R$ in front of the bottom row of figures, we will always have the coefficients of the quotient polynomial and we would not need the top row. We now have reduced the problem to an iteration involving "multiply and subtract" repeatedly, and the division looks like

$$
\begin{array}{r}
-3) 2-3-10+3 \\
-6-9+3 \\
\hline 2+3-1
\end{array}
$$

which we got by the following set of steps: 1) copy down the first coefficient of the original polynomial 2 ; 2) multiply 2 by -3 to get -6 and write it down under the second term of the original polynomial; 3) subtract to get 3, multiply 3 by -3 to get $-9 ; 4$ ) write it down beneath the next term to the right and subtract to get -1 ; 5) multiply -1 by -3 to get +3 and write it down beneath the next term; 6) subtract to get 0 and we have a 0 remainder. So we see that $2+3-1$ is interpreted as $2 \mathrm{X}^{2}+3 \mathrm{X}-1$.

Since subtracting a number may be accomplished by multiplying the number to be subtracted by -1 and adding, we may convert "multiply and subtract" to "multiply and add" if we multiply the -3 by -1 to get 3 . Or for $\mathrm{X}-\mathrm{R}$ we just use R . Let us complete the development of this algorithm by inserting the 0 in the last column to the right to indicate a remainder of 0 .

$$
\begin{array}{r}
3) 2-3-10+3 \\
6+9-3 \\
\hline 2+3-1+0
\end{array}
$$

Dividing $3 \mathrm{X}^{4}-2 \mathrm{X}^{2}+5 \mathrm{X}-2$ by $\mathrm{X}+2$ results in

$$
\begin{array}{r}
-2) 3+0-2+5-2 \\
\frac{-6+12-20+30}{3-6+10-15+28}
\end{array}
$$

yielding a quotient of $3 \mathrm{X}^{3}-6 \mathrm{X}^{2}+10 \mathrm{X}-15$ and a remainder of 28 .

Division by the algorithm we have just developed is usually called synthetic division. Since this is essentially an iterative process, we should be able to get the computer to perform division in this way. We put the original polynomial in a P list and the quotient polynomial in a Q list. Let us store the division constant in R. For every division problem of the kind we are working with here, the first coefficient in the quotient polynomial is the same as the first coefficient in the dividend polynomial. So we need a line in the program which says LET Q[4] = P[4]. See line 70 in program SYNDIV.

```
SYNDIV
5 PRINT "SYNTHETIC DIVISION:"
8 REM READ THE DIVISOR
10 READ R
1 8 \text { REM READ AND PRINT ORIGINAL POLYNOMIAL IN LINES 2O THRU 5O}
20 FOR N=4 TO I STEP - 1
30 READ P[N]
40 PRINT P[N]:
5 0 ~ N E X T ~ N
60 PRINT "DIVIDED BY X - "0; R;"YIELDS"
68 REM FIRST QUOTIENT COEFFICIENT EQUALS FIRST
69 REM CGEFFICIENT OF ORIGINAL POLYNOMIAL
70 LET Q[4]=P[4]
80 PRINT Q[A]&
90 FOR X=3 TO 1 STEP - }
98 REM "MULTIPLY AND ADD"
100 LET Q[X]=P[X]+Q[X+1]*R
110 PRINT Q[X]s
120 NEXT X
130 DATA 3,2,-3,-10,3
140 END
RUN
SYNDIV
SYNTHETIC DIVISION:
\(2-3 \quad-10 \quad 3 \quad\) DIVIDED BY \(x-3 \quad\) YIELDS
DONE
```

In SYNDIV, $2 \quad 3 \quad-1 \quad 0$ is to be interpreted as $2 X^{2}+3 X-1$ with a remainder of 0 . Let us try another:

```
130 DATA 2, 3s-1, 4s-5
RUN
SYNDIV
\begin{tabular}{|c|c|c|c|c|c|c|c|c|c|}
\hline 3 & -1 & 4 & - 5 & DIVIDED & BY & \(x\) & - & 2 & YIELDS \\
\hline 3 & 5 & 14 & 23 & & & & & & \\
\hline
\end{tabular}
OW゙证
```

The $3 \quad 5 \quad 14 \quad 23$ is to be interpreted as $3 \mathrm{X}^{2}+5 \mathrm{X}+14$ with a remainder of 23 .

## SUMMARY

You should be able to add and subtract polynomials easily using computer lists. We have written an elementary program for multiplication of two polynomials, and we have written a program to perform synthetic division using $X-R$ as the divisor.

## PROBLEMS FOR SEC. 11-1

1) Write a program to find the sum of two polynomials assigned as data. Be sure to avoid printing leading zero coefficients when adding pairs similar to $3 \mathrm{X}^{t}+6 \mathrm{X}-4$ and $-3 X^{4}+5 X^{3}-3 X+1$.
2) Do problem 1) for subtraction.
3) Write a single program to add or subtract pairs of polynomials as determined by an item of data. (Example: use $S=1$ for add and $S=0$ for subtract.)
4) Prepare a program to multiply two polynomials of varying degrees.
5) Write a program to multiply three polynomials.
6) Generate pairs of random polynomials of random degree and multiply them. Print the original polynomials and the product. Be sure to allow negative coeflicients. $\checkmark 7$ ) Extend SYNDIV to divide $X-R$ into polynomials of any degree. Also have the computer print the remainders with a message to the effect that the remainder equals whatever it comes out to.
$\checkmark$ 8) Write a program to print the first 11 integral powers of $(X+1)$.
$\sqrt{ }$ 9) Write a program to divide any polynomial by any polynomial of equal or lesser degree. Suggestion: get data from problem 6.

## 11-2 INTEGRAL ZEROS

It is common practice to abbreviate any polynomial and call it $P_{(X)}$ for a polynomial in X (read as $\mathbf{P}$ of X ). We often look at the polynomial equation

$$
\mathbf{Y}=\mathbf{P}_{(\mathrm{x})}
$$

and its graph. The values of X for which $\mathrm{Y}=0$ are called the zeros of the function. You have solved many quadratic functions in which there were always two zeros. Sometimes they were equal, sometimes integral, sometimes real, and sometimes complex. It can be shown that every Nth-degree polynomial equation has exactly N complex zeros. Before we actually look for any zeros of $Y=P_{(X)}$ we need to have some theorems available.

## Remainder Theorem

According to the Remainder theorem, if a polynomial is divided by $\mathrm{X}-\mathrm{Z}$, then the remainder is the value of the polynomial when Z is substituted for $X$. Dividing $P_{(X)}$ by $(X-Z)$ we get

$$
\frac{P_{(X)}}{(X-Z)}=Q_{(X)}+\frac{R}{(X-Z)}
$$

where $Q_{(X)}$ is the quotient polynomial. Multiplying through by $(X-Z)$ we get

$$
\mathbf{P}_{(\mathrm{X})}=\mathrm{Q}_{(\mathrm{X})}{ }^{\circ}(\mathrm{X}-\mathrm{Z})+\mathbf{R}
$$

and we can see that if we substitute $Z$ for $X$, then $X-Z=0$ and

$$
\begin{equation*}
\mathbf{P}_{(Z)}=\mathbf{R} \tag{11-2}
\end{equation*}
$$

Looking at SYNDIV we see that substituting 3 for $X$ in $2 X^{3}-3 X^{2}-10 X$ +3 gives $54-27-30+3$ or 0 , confirming that $P_{(3)}=0$, which is the remainder after dividing by $\mathrm{X}-3$. We also see that substituting 2 for X in $3 \mathrm{X}^{3}-\mathrm{X}^{2}+4 \mathrm{X}-5$ gives $24-4+8-5$ or 23 , confirming that $\mathrm{P}_{(2)}=23$, which is the remainder after dividing by $\mathrm{X}-2$.

## Factor Theorem

The Factor theorem states very simply that if the value of $R$ in Eq. (11-2) is 0 , then $\mathrm{X}-\mathrm{Z}$ is a factor of $\mathrm{P}_{(\mathrm{X})}$. Looking at SYNDIV again, we see that $X-3$ is a factor of $2 X^{3}-3 X^{2}-10 X+3$ while $X-2$ is not a factor of $3 X^{3}-X^{2}+4 X-5$. Now all we have to do is find a value of $Z$ so that $P_{(Z)}=0$ and Z is a zero of the function.

## Search for Integral Zeros

What integers do we try for $Z$ to test $P_{(Z)}$ for 0 ? We have assumed that there are N complex zeros. Let us call them $\mathrm{Z}_{\mathrm{N}}, \mathrm{Z}_{\mathrm{N}-1}, \ldots, \mathrm{Z}_{2}, \mathrm{Z}_{1}$. It can be shown that

$$
\begin{aligned}
&\left(X-Z_{N}\right)\left(X-Z_{N-1}\right) \cdots\left(X-Z_{2}\right)\left(X-Z_{1}\right) \\
&=A_{N} X^{N}+A_{N-1} X^{N-1}+\cdots+A_{1} X+A_{0}
\end{aligned}
$$

Multiplying the left side out we should see that the only constant term in the product is $\left(-\mathrm{Z}_{N}\right)\left(-\mathrm{Z}_{\mathrm{N}-1}\right) \cdots\left(-\mathrm{Z}_{2}\right)\left(-\mathrm{Z}_{1}\right)$ which simplifies to $(-1)^{\mathrm{N}}\left(\mathrm{Z}_{\mathrm{N}}\right)$ $\left(\mathrm{Z}_{\mathrm{N}-1}\right) \cdots\left(\mathrm{Z}_{2}\right)\left(\mathrm{Z}_{1}\right)$ and must equal the constant term in the product polynomial which is $A_{0}$. And so it follows that if a polynomial has any integral zeros, they must be factors of the constant term $A_{0}$. That is not to say that all integral factors of $\mathrm{A}_{0}$ are zeros of the polynomial.

This should provide sufficient basis for writing a computer program to find the integral zeros of a polynomial function. We can define a computer function and test for $\operatorname{FNP}(X)=0$ for all integral factors of the constant term. If we continue to enter the coefficients of polynomials in computer lists as we have been doing, then we know that the constant term will always be P[1]. For our first program, let us define our function using the list entries as coefficients in a DEF statement and look at only third-degree polynomials.

One feature of the program that requires comment is the finding of numbers to test for factors. These numbers must be in the interval $-\mathrm{P}[1]$ to $\mathrm{P}[1]$ including the end numbers. Well, if $\mathrm{P}[1]$ is negative, we want to step -1 and if $\mathcal{F}[1]$ is positive, we want to step $+\overline{1}$. This is a perfect piace to use $\operatorname{SGN}(\mathrm{P}[1])$. See line 80 of program INTZER. It would be useful to print that there are no integral zeros if that turns out to be the case. In order to do that, we need a switch which is off initially and which we turn on only if we
find at least one zero. Then after we test all possible factors of $\mathrm{P}[1]$, we test to see if the switch is on. If it is, we read more data. If the switch is off, there were no zeros, so we print a message and then read more data. See the flowchart in Fig. 11-1.

INTZER works well for polynomials of the same degree; but suppose we have polynomials of several different degrees we wish to study using the same program? Well, we could define a different function for each degree or we could define a function of the highest degree we anticipate and fill in with leading zeros. But suppose we want up to ninth or tenth degree? The function would not fit on one line on some terminals. We could define two functions

INTZER

```
10 DEF FNP(X)=P[4]*X* 3+P[3]*X*2+P[2]*X+P[1]
20 PRINT
22 PRINT
25 FQR S=4 TO I STEP -1
30 READ P[S]
40 PRINT P[S];
50 NEXT S
60 PRINT "INTEGRAL ZERO(S): ";
68 REM TURN SWITCH OFF
70 LET K=0
78 REM STUDY LINE 80 CAREFULLY:
80 FOR K=-P[1] TO P[1] STEP SGN(P[1])
88 REM LINE 90 PREVENTS AN ERROR MESSAGE CAUSED BY
89 REM DIVIDING BY ZERO
90 IF }X=0\mathrm{ THEN 140
98 REM IS X A FACTOR OF P[1]?
100 IFP[1]/X < INT(P[1]/X) THEN 140
108 REM IS THE REMAINDER ZERO?
110 IF FNP(X) <> 0 THEN 140
118 REM IF THE COMPUTER GETS THROUGH HERE, THE
119 REM VALUE OF X IS A ZERO OF THE FUNCTION
120 PRINT X:
128 REM TURN THE SWITCH ON - WE HAVE A ZERO
130 LET K=1
140 NEXT X
150 IF K=1 THEN 20
160 PRINT "NONE FOLND"!
165 GOTO 20
170 DATA 1,-2,-11,12
180 DATA 1,1,-5,-2
190 DATA 1, -2,3,-4
200 DATA 2,-3,-10,3
210 END
RUN
INTZER
\begin{tabular}{cccclclc}
1 & -2 & -11 & 12 & INTEGRAL ZERO \((S):\) & -3 & 1 & 4 \\
1 & 1 & -5 & -2 & INTEGRAL ZERO \((S):\) & 2 & \\
1 & -2 & 3 & -4 & INTEGRAL ZERØ \((S):\) & NONE FOUND \\
2 & -3 & -10 & 3 & INTEGRAL ZERO \((S):\) & 3
\end{tabular}
OUT OF DATA IN LINE 3O
```


and add them But then we have lange numbers of leading zeros to wory about. All of these complications may be eliminated by using a subroutine to define a function instead of a DEF statement. Notice that evaluating an Nth-degree polynomial is equivalent to summing up $N+1$ terms which look like $A_{i} X^{i}$ where $i$ goes from $N$ to 0 . If you have 0 subscripts, this is perfect. For those of us without 0 subscripts, we must use a term similar to $\mathrm{P}[\mathrm{I}]^{\circ} \mathrm{X}^{\circ *}(\mathrm{I}-1)$, where the value of $I$ goes from N to 1 for N equal to one move than the degree of the nolymmial

We may now define a polynomial function in a five-line subroutine for any degree with no further complications and no tuss over leading zeros and such:

$$
\begin{array}{ll}
500 & \text { LET } \mathrm{P}=0 \\
510 & \mathrm{~F} \emptyset \mathrm{R} \\
\mathrm{I}=\mathrm{N} & \mathrm{~T} \varnothing \\
1 & \mathrm{STEP}-1
\end{array}
$$

```
520 LET P = P + P[I] * X * (I - 1)
5 3 0 ~ N E X T ~ I ~
540 RETURN
```

Let us insert GØSUB 500 after line 100 in INTZER, insert line 23 READ N, where N is the number of terms in the polynomial, and change line 25 to read FØR S = N TØ 1 STEP - 1. See IZER $\emptyset 1$.

This program will handle up to ninth-degree polynomials. (Tenth, if you have 0 subscripts.) If we want to work with polynomials of greater degree, all we need is a DIM statement to specify a longer list for $P$.

## SUMMARY

We have seen that by combining the Remainder theorem, the Factor theorem, and the fact that the product of all zeros multiplied by $(-1)^{N}$, where N is the degree of the polynomial, gives the constant term, we are able to find all integral zeros. We simply test all integral factors of the constant term to see if the remainder is 0 . If the remainder is 0 , then we have a zero of the polynomial. If it is not 0 , then we do not have a zero of the polynomial. We have two alternative methods of evaluating a polynomial for a specified value of X : one is to use a DEF statement, and the other is to write a subroutine to sum up terms.

## PROBLEMS FOR SEC. 11-2

1) For each of the polynomials to follow: (a) find an integral zero, (b) use synthetic division to find the resulting factor after dividing by ( $\mathrm{X}-\mathrm{Z}$ ), and (c) search for zeros of the depressed polynomial. Repeat until all integral zeros are found and then print the remaining polynomial.

$$
\begin{aligned}
& 10 X^{3}-71 X^{2}-76 X+32 \\
& 6 X^{8}-32 X^{7}-23 X^{6}-3 X^{5}-12 X^{4}-36 X^{3}-X^{2}+8 X-12 \\
& 8 X^{5}-18 X^{4}-8 X^{3}-32 X^{2}+2 X+3 \\
& 2 X^{4}+5 X^{3}-31 X^{2}-21 X+45
\end{aligned}
$$

2) Gencrate random integers in sets of three. Have the computer print the polynomial having those three integers as zeros Be sure to get some negative integers.
3) Do problem 2 ) for sets of four integers.
4) In IZER $\phi$ l have the computer determine if $\mathrm{P}_{(\mathrm{x})}$ is within two units of 0 for each factor of the constant term.
5) Prepare a table of ordered pairs $(X, P(x))$ such as would be appropriate for plotting points. Sketch a graph on graph paper. How would you estimate nonintegral zeros?

## 11-3 REAL ZEROS

It can be shown that for a polynomial, if $P_{\left(X_{1}\right)}>0$ and $P_{\left(X_{2}\right)}<0$, then there is a value of $X$ between $X_{1}$ and $X_{2,}$ such that $P_{(X)}=0$. This is called the Location Principle. In graphical terms, the Location Principle may be stated as

## IZEROI

```
20 PRINT
22 PRINT
23 READ N
25 FOR S=N TO | STEP - 1
30 READ P[S]
40 PRINT P[S3:
50 NEXT S
5 5 ~ P R I N T ~
60 PRINT "INTEGRAL ZERG(S): **
68 REM TURN SWITCH GFF
70 LET K=0
8 REM STUDY LINE 80 CAREFULLY?
0 FOR X=-P[1] TG P[!] STEP SGN(P[:])
88 REM LINE 90 PREVENTS AN ERROR MESSAGE CAUSED BY
89 REM DIVIDING BY ZERO
90 IF K=0 THEN 140
98 REM IS X A FACTOR OF P[1]?
100 IF P[1]/X & INT(P[1]/X) THEN 140
105 G0SUB 500
108 REM IS THE REMAINDER ZERO?
110 IF P < O THEN 140
118 REM IF THE CGMPUTER GETS THROUGH HERE, THE
119 REM VALUE OF X IS A ZERO OF THE FUNCTION
120 PRINT XB
128 REM TURN THE SWITCH ON - WE HAVE A ZERO
130 LET K=1
140 NEXT K
150 IF K=1 THEN 20
160 PRINT "NONE FOUND"B
165 GOTO 20
170 DATA 4, 1,-2,-11:12
180 DATA 40 1, 1, -5,-2
190 DATA 4, 1;-2,3,-4
200 DATA 5.2,-1,-11.11,-2
210 DATA 7,2,-5,-6,9,9,-39,36
490 REM SUBRQUTINE SOO THRGUGH S40 TAKES THE PLACE OF A
491 REM DEF STATEMENT AND EVALUATES A PGLYNOMIAL OF
492 REM 0F DEGREE N-1.
500 LET P=0
510 FOR I=N TO 1 STEP - 1
520 LET P=P&P[1]& < ( (I-1)
530 NEKT I
540 RETURN
999 END
RUN
I2EROI
1 -2 -11 12
INTEGRAL ZERO(S): -3 1 4
1 1 - - - -2
INTEGRAL ZERO(S): 2
1 %NTEGRAL ZERO(S): - NON NONE FOUND
2 -1 -11 11 -2
INTEGRAL ZERG(S): 2
2 - -5 llllllll
INTEGRAL ZERO(S): 3
```

follows: If point ( $\mathrm{X}_{1}, \mathrm{P}_{\left(\mathrm{X}_{1}\right)}$ ) and point ( $\mathrm{X}_{2}, \mathrm{P}_{\left(\mathrm{X}_{2}\right)}$ ) are on opposite sides of the $X$-axis, then the graph must cross the $X$-axis between ( $\left.X_{1}, 0\right)$ and ( $X_{2}, 0$ ).

We may now search for real zeros by finding intervals in which the graph crosses the X-axis. In order to find out if the value of the function is positive for one value of $X$ and negative for another, we may simply test the product. If the product is negative, they are of opposite sign. If the product is positive, then they are of the same sign and we are not concerned with those values of $X$. Since we anticipate more than one zero, let us make a provision for putting the information in a list. For that, we need a counter. It seems reasonable to list the left number of the interval. As long as we know the increment, we should be able to see the right number of the interval. It is usual to start looking for real zeros in an increment of one unit. Let us prepare a flowchart for this problem and call the program REAL. See Fig. 11-2.

Thus, we have found that the three zeros of $12 \mathrm{X}^{3}-64 \mathrm{X}^{2}+17 \mathrm{X}+195$ fall in the three intervals -2 to $-1,2$ to 3 , and 3 to 4 . That is fine to know, but we generally prefer more precision than that. So, we should try to improve on


END
Fig. 11-2 Flowchart for searching for real zeros in program REAL.

```
REAL
    DEF FNT(X)=12&X9 3-64%X92+17%X+195
60 LET A=0
70 FOR X=-5 TO 5
80 LET SI=FNT(K)
90 LET S2=FNT(K+1)
100 IF SI*S2>0 THEN 130
110 LET A=A+1
120 LET S[A]=K
130 NEXT X
190 PRINT "INTERVAL(S) BEGIN AT:*
200 FOR I=1 TO A
210 PRINT S[II%
22O NEKT I
270 END
RUN
REAL
INTERVAL (S) BEGIN AT:
-2 2 3
DONE
```

REAL to get smaller intervals. There are several very satisfactory procedures one might try. Let us develop a program that permits us to make decisions about what to try for the limits and the increment of the search. That calls for INPUT statements. We can change line 70 to $70 \mathrm{~F} \emptyset \mathrm{RX}=\mathrm{F}$ T $\varnothing \mathrm{L}$ STEP $S$ and INPUT F, L, S for First, Last, and Step. We may also use $S=0$ as a flag to terminate the RUN. After we get the computer to search for a change of sign in a particular interval, we want it to come back and permit us to either look for more precision in that same interval or to search in a different interval. We should also provide for the situation where there has been no change in sign. This will happen for one of several reasons. Either the search is not including the zeros within its limits, or the increment is large enough that two zeros are included in one interval, or there might be no real zeros. We will discuss this in Sec. 11-4. We can determine that no change of sign has been found by testing the value of A after line 130 . If A is still 0 , then there were no changes of sign and we should print a message to that effect. We make the above changes and call the program REAL1.

```
REAL I
10 PRINI "SEARCH FOR REAL ZEROS OF A POLYNOMIAL"
20 PRINT "START" END. INCREMENT"'
30 INPUT FPL.S
40 IF S=0 THEN 270
50 DEF FNT(X)=12*x*3-64*x92+17* X+195
60 LEI A=0
70 FOR X=F TO L STEP S
g0 LET SI=FuT(x)
90 LET S2=FNT(X+S)
100 IF S1*S2>0 THEN 130
110 LET A=A+1
120 LET S[A]=X
130 NEXT X
140 IF A>0 THEN 190
150 PRINT *NO INTERVALS FGUND *%** TRY AGAIN "
```

```
160 PRINT "WITH EITHER GREATER LIMITS OR SMALLER INCREMENT"
170 PRINT
180 G0T0 20
190 PRINT "INTERVAL(S) BEGIN AT:"
200 FgR I=1 T0 A
210 PRINT SCII3
220 NEXT I
230 PRINT
240 PRINT
250 PRINT '"NOW '';
260 G0T0 20
270 END
RUN
REALI
SEARCH FOR REAL ZEROS OF A POLYNOMIAL
START, END, INCREMENT?-5,5,1
INTERVAL(S) BEGIN AT:
-2 2 3
NOW START, END, INCREMENT?-3,-2,.1
NO INTERVALS FQUND ***** TRY AGAIN
WITH EITHER GREATER LIMITS`OR SMALLER INCREMENT
START, END, INCREMENT?-2,-1,.1
INTERVAL(S) BEGIN AT:
-1.5
NOW START, END, INCREMENT?-1.5;-1.4,.01
INTERVAL(S) BEGIN AT:
-1.45
NOW START, END, INCREMENT?2,3,.1
INTERVAL(S) BEGIN AT:
    2.8
NOW START, END, INCREMENT?1,2,0
DONE
```

Since we are using INPUT often in this program, we should pick limits and increments carefully. We should also be prepared to make up our mind quickly. Some of the things we should not try are -50 to 50 STEP . 01, or 50 to -50 STEP 1. A little care should avoid such blunders.

Let us define a new function and obtain mother RUN.

```
SO DEF FNT(X)=X+3+49.1809*X+2+2.67761*X-15223.8
RUN
REAL2
SEARCH FOR REAL ZEROS OF A POLYNGMIAL.
START, END, INCREMENT?-10,10,1
NO INTERVALS FOUND **** TRY AGAIN
WITH EITHER GREATER LIMITS OR SMALLER INCREMENT
START. END, INCREMENT?-100,100,5
INTERVAL(S) BEGIN AT:
-40 -30 15
NOW START, END, INCREMENT?-40,-35,.1
INTERVAL(S) BEGIN AT:
-39.3
```

```
NOW START, END, INCREMENT?-39.3%-39.2%.01
INTERVAL(S) BEGIN AT:
-39.22
NOW START. END, INCREMENT?15,20,.1
INTERVAL(S) BEGIN AT:
    15.3
N0W SIART. END, INCREMENT?15.3.15.4..01
INTERVAL(S) BEGIN AT:
    15.33
NOW START, END, INCREMENT?O,O,0
DONE
```

One of the contingencies that we have not accounted for in REAL1 is the possibility that the polynomial has integral zeros. As the program stands, if Sl or S 2 equals 0 , then the value of X used for S 1 will be identified as the number at the beginning of the interval in which a real zero will be found. It will be left as an exercise to identify a zero more explicitly if S 1 or S 2 does equal 0 .

## SUMMARY

We have used the Location Principle to find intervals within which real zeros are expected to occur. It should be noted that the Location Principle may be applied to any continuous function and is not limited to polynomial functions.

## PROBLEMS FOR SEC. 11-3

1) Modify REALI so that if the value picked for X in line 70 gives either S 1 or $S 2$ equal to 0 , we get a message and the value of the zero printed.
2) In program REALI, after the computer has found the initial intervals for all real zeros, we do not want the computer to search the entire intervals specified in subsequent searches in the X -loop. We want the computer to print immediately after finding the change in sign without searching the rest of the interval. Incorporate this into the program.
3) Modify REALI to read data for more than one polynomial. You may use some dummy value for $S$ in line 30 as a signal to read the next set of data.
$\sqrt{ }$ 4) Write a program to search for real zeros by first finding the unit intervals and then using linear interpolation until $\mathrm{FNT}(\mathrm{X})$ is within $10^{-4}$ of zero. You may want to specify less or greater precision.

## 11-4 COMPLEX ZEROS

The simplest real polynomial for which we may find complex zeros is the second-degree polynomial $A_{2} X^{2}+A_{1} X+A_{11}$. We may use the general quadratic formula

$$
\begin{equation*}
\mathrm{X}=\frac{-\mathrm{A}_{1} \pm \sqrt{\mathrm{A}_{1}^{2}-4 \mathrm{~A}_{2} \mathrm{~A}_{i 0}}}{2 \mathrm{~A}_{2}} \tag{11-3}
\end{equation*}
$$

Letting the radicand equal $D$ we get

$$
\mathrm{D}=\mathrm{A}_{1}{ }^{2}-4 \mathrm{~A}_{2} \mathrm{~A}_{0}
$$

D is called the discriminant of the quadratic expression. We can see that if D is negative, the zeros are nonreal. We can rewrite Eq. (11-3) as

$$
\mathrm{X}=\frac{-\mathrm{A}_{1}}{2 \mathrm{~A}_{2}} \pm \frac{\sqrt{\mathrm{D}}}{2 \mathrm{~A}_{2}}
$$

and finally, considering $X$ as being associated with two numbers $A$ and $B$, we let

$$
\mathrm{A}=\frac{-\mathrm{A}_{1}}{2 \mathrm{~A}_{2}} \quad \text { and } \quad \mathrm{B}=\frac{\sqrt{|\mathrm{D}|}}{2 \mathrm{~A}_{2}}
$$

If $D$ is greater than or equal to 0 , the real zeros are

$$
\begin{equation*}
\mathrm{X} 1=\mathrm{A}+\mathrm{B} \quad \text { and } \quad \mathrm{X} 2=\mathrm{A}-\mathrm{B} \tag{11-4}
\end{equation*}
$$

But if $D$ is less than 0 , we get the nonreal zeros

$$
\begin{equation*}
\mathrm{X} 1=(\mathrm{A}, \mathrm{~B}) \quad \text { and } \quad \mathrm{X} 2=(\mathrm{A},-\mathrm{B}) \tag{11-5}
\end{equation*}
$$

So, in our computer program we compute $D, A$, and $B$. Then we test $D$. If $D$ is negative, we print as in Eq. (11-5) and if $D$ is not negative, we print as in Eq. (11-4). See Fig. 11-3 for the flowchart. We call the program CØMP-1.

It turns out that there is no convenient general procedure for finding nonreal zeros for polynomials of higher degree than two. But for any polynomial that has exactly two nonreal zeros, we may find the real zeros first, then for each real zero Z we may divide out the corresponding $\mathrm{X}-\mathrm{Z}$ using synthetic division and if after all division is carried out the result is a second-degree polynomial, we may apply the technique of program СØMP-1. We demonstrate this procedure by an elementary example: Find all zeros of the following polynomials, given that each has at least one integral zero:

$$
\begin{aligned}
& X^{3}+2 X^{2}-X-2 \\
& X^{3}-X^{2}-48 \\
& X^{3}-1 \\
& X^{3}+1 \\
& X^{3}-X^{2}+X-1 \\
& 6 X^{3}-77 X^{2}-189 X-90
\end{aligned}
$$

This is of course a special case, but it should help us develop a more general approach. Since we have a third-degree polynomial with one integral zero, we may take program INTZER to find the integral zero $Z$ and then use program SYNDIV to divide the given polynomial by $\mathrm{X}-\mathrm{Z}$. The polynomial we get is called a depressed polynomial. We know that in this problem each depressed polynomial will be a second-degree polynomial. So we may then use program CØMP-1. In each of these earlier programs the polynomials were all represented with the same variable $P$ list. So all that will have to be changed is the various READ statements and the variable in which the integral zero in INTZER is called X , while in SYNDIV the comesponding number was stored in R. Thus the need for line 170 in program ALLZER. We also changed


```
COMP-1
10 PRINT
20 READ P[3],P[2], P[1]
30 1F P[3]=0 IHEN 170
40 PRINT P[3]:P[2]:P[1]
SO LEI D=P[2]+2-4*P[ 3]*P[1]
6 0
70
80 LET B=SQR(ABS(D))/F
90 IF D<0 THEN 130
100 PRINT "REAL ZEROS:"
110 PRINT A+B;"AND ";A=B
120 GOTO 10
130 PRINT "NON-REAL. ZEROS:"
140 PRINT "("'A;",";B;") AND (";A;";";-B;")"
15O GOTO 10
160 DATA 1,2,3,1,-3,2,1,3,2,1,3,13,-1,2,-3,1,3,12,0,0,0
170 END
```

```
KUN
COMP-1
```

```
1 2 3
NON-REAL ZENOS:
(-1 , 1.41421, ) AND (-1, -1.41421,
    1 -3 2
REAL ZEROS:
    2 AND 1
    1 3 2
REAL GERDS:
-1 AND -2
    1 13
NON-REAL ZEROS:
<-1.5 , 3.27872 ) AND (-1.5 ,-3.27872,
-1 2 - 3
NON-REAL ZEROS:
(1,-1.41421 , AND (1, 1.41421)
1 3 12
NON-REAL ZEROS:
(-1.5 , 3.1225 , AND (-1.5 ,-3.1225,
```

DONE

ALLZER

REM INTZER BEGINS HERE (WE HAVE REMOVED THE REM STATEMENTS)
9 REM SEE THE PROGRAM FOR REM STATEMENTS

10 DEF $F N P(X)=P[4] * X+3+P[3] * X+2+P[2] * X+P[1]$
20 PRINT
30 PRINT
40 FOR $S=4$ TO 1 STEP - 1
SO READ P[S]
60 IF P[S]=.0101 THEN 430
70 PRINT P[S]:
80 NEXT S
90 PRINT "INTEGRAL ZERD: "*
100 FGR $X=-P[1] T 0$ P[1] STEP SGN(P[1])
110 IF $X=0$ THEN 160
120 IF P[1]/X $<>$ INT(P[1]/X) THEN 160
130 IF FNP $(X) \leftrightarrow \infty$ THEN 160
140 PRINT $X$
150 GOTO 170
160 NEXT $X$
164 REM INTZER ENDS HERE *** SYNDIV BEGINS HERE
170 LET R=X
180 PRINT "SYNTHETIC DIVISION BY $X$ "";R;"YIELDS: "
190 PRINT PC4];
200 FOR $X=3$ TD 1 STEP -1
210 LET $P[X]=P[X]+P[X+1] * R$
220 IF $X>1$ THEN 240
230 PRINT "REMAINDER $=$ ";
240 PRINT P[XII
250 NEXT $X$
252 REM SYNDIV ENDS HERE
258 REM HERE WE MOVE EACH ENTRY IN THE P LIST
259 REM TO THE LOCATION ONE SUBSCRIPT LOWER

```
260 FOR X=1 TØ 3
270 LET P[x]=P{x+1]
280 NEXT X
290 PRINT
298 REM COMP-1 BEGINS HERE
300 LET D=P{2]\2-4*P[ 3]*P[1]
310 LET F=2*P[3]
320 LET A=-P[2]/F
330 LEI B=SQR(ABS(D))/F
340 IF D<O THEN 380
350 PRINT "REAL ZEROS:"
360 PRINT A+B;"AND ":A-B
370 G0 TG 20
380 PRINT "NON-REAL ZEROS:"
390 PRINT "("BA; ",*";B!") AND ("; A;**,"s-B;")"
400 GOTO 20
4 0 5 ~ D A T A ~ 1 , 2 , - 1 , - 2
410 DATA 1,-1,0,-4B,1,0,0,-1,1,0,0,1,1,-1,1,-1
415 DATA 6,-77,-189,-90
420 DATA .0101
430 END
RUN
ALLZER
```

```
1 2-1 -2 INTEGRAL ZERO: 1
SYNTHETIC DIVISION BY X - 1 YIELDS:
1 3 2 REMAINDER = 0
REAL ZEROS:
-1 AND -2
```

1 - 1 0 - 48 INTEGRAL ZERD: $\quad 4$
SYNIHETIC DIVISION BY X - 4 YIELDS:
1312 REMAINDER $=0$
NON-REAL ZEROS:
(-1.5 , 3.1225 , AND (-1.5, 3.1225)
1 0 1 - 0 INTEGRAL ZERO: 1
SYNTHETIC DIVISIのN BY $X-1 \quad$ YIELDS:
111 REMAINDER $1=0$
NON-REAL ZEROS:
(-. 5 ) .866025 , $0 . .866025$ ( -.5 )
$1 \begin{array}{ccccc}1 & 0 & 1 & \text { INTEGRAL ZERD: } & 1\end{array}$
SYNTHETIC DIVISION BY X --1 YIELDS:
1 - 1 R 1 REMAINDER $=0$
NDN-REAL ZERDS:
(.5 , .866025 ) AND (.5 . 5.866025 )
1 -1 1 -1 INTEGRAL ZERO: 1
SYNTHETIC DIVISION BY X - 1 YIELDS:
10 REMAINDER 1 R 1 R
NON-REAL ZEROS:
( 0 , 1 ) AND ( $0,2,-1$ )
6-77-189-90 INTEGRAL ZER0: 15
SYNTHETIC DIVISIDN BY $K$ - 15 YIELDS:
$6 \quad 13 \quad 6 \quad$ REMAINDER $=0$
REAL ZERDS:
-.666667 AND -1.5
D®NE
the way in which the quotient was stored in SYNDIV. It turns out that the quotient polynomial can be stored right back in the $\mathbf{P}$ list instead of creating the new $Q$ list. This is done in line 210 of ALLZER. Then in order to avoid changing the subscripts in CØMP-1 it seems reasonable to simply take the quotient polynomial, which also stores the remainder in the lowest subscripted location, and move every entry into the location one subscript lower. Instead of having the quotient polynomial in $P[4], P[3]$, and $P[2]$, we are putting the quotient polynomial in $P[3], \mathrm{P}[2]$, and $\mathrm{P}[1]$, which exactly fits program CØMP-1. This is done in lines 260,270 , and 280 .

As always, some interesting problems have been left for you to solve. For instance, suppose we have third-degree polynomials with two nonreal zeros and a real zero that is not an integer, or what about higher degree polynomials? These considerations are left as exercises in the problems set for Sec. 11-4.

## Descartes' Rule of Signs

We may define the variation in a sequence of numbers as the number of changes in sign found by comparing successive pairs of adjacent numbers. For example, for the sequence $1,3,4,-8,2$, the value of V is 2 . There is no change for 1 to 3 or 3 to 4 . There is one change for 4 to -8 and for -8 to 2 . If zeros appear in the sequence, we drop them. The sequence $-2,8,0,5,-3$, 6 becomes $-2,8,5,-3,6$ in order to determine the number of variations which is 3 .

Descartes' Rule of Signs says that for

$$
A_{N} X^{N}+A_{N-1} X^{N-1}+\cdots+A_{1} X+A_{0}
$$

the number of positive zeros depends on the number of variations in the sequence

$$
\mathrm{A}_{\mathrm{N}}, \mathrm{~A}_{\mathrm{N}-1}, \ldots, \mathrm{~A}_{1}, \mathrm{~A}_{0}
$$

in the following manner. If V is the number of variations, then the number of positive zeros is either V or $\mathrm{V}-2$ or $\mathrm{V}-4$, etc., but not less than 0 . This may be written $V-2 I$, where $I$ is a positive integer.

It turns out that we may find a corresponding number for negative zeros by finding positive zeros for $\mathrm{P}_{(-x)}$. Substituting -X for X will change the sign of all terms which have an odd exponent on $X$. So if $P_{(X)}=-4 X^{5}$ $-3 X^{4}+5 X^{3}-2 X^{2}+X-3$, the value of $V$ is 4 and there must be 4 or 2 or 0 positive zeros. Now we find $\mathrm{P}_{(-\mathrm{x})}=+4 \mathrm{X}^{5}-3 \mathrm{X}^{4}-5 \mathrm{X}^{3}-2 \mathrm{X}^{2}-\mathrm{X}-3$, and $V$ is 1 . So there must be exactly one negative zero.

This is something we can get the computer to do for us. We may read the coefficients into the first row of a $P$ array and change the sign of the coefficients of the terms with odd exponents on $X$ and put the new coefficient list in the second row of the $P$ array. Then we may look for changes in sign and provide two counters: one for the first row keeping track of changes of sign for the positive zeros, and the other for the second row counting sign changes for the negative zeros. These are V1 for the positive zeros and V2 for the negative zeros in program DESCRT.

```
DESCRT
READ N
IF N=0 THEN 999
FDR X=N TD 1 STEP - I
READ P[1,X]
PRINT P[1,X]3
REM ENTER THE SAME COEFFICIENT IN THE SAME COLUMN
REM OF THE SECOND ROW
LET P[2,X]=P[1,X]
REM IF THE EXPONENT ON X IS gDD THEN CHANGE THE SIGN
IF ( }x+1)/2=INI((X+1)/2) THEN 8
LET P[2,X]=-P[2,X]
NEXT X
PRINT
    PRINT N-1J"C@MPLEX ZEROS"
    LET VI=V2=0
    FOR X=N-1 TO 1 STEP - 1
    REM LOOK AT POSITIVE ZEROS
    IF P[1,X]*P[1,X+1]>0 THEN 240
    LET VI=V1+1
    REM LDOK AT NEGATIVE ZEROS
    IF P[2,X]*P[2,X+1]>0 THEN 260
        LET V2=V2+1
        NEXT X
        PRINT VIB"MAX POSITIVE"
        PRINT V2s"MAX NEGATIVE"
        PRINT
        G0 T0 10
        DATA 4,6,103,201,90
        DATA 5,1,3,4,-8,2
        DATA 6,-4,-3,5,-2,1,-3
        DATA O
        END
RUN
DESCRT
                    103 201 90
        COMPLEEX ZEROS
        MAX POSITIVE
        MAX NEGATIVE
            3
        COMPLEK ZERDS
        mAX POSITIVE
        MAX NEGATIVE
        -3 5
        COMPLEX ZEROS
        mAX PGSITIVE
        MAX NEGATIVE
```

DONE

You might reasonably ask, just what have we done that could not be done quicker by hand. Well, mavbe not much, but look at $6 \quad 103 \quad 201 \quad 90$ in DESCRT. If we run these coefficients through INTZER, the computer tests P[1]/X 180 times (from -90 to 90 skipping 0). We may now use DESCRT and change the limits on the test loop in INTZER to test no positive values of X. So the computer will now test a maximum of 90 values of X. We could take this one step further and use the fact that the maximum number of
negative zeros is three to transfer out of the loop after the third value is found if they all are integral.

There is more to Descartes' Rule of Signs than appears in program DESCRT. The rule states that zero coefficients are to be dropped. DESCRT does not provide for that. You will find that when zero coefficients appear, we may consider polynomials such as

$$
P_{(X)}=3 X^{4}+2 X^{3}-5 X^{2}-7
$$

V1 for positive zeros gives us 1 . The coefficients for $\mathbf{P}_{(-x)}$ are $3,-2,-5,-7$, and V2 is 1 . Since there are no 0 zeros, there are a total of two real zeros. Since there are 4 complex zeros, we find that there are two nonreal zeros for $\mathrm{P}_{(\mathrm{X})}$.

## SUMMARY

Once again we have used polynomial coefficients stored in a computer list. This time we find all zeros whenever no more than two zeros are nonintegral. In addition, we have used Descartes' Rule of Signs to obtain the possible numbers of positive and negative zeros and outlined a procedure for determining the possible numbers of nonreal zeros.

## PROBLEMS FOR SEC. 11-4

1) Modify DESCRT to permit zero coefficients. Read all coefficients into a $P$ list and then eliminate the zero coefficients as you enter them into a two-row array.
2) Modify ALLZER to handle polynomials of degree greater than three which have for degree $D$ at least $D-2$ integral zeros.
$\checkmark$ 3) Write a program to gencrate polynomials of random degree $D$ which are guaranteed to have exactly $\mathrm{D}-2$ integral zeros and two nonreal zeros.
3) Project: Modify your program in problem 2) to handle D-2 real zeros using linear interpolation until $\mathrm{P}(\mathrm{x})$ is within 001 of 0 . (You may want to change the tolerance.)
4) Proiect: Use DESCRT to modify ALLZER to reduce the number of tests for polynomials similar to $6 \mathrm{X}^{3}+103 \mathrm{X}^{2}+201 \mathrm{X}+90$.

## CHAPTER 12

## MAT Instructions in BASIC

## 12-1 INTRODUCTION TO MAT INSTRUCTIONS

MAT instructions are BASIC statements which allow us to manipulate entire arrays in the computer without being required to do it entry by entry. This capability will enable us to write shorter programs, using arrays, than we have been able to write thus far.

We have had to assign values of array entries one at a time. We have been putting LET $\mathrm{A}[\mathrm{I}, \mathrm{J}]=$ or READ $\mathrm{A}[\mathrm{I}, \mathrm{J}]$ in a nested loop for assignment and then in order to print the array, we have been putting PRINT A[I, J]; in another nested loop. In order to print out a 3 by 4 array consisting of -l's, we

```
MAT-1
REM LINES 10 TO 50 'ASSIGN VALUES
10 FOR R=1 TO 3
20 FOR C=1 TO 4
30 LET A[R,C]=-1
40 NEXT C
5 0 ~ N E X T ~ R ~
98 REM LINES 100 TO 160 PRINT THE ARRAY
100 FOR R=1 TO 3
110 FOR C=1 TO 4
120 PRINT A[R,CJS
130 NEXT C
140 PRINT
150 PRINT
160 NEXT R
200 END
RUN
MAT-1
\begin{tabular}{llll}
-1 & -1 & -1 & -1 \\
-1 & -1 & -1 & -1 \\
-1 & -1 & -1 & -1
\end{tabular}
```

DONE

```
MAT-2
10 DIM A[ 3,4]
20 MAT READ A
30 MAT PRINT AB
4 0 ~ D A T A ~ - 1 , - 1 , - 1 , - 1 , - 1 , - 1 , - 1 , - 1 , - 1 , - 1 , - 1 , - 1
SO END
RUN
MAT-2
-1
-1
-1 
DONE
```

would proceed as in MAT-1, using programming statements and techniques with which we are familiar. MAT-1 certainly does what we said we would do.

But consider MAT-2, which is a five-line program that does what required 13 lines to do in MAT-1. In MAT-2, line 10 instructs the computer to set up a 3 by 4 array. Then line 20 reads the data into the array named and dimensioned in line 10. (Some of you who had 0 subscripts will find that as soon as you specify a MAT instruction for a particular variable you also lose 0 subscripts for that variable. Others will find the situation unchanged. This depends on the system.) Note in line 20 a semicolon appears after the array $A$. Used in this way we are specifying semicolon spacing. To get comma spacing, we may place a comma there or leave it blank. If we wish to specify printing for several arrays in one print instruction, we may do so as follows:

## XXX MAT PRINT A, B; C

In this case $A$ and $C$ will be printed with comma spacing, and $B$ will be printed with semicolon spacing.

In MAT-2 it may not be clear just how the computer takes the numbers in the data line and enters them in the array locations. MAT-3 is intended to show what numbers are entered where in the array.

```
MAT-3
    DIM A[ 3,5]
20 MAT READ A
30 MAT PRINT AB
40 DATA 1,2,3,4,5,6,7,8,9,10,11,12,13,14,15
50 END
RUN
MAT-3
\begin{tabular}{lllll}
1 & 2 & 3 & 4 & 5 \\
6 & 7 & 8 & 9 & 10 \\
11 & 12 & 13 & 14 & 15
\end{tabular}

It should be clear now that MAT READ enters numbers just as we read across the printed page. It reads and enters across until it runs out of space in the row and then reads the next data item into the first location of the next row. This is the method we have been using in all array programs throughout this text.

It was stated earlier that a list is just a special array consisting of a single column or a single row, depending on the computer. Now we will look at arrays of just one column or just one row. See MAT-4 and MAT-5.
```

MAT-4
10 DIM A[5,1]
20 MAT READ A
30 MAT PRINT A
40 DATA 1,2,3,4,5
50 END
RUN
MAT-4
1
2
3
4
5
DONE

```

MAT-S
10 DIM A[1.5]
20 MAT READ A
30 MAT PRINT A3
40 DATA \(1,2,3,4,5\)
50 END
RUN
MAT-5
\(\begin{array}{lllll}1 & 2 & 3 & 4 & 5\end{array}\)

DONE

Some systems may permit you to dimension a list as DIM A[5] and then MAT READ A. If this works, then you can determine whether your system thinks of a list as a row vector or a column vector, by having it MAT PRINT \(A\) when \(A\) is a list.

The MAT READ statement has an optional redimensioning capability. MAT READ \(A[R, C]\) redimensions \(A\) to have rows numbered up to \(R\) and columns numbered up to C and then reads data into that redimensioned array. See MAT-6.
```

MAT-6
10 DIM A[8, B]
20 MAT READ A[2,5]
30 MAT PRINT A:
40 DATA 6,3,4,8,-1,0,17,31,899,10
SO END
RUN
MAT-6

| 6 | 3 | 4 | 8 | -1 |
| :--- | :--- | :--- | :--- | :--- |
| 0 | 17 | 31 | 899 | 10 |

```
done

Some systems permit the use of MAT READ A[R, C] to perform the initial dimensioning within certain limits (usually up to [10, 10]).

An array of just one column is called a column vector by mathematicians. An array of one row is called a row vector. Mathematicians use the term matrix to describe all arrays. Thus the term MAT is used in BASIC.

\section*{MAT READ X}

Reads data into the array named X according to previously determined dimensions.

\section*{MAT READ Y[R, C]}

Dimensions or redimensions an array named \(Y\) with \(R\) rows and \(C\) columns and reads data into the array \(Y . R\) and \(C\) may be explicit integers or variables.

\section*{MAT PRINT P; Q, R;}

Prints array \(P\) with semicolon spacing, then prints array \(Q\) with comma spacing, and then prints array \(R\) with semicolon spacing.

Even though you use MAT READ in a program, you are not required to use MAT PRINT. You may often want to use nested loops to print an array as we have been doing up to this section. You will do this if you do not want the blank line between printed rows and if you want to print headings in front of each row or if you only want to print a portion of the array. Note too, that you may use MAT PRINT even if you have not used MAT READ. This will be the case if we analyze data and enter results into an array as we did in Chap. 5.

\section*{PROBLEMS FOR SEC. 12-1}
1) Fill an array with the numbers \(1,2,3,4,5,6,7,23,51,47,56\), and 234 and fill another array of the same dimensions with the numbers \(2,-3,43,90,45,32\), \(-89,65,43,-96,0\), and 1 . Fill a third array of the same dimensions with the sums of the numbers in order. The sum array should contain the numbers \(3,-1,46,94\), etc.
2) Use the data of problem 1). Dimension a 3 by 12 array. MAT READ the above data into the first two rows and 0 's into the third row and then replace the 0 's with the sums of the entries in the first two rows column by column.
3) Fill an array with the multiplication table up to \(12 \times 12\). MAT PRINT the result.
4) Fill a 4 by 3 array with the following numbers: \(2,56,78,3,20,45,3,9,673\), 564, 90, and 234. Have the computer multiply each number in the array by 3 and enter the product to replace the old number. Print the result.
5) Use the data of problem 4), but this time multiply each entry by the product of the row and column number. MAT PRINT the result.
6) Fill a 2 by 5 array with the following numbers: \(3,67,32,45,90,2,9,57,-3\), and 1. Multiply each entry by -3 if the sum of the row and column numbers is odd and by -1 if the sum of the row and column numbers is even. Print the result.
7) Fill a square array so that the locations along the top left to bottom right diagonal are filled with l's and all other entries are 0's. MAT PRINT the array.
8) Fill an array with all I's and print it.
9) Have the computer read the following array:
\begin{tabular}{lll}
1 & 6 & 11 \\
2 & 7 & 12 \\
3 & 8 & 13 \\
4 & 9 & 14 \\
5 & 10 & 15
\end{tabular}
and have it create the new array:
\begin{tabular}{rrrrr}
1 & 2 & 3 & 4 & 5 \\
6 & 7 & 8 & 9 & 10 \\
11 & 12 & 13 & 14 & 15
\end{tabular}
10) Fill a 2 by 8 array with all 0 's and print it.
11) A company has salesmen on the road four days a week. At the end of each week each salesman turns in an expense sheet. Here is a sample expense sheet:
\begin{tabular}{|lrrrr|}
\multicolumn{1}{c}{ Mon. } & Tue. & Wed. & Thur \\
\hline Lodging & \(\$ 12.00\) & \(\$ 11.00\) & \(\$ 10.50\) & \(\$ 14.00\) \\
Meals & \(\$ 4.00\) & \(\$ 7.50\) & \(\$ 6.90\) & \(\$ 7.40\) \\
Transportation & \(\$ 200\) & 0 & 0 & \(\$ 3.50\) \\
Customer & 0 & \(\$ 18.00\) & \(\$ 4.50\) & \(\$ 4.50\) \\
entertainment & \(\$ 2.31\) & \(\$ 1.84\) & \(\$ 3.15\) & \(\$ 1.83\) \\
\hline
\end{tabular}

Write a program that will find total expenses for the week, total expenses for each day of the week, and total expenses in each of the five categories listed on the expense sheet.

\section*{12-2 SOLVING A PROBLEM}

To get from a certain town to another town one must travel over a toll road, through a toll tumnel, and over a toll bridge. At the beginning of the trip there is a sign posted, listing the rates as in Table 12-1.

TABLE 12-1.
\begin{tabular}{|lccc|}
\hline & \multicolumn{3}{c|}{ Tolls per Vehicle } \\
\cline { 2 - 4 } & Road & Tunnel & Bridge \\
\hline Trucks & \(\$ 6.00\) & \(\$ 3.00\) & \(\$ 2.00\) \\
Buses & \(\$ 5.00\) & \(\$ 3.00\) & \(\$ 2.00\) \\
Passenger Cars & \(\$ 4.00\) & \(\$ 3.00\) & \(\$ 2.00\) \\
Motorcycles & \(\$ 3.00\) & \(\$ 2.00\) & \(\$ 1.00\) \\
\hline
\end{tabular}

On a particular day there were five caravans which traveled this route. The caravans consisted of different types of vehicles as shown in Table 12-2.

TABLE 12-2.
\begin{tabular}{|ccccc|}
\hline & \multicolumn{4}{c|}{ Vehicles per Caravan } \\
\cline { 2 - 5 } & Trucks & Buses & Cars & Cycles \\
\hline Caravan 1 & 1 & 3 & 4 & 2 \\
Caravan 2 & 1 & 5 & 3 & 6 \\
Caravan 3 & 2 & 4 & 2 & 5 \\
Caravan 4 & 1 & 6 & 3 & 2 \\
Caravan 5 & 3 & 1 & 0 & 2 \\
\hline
\end{tabular}

The Road Commission would like to have a report which would include the amount each caravan paid in tolls at each toll booth. The problem will be solved, when we are able to fill in Table 12.3.

TABLE 12-3.
\begin{tabular}{|cccc|}
\hline & \multicolumn{3}{c|}{ Tolls Paid } \\
\cline { 2 - 4 } & Road & Tunnel & Bridge \\
\hline Caravan 1 & A & B & C \\
Caravan 2 & D & E & F \\
Caravan 3 & G & H & I \\
Caravan 4 & J & K & L \\
Caravan 5 & M & N & \(\emptyset\) \\
\hline
\end{tabular}

Before we actually attempt the problem solution, let us write just the portion of our program that we will use later, which will read the data into two arrays. One array, which we call \(A\), stores the values of Table 12-1, the other
array, which we call \(B\), stores the values of Table 12-2. Then let us print the two arrays with headings so that we may later concentrate on the actual problem solution, having taken care of the mechanics of getting the data into the proper arrays. Taken by itself, the task of getting the data into the two arrays is reasonably straightforward. See program TØLL-1.
```

TOLL-1
20 DIMM A[4,3],B[5,4]
40, MAT READ A
60' DATA 6,3,2,5,3,2,4,3,2,3,2,1
80 PRINT "TOLLS PER VEHICLE"
100 PRINT "R@AD TUNL BRIDGE"
120 MAT PRINT AB
140 MAT KEAD B
160 DATA 1,3,4,2,1,5,3,6,2,4,2,5,1,6,3,2,3,1,0,2
180 PRINT "VEHICLES PER CARAVAN"
200 PRINT "TRUCK bUS CARS MOTORCYCLES"
220 MAI PRINT B3
240 END
RUN
IOLL-1
TOLLS PER VEHICLE
ROAD TUNL BRIDGE
6 3 2
5 3 2
4 3 2
3 2 1
VEHICLES PER CARAVAN
TRUCK BUS CARS MOTORCYCLES

| 1 | 3 | 4 | 2 |
| :--- | :--- | :--- | :--- |
| 1 | 5 | 3 | 6 |
| 2 | 4 | 2 | 5 |
| 1 | 6 | 3 | 2 |
| 3 | 1 | 0 | 2 |

DONE

```

Writing the program in parts like this will help us isolate any errors that we might encounter while writing the program. We may now strike out lines \(80,100,120,180,200\), and 220 as we will not need these values printed again.

Now to tackle the problem itself. We can find out how much Caravan 1 paid at the road toll booth. It had one truck which paid \(\$ 6\), three buses at \(\$ 5\) each for \(\$ 15\), four ears at \(\$ 4\) each for \(\$ 16\), and two motorcycles at \(\$ 3\) each for \(\$ 6\). Totaling \(1^{\circ} 6,3^{\circ} 5,4^{\circ} 4\), and \(2^{\circ} 3\) we get \(\$ 43\). So, \(\$ 43\) is the value of A in Table 12-3. How much did Caravan 1 pay at the tunnel? It paid \(1^{\circ} 3\) for the truck, \(3^{\circ} 3\) for the buses, \(4^{\circ} 3\) for the cars, and \(2^{\circ} 2\) for the motorcycles for a total of \(\$ 28\), which is the value of \(B\) in Table 12-3. We
repeat this process at the bridge substituting \(2,2,2\), and 1 for \(3,3,3\), and 2 and sum up \(1^{\circ} 2,3^{\circ} 2,4^{\circ} 2\), and \(2^{\circ} 1\) getting a total of \(\$ 18\) for the value of C in Table 12-3. Then we would go to Caravan 2 and step through the road tolls, then the tunnel tolls, and finally the bridge tolls. Then on to the next caravan until we have gotten results for all the five caravans. This is just the kind of repetitive process that we use the computer for

We will find it helpful to think of Table \(12-3\) as an array with \(\mathrm{C}[\mathrm{I}, \mathrm{J}]\) as the values of the entries rather than \(A, B, \ldots, M, N, \varnothing\). Calling that array \(C\) we get \(\mathrm{C}[1,1]=\mathrm{A}, \mathrm{C}[1,2]=\mathrm{B}\), etc. down to \(\mathrm{C}[5,3]=\varnothing\).

Note that after we step across row 1 in MAT B and down column 1 in MAT \(A\), the final sum is entered in row 1 and column 1 of MAT \(C\). When we step across row 1 of MAT B and down column 2 of MAT A, the sum is entered in row 1 column 2 of MAT C. You should see that stepping across row R of MAT B and down column C of MAT A results in a sum that is entered in row R , column C of MAT C. Note too, that the row headings of MAT B correspond to the row headings of MAT C and the column headings of MAT A correspond to the column headings of MAT C, and that the row headings of MAT A and the column headings of MAT B coincide. With some experimentation, you should be able to convince yourself that this is a natural consequence of the problem and not mere coincidence for this particular set of data. If you change the number of toll booths, all of the above statements still hold.

Summarizing, we have just tried to establish that we sum up the following products:
\[
\begin{equation*}
\mathrm{B}[\mathrm{R}, \mathrm{X}]^{\circ} \mathrm{A}[\mathrm{X}, \mathrm{C}] \tag{12-1}
\end{equation*}
\]
where \(R\) is the row number in MAT \(B, C\) is the column number in MAT \(A\), and X goes from 1 to the number of columns in MAT B which is the same as the number of rows in MAT A. Having found the sum of all products in Eq. (12-1) for a fixed [R, C] pair, we enter that sum in \(C[R, C]\). We do this for all rows of MAT B and all columns of MAT A.

You should run through the calculations by hand with pencil and paper to verify the procedure and to become more familiar with it. We draw a flowchart in Fig. 12-1 and call the program TØLL-2.

\section*{PROBLEMS FOR SEC. 12-2}
1) Suppose on a particular day there were four caravans. Caravan 1 had one truck, Caravan 2 had one bus, Caravan 3 had one car, and Caravan 4 had one motorcycle. Have the computer print the amounts that each caravan paid at each toll booth.
2) Suppose there were no vehicles on a particular day. What would the Road Commission report look like?
3) Suppose there were three caravans, each having one vehicle of each type. Print the schedule of payments for this situation.
4) On a given day there were four caravans. Caravan 1 had one motorcycle, Caravan 2 had one car, Caravan 3 had one bus, and Caravan 4 had one truck. Have the computer print the schedule of payments.

flowchart for finding tolls paid by caravans at various toll booths for program TØLL-2.

TOLL-2
```

20 DIM A[4,3], B[5,4]
25 DIM C[5,3]
40 MAT READ A
6 0 ~ D A T A ~ 6 , 3 , 2 , 5 , 3 , 2 , 4 , 3 , 2 , 3 , 2 , 1
140 MAT READ B
160 DATA 1,3,4,2,1,5,3,6,2,4,2,5,1,6,3,2,3,1,0,2
235 REM WE STEP THROUGH ROWS OF B THE CARAVANS
240 FOR K=1 T0 S
255 REM WE STEP THRQUGH CBLUMNS OF MAT A
256 REM THE TOLLL BODTH IDENTIFICATION
260 FOR C=1 TO 3

```

```

280 LET C[R,C]=0
295 REM X STEPS THROUGH THE RDWS OF A AND THE COLUMNS OF B
296 REM THERE WE FIND 'TRUCKS BUSES CARS MGTORCYCLES'
297 REM IN EACH ARRAY
300 FOR X=1 TO 4
320 LET C[R,C]=C[R;C]+B[R\&X]\&A[X,C]
335 REM GO TO THE NEXT COLUMN OF B AND THE NEXT ROW OF A
340 NEXT X

```


DONE
5) Let
\[
\mathrm{A}=\left[\begin{array}{rrr}
1 & 2 & 3 \\
4 & 5 & 6 \\
7 & 8 & 9 \\
10 & 11 & 12
\end{array}\right] \quad \text { and } \quad \mathrm{B}=\left[\begin{array}{llll}
1 & 2 & 3 & 4 \\
5 & 6 & 7 & 8
\end{array}\right]
\]

Perform the operations of this section to get MAT C.
6) Suppose we let
\[
A=\left[\begin{array}{llll}
1 & 2 & 3 & 4 \\
5 & 6 & 7 & 8
\end{array}\right] \quad \text { and } \quad B=\left[\begin{array}{llll}
10 & 11 & 12 & 13 \\
14 & 15 & 16 & 17
\end{array}\right]
\]

Why could not we perform the set of operations of program T \(\emptyset L L-2\) ?

\section*{12-3 OPERATIONS AND SPECIAL MATRICES}

While the MAT operations have specialized and rigid definitions in matrix algebra, we will find at times that some of the MAT capabilities will help us in writing programs not deeply involved in a matrix algebra setting. It is the purpose of this section to list the MAT capabilities, but not to develop the matrix algebra to any great extent. For such a treatment, you should see any text in advanced algebra.

\section*{Multiplication}

The requirements of the Road Commission report in Sec. \(12-2\) led us to evolve a set of steps that occurs often in both applied and theoretical mathematics. The set of steps carried out there exactly fits the definition of matrix multiplication. Using the array names of Sec. 12-2, we define the product of \(B\) and \(A\) as the array \(C\), which is written as \(C=B{ }^{\circ} A\).

From the discussion in Sec. 12-2, we should see that the dimensioning must conform as
\[
\mathrm{B}[\mathrm{R}, \mathrm{M}]^{\circ} \mathrm{A}[\mathrm{M}, \mathrm{C}]=\mathrm{C}[\mathrm{R}, \mathrm{C}]
\]

Calling for a product of two nonconforming matrices will generate an enor message from the computer. The program statement for multiplication is
```

XXX MAT C = B ' A

```

We may now have the computer do everything from lines 240 through 380 with a single statement. Having worked through the operation in considerable detail in Sec. 12-2, you should have little difficulty in having the dimensions correctly provided for. See TØLL-3.
```

TOLL-3
20 DIM A[4,3],B[5,4]
25 DIM C[5,3]
40 MAT READ A
60 DATA 6,3,2,5,3,2,4,3,2,3,2,1
140 MAI READ B
160 DATA 1,3,4,2,1,5,3,6,2,4,2,5,1,6,3,2,3,1,0,2
200 MAT C=B*A
210 PRINT "ROAD","TUNNEL","BRIDGE"
230 MAT PRINT C
999 END
RUN
T0LL-3

| R6AD | TUNNEL | BRIDGE |
| :---: | :---: | :---: |
| 43 | 28 | 18 |
| 61 | 39 | 24 |
| 55 | 34 | 21 |
| 54 | 34 | 22 |
| 29 | 16 | 10 |

DONE

```

\section*{Addition and Subtraction}

Some past problems have asked you to add two amays. For two arrays of the same dimensions, the sum is defined as an aroy containing the sums of corresponding entries of the given arrays. In other words, for all I, J pairs, \(\mathrm{S}[\mathrm{I}, \mathrm{J}]=\mathrm{A}[\mathrm{I}, \mathrm{J}]+\mathrm{B}[\mathrm{I}, \mathrm{J}]\), where the sum array is S . Matrix addition is accomplished with the program statement
\[
\begin{aligned}
\text { XXX } & \text { MAT } S=A+B \\
\text { or } \quad \text { XXX } & =A+B
\end{aligned}
\]
may be used if you no longer need MAT A.
Subtraction is defined just as you would expect. For A - B, the difference must be an array so that for all \(\mathrm{I}, \mathrm{J}\) pairs, \(\mathrm{D}[\mathrm{I}, \mathrm{J}]=\mathrm{A}[\mathrm{I}, \mathrm{J}]-\mathrm{B}[\mathrm{I}, \mathrm{J}]\). The program statement is
\[
\begin{array}{rll} 
& \text { XXX } & \text { MAT } D=A-B \\
\text { or } & \text { XXX } & \text { MAT } A=A-B
\end{array}
\]

Neither addition nor subtraction is defined for arrays of different dimensions.

\section*{Scalar Multiplication}

You may multiply each element of an array by some constant or algebraic expression using

XXX MAT \(\mathrm{Z}=(\operatorname{SIN}(\mathrm{G}))^{\circ} \mathrm{X}\)
which multiplies every entry in MAT \(X\) by \(\operatorname{SIN}(G)\) and enters the product in MAT Z.

\section*{Equality}

A matrix may be created to be identical to an already existing matrix by
\[
\begin{equation*}
\mathrm{XXX} \quad \text { MAT } \mathrm{P}=\mathrm{Q} \tag{12-2}
\end{equation*}
\]
or, in systems which do not permit Eq. (12-2), you should be able to achieve the same result by

XXX MAT \(\mathrm{P}=(1)^{\circ} \mathrm{Q}\)

\section*{Special MAT's}

There are three special matrices available with a single assignment statement in BASIC. They are
\[
\begin{array}{ll}
\text { XXX } & \text { MAT } A=Z E R \\
\text { XXX } & \text { MAT } B=Z E R[R, C] \\
\text { YYY } & \text { MAT } C=C \emptyset N \\
\text { YYY } & \text { MAT } D=C \emptyset N[R, C] \\
Z Z Z & \text { MAT } E=\operatorname{IDN} \\
Z Z Z & \text { MAT } F=\operatorname{IDN}[N, N] \tag{12-5B}
\end{array}
\]

Equation (12-3A) sets all entries in MAT A equal to 0 according to previously determined dimensions, while Eq. (12-3B) sets the dimensions of B at \([\mathrm{R}, \mathrm{C}]\) and fills MAT B with 0's. Equation (I2-3B) is often used to change the dimensions of a matrix during the RUN of a program.

Equation ( \(12-4 \mathrm{~A}\) ) sets all entries in MAT \(C\) equal to 1 according to previously determined dimensions, while Eq. (12-4B) sets the dimensions of MAT \(D\) at \([R, C]\) and fills it with l's.

Equation (12-5A) requires that MAT E be a square array, and fills the upper left to lower right diagonal with l's and all other locations with 0's. Equation (12-5B) has the same effect as Eq. (12-5A), but the dimensions are set at [ \(\mathrm{N}, \mathrm{N}\) ]. The matrix created in this form is called an identity matrix. Program MATSPl is intended to show how these special arays are established.

\section*{MATSPI}


\section*{SUMMARY}

We have introduced the matrix operations-multiplication, addition, subtraction, and scalar multiplication. The special matrices \(Z E R, C \emptyset N\), and IDN have been specified.

\section*{PROBLEMS FOR SEC. 12-3}
1) Redo program TøTAL using a row vector for the numbers of items and a column vector for the prices. Obtain the total cost with a single MAT statement.
2) Have the computer find the product of
\[
\left[\begin{array}{rrrr}
1 & 3 & -2 & -1 \\
2 & -3 & 1 & -3 \\
-7 & 5 & -1 & 11 \\
3 & -1 & 1 & -1
\end{array}\right] \quad \text { and } \quad\left[\begin{array}{r}
-1 \\
2 \\
-3 \\
4
\end{array}\right]
\]

If we think of the above as
\[
\left[\begin{array}{rrrr}
1 & 3 & -2 & -1 \\
2 & -3 & 1 & -3 \\
-7 & 5 & -1 & 11 \\
3 & -1 & 1 & -1
\end{array}\right] \quad \text { and } \quad\left[\begin{array}{c}
W \\
\mathrm{X} \\
\mathrm{Y} \\
\mathrm{Z}
\end{array}\right]
\]
then we are really finding the values of \(W+3 X-2 Y-Z, 2 W-3 X+Y-3 Z\), \(-7 W+5 X-Y+11 Z\), and \(3 W-X+Y-Z\).
3) Multiply
\[
\left[\begin{array}{lll}
0 & 0 & 1 \\
0 & 0 & 2 \\
0 & 0 & 3
\end{array}\right] \quad \text { by } \quad\left[\begin{array}{rrr}
5 & 7 & -5 \\
4 & 5 & 3 \\
0 & 0 & 0
\end{array}\right]
\]
and multiply
\[
\left[\begin{array}{lll}
0 & 0 & 1 \\
0 & 0 & 2 \\
0 & 0 & 3
\end{array}\right] \quad \text { by } \quad\left[\begin{array}{lll}
5 & 6 & 2 \\
4 & 1 & 3 \\
0 & 0 & 0
\end{array}\right]
\]

Any conclusions about the matrix of 0's?
4) Let
\[
A=\left[\begin{array}{rr}
3 & 12 \\
1 & 4
\end{array}\right] \quad \text { and } \quad B=\left[\begin{array}{rr}
-12 & 28 \\
3 & -7
\end{array}\right]
\]

Find the product \(A^{\circ} B\) and the product \(B^{\circ} A\). What do you conclude?
5) Let
\[
\mathrm{A}=\left[\begin{array}{ll}
1 & 2 \\
3 & 4
\end{array}\right] \quad \mathrm{B}=\left[\begin{array}{rr}
-1 & -2 \\
5 & 3
\end{array}\right] \quad \mathrm{C}=\left[\begin{array}{rr}
2 & -11 \\
25 & 31
\end{array}\right]
\]

Find \(\left[A^{\circ} B\right]^{\circ} C\) and \(A *\left[B{ }^{*} C\right]\).
6) Using \(A, B\), and \(C\) from problem 5), find \(A{ }^{\circ}[B+C]\) and \(A{ }^{\circ} B+A^{\circ} C\).
7) Multiply
\[
\left[\begin{array}{rrr}
1 & 2 & -1 \\
2 & -1 & 3 \\
7 & -2 & 4
\end{array}\right] \quad \text { by } \quad\left[\begin{array}{rrr}
.08 & -.24 & .2 \\
.52 & .44 & -.2 \\
.12 & .64 & -.2
\end{array}\right]
\]
8) Let
\[
A=\left[\begin{array}{cl}
-2 & 1 \\
1.5 & -.5
\end{array}\right] \quad \text { and } \quad B=\left[\begin{array}{ll}
1 & 2 \\
3 & 4
\end{array}\right]
\]

Find \(A{ }^{\circ} B\) and \(B{ }^{\circ} A\).
\(\checkmark\) 9) Write a program to raise a matrix to a power. Let the power be determined by an item of data.
10) Enter the integers 1 through 12 into a row vector and into a column vector, using MAT READ. (You can avoid typing the data twice by using RESTøRE.) Find the 12 by 12 product matrix and print it.

\section*{12-4 SOLVING SIMULTANEOUS LINEAR EQUATIONS}

You should see that the matrix equation
\[
\left[\begin{array}{lll}
\mathrm{A}_{1} & \mathrm{~B}_{1} & \mathrm{C}_{1}  \tag{12-6}\\
\mathrm{~A}_{2} & \mathrm{~B}_{2} & \mathrm{C}_{2} \\
\mathrm{~A}_{3} & \mathrm{~B}_{3} & \mathrm{C}_{3}
\end{array}\right] \cdot\left[\begin{array}{l}
\mathrm{X} \\
\mathrm{Y} \\
\mathrm{Z}
\end{array}\right]=\left[\begin{array}{l}
\mathrm{D}_{1} \\
\mathrm{D}_{2} \\
\mathrm{D}_{3}
\end{array}\right]
\]
can be multiplied out on the left-hand side to obtain
\[
\left[\begin{array}{c}
A_{1} X+B_{1} Y+C_{1} Z  \tag{12-7}\\
A_{2} X+B_{2} Y+C_{2} Z \\
A_{3} X+B_{3} Y+C_{3} Z
\end{array}\right]=\left[\begin{array}{c}
D_{1} \\
D_{2} \\
D_{3}
\end{array}\right]
\]

Defining equality for two matrices as existing if and only if for all \(1, \mathrm{~J}\) pairs the entry of one matrix equals the corresponding entry of the other, or for MAT A and MAT B, A[I, J] \(=B[I, J]\), we may say that
\[
\begin{align*}
& A_{1} X+B_{1} Y+C_{1} Z=D_{1} \\
& A_{2} X+B_{2} Y+C_{2} Z=D_{2}  \tag{12-8}\\
& A_{3} X+B_{3} Y+C_{3} Z=D_{3}
\end{align*}
\]
which constitutes a system of three linear equations.
Equations (12-6), (12-7), and (12-8) are simply three different ways of writing the sume set of equations. If we can find the values of \(X, Y\), and \(Z\) in Eq. (12-6), we will have solved the set of linear equations in Eq. (12-8).

Let us rewrite Eq. (12-6) as
\[
C^{*} S=K
\]
where
\[
\mathrm{C}=\left[\begin{array}{lll}
\mathrm{A}_{1} & \mathrm{~B}_{1} & \mathrm{C}_{1} \\
\mathrm{~A}_{3} & \mathrm{~B}_{2} & \mathrm{C}_{2} \\
\mathrm{~A}_{3} & \mathrm{~B}_{3} & \mathrm{C}_{3}
\end{array}\right] \quad \mathrm{S}=\left[\begin{array}{l}
\mathrm{X} \\
\mathrm{Y} \\
\mathrm{Z}
\end{array}\right] \quad \mathrm{K}=\left[\begin{array}{c}
\mathrm{D}_{1} \\
\mathrm{D}_{2} \\
\mathrm{D}_{3}
\end{array}\right]
\]

It would be very convenient if we could just divide both sides by C. But it turns out that the division of one matrix by another is not an easily describable process. However, we may instead multiply each side by the multiplicative inverse of C . We write that as \(\mathrm{C}^{-1}\). Doing that we get
\[
\mathrm{S}=\mathrm{C}^{-1} \mathrm{~K}
\]

We note here without elaboration, the following facts:
1) In order to have an inverse, a matrix must be square.
2) Not all matrices have inverses.
3) The product of a square matrix and its inverse is the identity matrix.

To see more clearly what the inverse of a matrix is, let us find the inverse of
\[
\left[\begin{array}{ll}
5 & 6 \\
7 & 8
\end{array}\right]
\]

We may call its inverse the matrix with entries \(\mathrm{A}, \mathrm{B}, \mathrm{C}\), and D such that
\[
\left[\begin{array}{ll}
\mathrm{A} & \mathrm{~B} \\
\mathrm{C} & \mathrm{D}
\end{array}\right] \cdot\left[\begin{array}{ll}
5 & 6 \\
7 & 8
\end{array}\right]=\left[\begin{array}{ll}
1 & 0 \\
0 & 1
\end{array}\right]
\]

Finding the product on the left, we get
\[
\left[\begin{array}{ll}
5 \mathrm{~A}+7 \mathrm{~B} & 6 \mathrm{~A}+8 \mathrm{~B} \\
5 \mathrm{C}+7 \mathrm{D} & 6 \mathrm{C}+8 \mathrm{D}
\end{array}\right]=\left[\begin{array}{ll}
1 & 0 \\
0 & 1
\end{array}\right]
\]

Two matrices are equal if their conesponding entries are equal. So we get the following four equations:
\[
\begin{array}{ll}
5 A+7 B=1 & 6 A+8 B=0 \\
5 C+7 D=0 & 6 C+8 D=1
\end{array}
\]

Solving these for \(\mathrm{A}, \mathrm{B}, \mathrm{C}\), and D we get \(\mathrm{A}=-4, \mathrm{~B}=3, \mathrm{C}=3.5\), and \(\mathrm{D}=-2.5\). So
\(\left[\begin{array}{ll}5 & 6 \\ 7 & 8\end{array}\right]^{-1}=\left[\begin{array}{cc}-4 & 3 \\ 3.5 & -2.5\end{array}\right]\)
BASIC provides a statement to find the inverse of a square matrix, if it exists. After we have arranged for proper dimensioning, we may use
```

XXX MAT X = INV(A)
MATINV
10 DIM X[2,2],A[2,2],P[2,2]
20 MAT READ A
30 MAT X=INV(A)
40 PRINT "ORIGINAL MATRIX"
SO MAT PRINT AS
60 PRINT "INVERSE MATRIX"
70 MAT PRINT XB
80 PRINT "THE PRODUCT IS"
90 MAT P=X*A
100 MAT PRINT P;
110 DATA 5,6,7,8
120 END
RUN
MATINV
OKIGINAL MATRIX
5 6
7 8
INVERSE MATRIX
-4. 3.
3.5 -2.5
THE PRODUCT IS
10
0 1
DDNE

```
and matrix \(X\) will be the inverse of matrix \(A\). We may easily verify our calculations for finding the inverse above. See MATINV.
(You are cautioned that the computer may be susceptible to slight errors when using the INV( ) statement.)

So with the MAT INV( ), we should be able to solve sets of simultaneous linear equations such as the following:
\[
\begin{align*}
4 \mathrm{~W}-\mathrm{X}+2 \mathrm{Y}+3 \mathrm{Z} & =-3  \tag{12-9A}\\
-\mathrm{W}+4 \mathrm{X}+2 \mathrm{Y} & =-15  \tag{12-9B}\\
\mathrm{~W}+2 \mathrm{X}-\mathrm{Y}+3 \mathrm{Z} & =-3  \tag{12-9C}\\
-4 \mathrm{~W}+3 \mathrm{X}+2 \mathrm{Y}+\mathrm{Z} & =-17 \tag{12-9D}
\end{align*}
\]

We let
\[
C=\left[\begin{array}{rrrr}
4 & -1 & 2 & 3 \\
-1 & 4 & 2 & 0 \\
1 & 2 & -1 & 3 \\
-4 & 3 & 2 & 1
\end{array}\right]
\]
where C is usually referred to as the coefficient matrix, and we let
\[
\mathbf{K}=\left[\begin{array}{l}
-3 \\
-15 \\
-3 \\
-17
\end{array}\right]
\]

Now we can read the data into two matrices \(C\) and \(K\), have the computer find the inverse of \(C\), and multiply it by \(K\) to get matrix \(S\) consisting of the values for \(W, X, Y\), and Z, which satisfy Eq. (12-9). See program SØLVE.

SOL. VE
```

10 DIM C[4,4],K[4,1],S[4,1],I[ 4,4]
20 MAT READ C,K
30 MAT I=INV(C)
40 MAT S=I*K
50 PKINT "SOLUTIDNS:"
6 0 ~ M A T ~ P R I N T ~ S ~ S
7 0 DATA 4,-1,2,3,-1,4,2,0,1,2,-1,3,-4,3,2,1,-3,-15,-3,-17
80 END
RUN
SOLVE
SOLUTIONSI
1.
-2
-3.
-1
DONE

```

The column vector
\[
\left[\begin{array}{r}
1 \\
-2 \\
-3 \\
-1
\end{array}\right]
\]
is to be interpreted as, \(\mathrm{W}=1, \mathrm{X}=-2, \mathrm{Y}=-3\), and \(\mathrm{Z}=-1\). We may now substitute these values in Eq. (12-9) to verify that they do in fact constitute the unique solution.

\section*{SUMMARY}

We have seen that sets of simultaneous linear equations may be solved by considering an equivalent matrix equation \(C^{\circ} X=K\), where \(C\) is the coefficient matrix, X is a column vector which contains the values of the variables in the original set of linear equations, and \(K\) is a column vector containing the constant terms in the original set of linear equations. We may solve for X by finding the inverse of matrix C , so that \(\mathrm{X}=\mathrm{C}^{-1}{ }^{\circ} \mathrm{K}\). The inverse may be found with the BASIC statement MAT \(\mathrm{I}=\mathrm{INV}(\mathrm{C})\). For systems of simultaneous linear equations having a unique solution, MAT C will always be square, which is one of the requirements for having an inverse.

PROBLEMS FOR SEC. 12-4
1) Let
\[
\mathrm{A}=\left[\begin{array}{rrr}
4 & -4 & 4 \\
1 & 1 & 7 \\
-3 & 9 & -8
\end{array}\right]
\]

Find and print \(A^{-1}, A^{\circ} A^{-1}\), and \(A^{-1 \circ} A\).
2) Let
\[
\mathrm{B}=\left[\begin{array}{rr}
-8 & -3 \\
0 & -1
\end{array}\right]
\]

Find \(B^{-1}\) and print it. Verify by hand-computing the inverse of B. Find and print \(B^{\circ} B^{-1}\) and \(B^{-1}{ }^{\circ} B\).
3) Solve for \(X\) and \(Y\) :
\(-2 X-5 Y=-16\)
\(-\mathrm{X}+4 \mathrm{Y}=31\)
4) Solve for \(X, Y\), and \(Z\) :
\[
\begin{aligned}
& 2 X-9 Y-5 Z=2 \\
& 7 X-6 Y+5 Z=-35 \\
& 9 X-6 Y+5 Z=-39
\end{aligned}
\]
5) Solve for \(X, Y\), and \(Z\) :
\[
\begin{aligned}
& 3 X+4 Y+Z=7 \\
& 5 X-6 Y+3 Z=8 \\
& 3 X+4 Y+Z=-3
\end{aligned}
\]
6) Solve for \(W, X, Y\), and \(Z\) :
\[
\begin{aligned}
6 \mathrm{~W}+3 \mathrm{X}+6 \mathrm{Y}+5 \mathrm{Z} & =-12 \\
-7 \mathrm{~W}+5 \mathrm{X}-7 \mathrm{Y}-\mathrm{Z} & =77 \\
-3 \mathrm{~W}+\mathrm{X}+3 \mathrm{Y}+6 \mathrm{Z} & =31 \\
-2 \mathrm{~W}-4 \mathrm{X}+4 \mathrm{Y}-7 \mathrm{Z} & =-76
\end{aligned}
\]
7) Solve for \(W, X, Y\), and \(Z\) :
\[
\begin{aligned}
-3 W+6 X-5 Y-Z & =-32 \\
W+9 X-5 Y-2 Z & =9 \\
W+6 Y+5 Z & =2 \\
-7 W+4 X-Y+5 Z & =-86
\end{aligned}
\]
8) Solve for \(X, Y\), and \(Z\) :
\[
\begin{aligned}
2 \mathrm{X}+4 \mathrm{Y}-3 \mathrm{Z} & =-11.9 \\
-9 \mathrm{X}-3 \mathrm{Y} & =58.5 \\
-9 \mathrm{X}+8 \mathrm{Y}+5 \mathrm{Z} & =66.6
\end{aligned}
\]
9) Solve for \(V, W, X, Y\), and \(Z\) :
\[
\begin{aligned}
7 \mathrm{~V}+6 \mathrm{~W}-3 \mathrm{X}-\mathrm{Y}+9 \mathrm{Z} & =26.3 \\
-9 \mathrm{~V}+2 \mathrm{~W}+9 \mathrm{X}+5 \mathrm{Y}+\mathrm{Z} & =91.1 \\
-3 \mathrm{~V}+4 \mathrm{~W}+5 \mathrm{X}+5 \mathrm{Z} & =62.9 \\
6 \mathrm{~V}-8 \mathrm{X}-2 \mathrm{Y}-6 \mathrm{Z} & =-55.6 \\
-3 \mathrm{~V}-9 \mathrm{X}+5 \mathrm{X}+7 \mathrm{Y}+3 \mathrm{Z} & =-25.9
\end{aligned}
\]
10) Let
\[
A=\left[\begin{array}{rrr}
1 & -2 & 3 \\
5 & -1 & -2 \\
0 & 3 & 4
\end{array}\right] \quad \text { and } \quad B=\left[\begin{array}{rrr}
2 & -4 & 0 \\
-3 & 1 & 2 \\
5 & 2 & -5
\end{array}\right]
\]

Find and print \(\left(A^{\circ} B\right)^{-1}\) and \(B^{-1}{ }^{\circ} A^{-1}\).
\(\checkmark\) 11) Write a program that can solve sets of simultancous linear equations having different numbers of equations. Have an item of data that is the number of equations and redimension all matrices accordingly.

\section*{12-5 TRANSPOSE OF A MATRIX}

Suppose you have just soived a set of 10 smuitaneous inear equations. The 10 values of the 10 unknowns are entered into a column vector that is called X in Sec. 12-4. Calling for MAT PRINT X prints the 10 values down the page with a blank line between every two. This takes up a lot of space. It might
be convenient to enter these same values in a row vector and MAT PRINT that on one line. What we want is to create a new matrix whose row corresponds to the column of the matrix X and whose columns correspond to the rows of matrix \(X\), i.e., an exchange of rows and columns. Of course we could make the exchange element by element or we could do the printing entry by entry, but both are unnecessary. BASIC provides a program statement to perform this set of exchanges. XXX MAT \(A=\operatorname{TRN}(B)\) fills matrix \(A\) so that its rows correspond to the columns of \(B\) and its columns correspond to the rows of B. This set of exchanges creates a matrix called the transpose of B . We write the transpose of \(B\) as \(\mathrm{B}^{t}\).

As noted earlier, the transpose will enable us to have more compact printing in some programs. The transpose also introduces some matrix properties of theoretical interest. Some of these properties may be suggested by the exercises.

TRPØSI is simply a demonstration program that finds and prints the transpose of a 10 -element column vector.
```

TRPOSI
REM A IS A COLUMN VECTOR AND B IS A ROW VECTOR
DIM A[ 10,1],B[1,10]
20 MAT READ A
30 DATA 1, 2,3,4,5,6,7,8,9,10
40 MAT B=TRN(A)
45 PRINT "TRANSPOSE OF COLUMN VECTOR A"
SO MAT PRINT E;
60 END
RUN
TRPOSI
MRANSSOSE OF COLUMN VECTOR A N
DONE

```

The transpose differs from the inverse in that every matrix has a transpose. If MAT A has \(M\) rows and \(N\) columns, then \(A^{t}\) has \(N\) rows and \(M\) columns. Let us write a second demonstration program to print a 2 by 4 matrix and its transpose. See TRPØS2.
```

TRPOS2
10 DIM A[2,4],B[4,2]
20 PRINT "2 BY 4 MATRIX"
3 0 ~ M A T ~ R E A D ~ A ~
4O MAT PKINT A:
SO MAT B=TRN(A)
60 PRINT "TRANSPOSE OF THE ABOVE MATRIX"
70 MAT PRINT B;
80 DATA 3,6,1,-5,0,18,999,11
90 END

```
```

RUN
TRPGS2
2 HY 4 MATRIK n
transpgSe df the abgVe matritx
30
6 18
1 999
-5 11
DONE

```

MAT \(\mathrm{X}=\operatorname{TRN}(\mathrm{Y})\)
Creates a matrix X so that for all I, J pairs, \(\mathrm{X}[\mathrm{I}, \mathrm{J}]=\mathrm{Y}[\mathrm{J}, \mathrm{I}]\). Dimensions must be correctly provided for. X is called the transpose of Y .

PROBLEMS FOR SEC. 12-5
1) Let
\[
A=\left[\begin{array}{rrr}
1 & -2 & 3 \\
2 & 1 & -4 \\
-3 & 4 & 1
\end{array}\right]
\]

Find and print \(A^{t}, A^{t}+A\), and \(A^{t}-A\).
2) Let
\[
A=\left[\begin{array}{rrr}
5 & 3 & 1 \\
6 & -2 & 9 \\
3 & 9 & 1
\end{array}\right]
\]

Print \(A^{t}, A+A^{t}, A-A^{t}\), and \(A^{t}-A\).
3) Let
\[
A=\left[\begin{array}{ll}
1 & 2 \\
3 & 4
\end{array}\right]
\]

Let \(B=A^{t}\) and let \(C=A^{-1}\). Print \(B^{-1}\) and \(C^{t}\).
4) Let
\[
A=\left[\begin{array}{rrr}
2 & -1 & 3 \\
5 & 0 & 8 \\
-3 & 4 & 2
\end{array}\right] \quad \text { and } \quad B=\left[\begin{array}{rrr}
6 & 3 & 8 \\
9 & 5 & 4 \\
11 & -2 & 0
\end{array}\right]
\]
\(\operatorname{Print}\left[A^{\circ} B\right]^{t}, B^{t}{ }^{\circ} A^{t}\), and \(A^{t}{ }^{\circ} B^{t}\).

\section*{CHAPTER 13}

\section*{Elementary Probability}

\section*{13-1 INTRODUCTION}

It is the purpose of this chapter to introduce some fundamental concepts of probability and to develop program routines for some of these applications.

Taking an intuitive approach to probability, we may think of rolling a die. The term experiment is used to describe a particular trial, or in the case of rolling a die, an experiment is the actual rolling of the die. The outcome is the number that comes up. There are six possible outcomes for rolling a die. We may say that the probability of the die coming up 2 is one in six or \(1 / 6\), because there is only one 2 and there are six different numbers, each of which is equally likely to come up. We refer to the outcome we are looking for as a success and all others as failure. We define probability so that the probability of success \(P\) added to the probability of failure \(Q\) is 1 , or \(P+Q=1\).

Often our requirements for success permit more than one single outcome, all of which are equally likely to occur. We define probability as the quotient of the number of outcomes that constitute success and the total possible number of outcomes:
\[
\mathrm{P}=\mathrm{S} / \mathrm{T}
\]
where \(\mathbf{P}\) is the probability of success, \(S\) is the number of outcomes that constitute success, and T is the total number of possible outcomes. All outcomes are equally likely to occur.

So, before we work with probability, we will have to develop ways of counting the numbers of outcomes of various kinds of experiments.

\section*{13-2 ENUMERATION}

\section*{Fundamental Principle of Enumeration}

The Fundamental Principle of Enumeration states that, if one choice can occur in A ways and then a second choice can occur in B ways, the total number of ways that the two choices may occur is the product of \(A\) and \(B\), or \(\mathrm{A}^{*} \mathrm{~B}\).

So, if you are going to buy a car that comes in five models and seven colors, the number of cars you have to choose from is \(5^{\circ} 7\), or 35 . The Fundamental Principle of Enumeration may be extended to cover any number of choices so that, if in buying the car you also may choose airconditioning and whitewalls and you have four engines from which to choose, the number of cars available is \(5^{\circ} 7^{\circ} 2^{\circ} 2^{\circ} 4\), or 560 .

\section*{Permutations}

How many four-letter combinations may be formed using the letters of the word FLAG each used once?

We could approach this problem in one of several ways. We could sit down with pencil and paper and try to write them all, or we might write a program to write them all.

The techniques required for this vary so greatly from system to system that we will not present the program, but only the RUN.
```

RUN
FLAG
FLAG FLGA FALG FAGL FGLA FGAL
LFAG LFGA LAFG LAGF LGFA LGAF
AFLG AFGL ALFG ALGF AGFL AGLF
GFLA GFAL GLFA GLAF GAFL GALF
DONE

```

We can easily see that the number of different combinations is 24. Each of the combinations listed is a permutation of the four letters \(\mathrm{F}, \mathrm{L}, \mathrm{A}\), and G , and each is different from the others because the letters are in a different order. In other words, when we talk about permutations, order matters.

One other approach to solving the original problem will lead us to a more general enumeration technique. We observe that to form a four-letter word using four different letters once, we may use any one of the four letters for the first letter. Now there are only three letters left from which to choose the second letter, two left from which to pick the third letter, and finally we have exactly one letter for the fourth letter of the new word. Using the Fundamental Principle of Enumeration, there are four choices. The first can occur in four ways, the second can occur in three ways, the third in two ways, and the fourth in one way. This makes \(4^{\circ} 3^{\circ} 2^{\circ} 1\) or 24 , ways that the four choices can occur.

This kind of calculation occurs often in mathematics and so is given a special name. \(4^{\circ} 3^{\circ} 2^{\circ} 1\) is called 4 factorial written as \(4!\). In general,
\[
N(N-1)(N-2) \cdots(2)(1)=N!
\]
where N is a positive integer. Let us write a routine to compute factorials (see program N !).
\(N!\)
```

10 PRINT "FIND THE FACTORIAL OF''B
20 INPUT N
30 LET F=1
40 FOR X=N TO 1 STEP - I
50 LET F=F*X
6 0 ~ N E X T ~ X ~
7O PKINT N;"FACTOKIAL =";F
80 END
RUN
N!

```
FIND THE FACTBRIAL DF? 4
    4 FACTORIAL \(=24\)
DONE

Of course for larger integers, N ! becomes very large.
```

RUN
N!
FIND THE FACTORIAL 0F?20
20 FACTORIAL = 2.43290E+18
DONE

```

Suppose we want to find the number of three-letter words that can be formed from the letters of the word COMPUTER without duplication. For the first letter we may pick from among eight, for the second we may pick from among seven, and for the third we may pick from among the remaining six letters. This makes \(8^{\circ} 7^{\circ} 6\), or 336 , different words. Since the order is different, these are 336 different permutations. Notice that
\[
8^{\circ} 7^{\circ} 6=\frac{8^{\circ} 7^{\circ} 6^{\circ} 5^{\circ} 4^{\circ} 3^{\circ} 2^{\circ} 1}{5^{\circ} 4^{\circ} 3^{\circ} 2^{\circ} 1}=\frac{8!}{5!}=\frac{8!}{(8-3)!}
\]

We should see that for the number of arrangements of \(R\) letters taken from among N different letters with no duplications we get \(\mathrm{N}!/(\mathrm{N}-\mathrm{R})\) !. This defines the number of permutations of N things taken R at a time written as
\[
\begin{equation*}
{ }_{\mathrm{N}} \mathrm{P}_{\mathrm{n}}=\frac{\mathrm{N}!}{(\mathrm{N}-\mathrm{R})!} \tag{13-1}
\end{equation*}
\]

Writing the right side of Eq. (13-1) as the quotient of products, we get
\[
{ }_{N} \mathrm{P}_{\mathrm{u}}=\frac{\mathrm{N}(\mathrm{~N}-1)(\mathrm{N}-2) \cdots(\mathrm{N}-\mathrm{R}+1)(\mathrm{N}-\mathrm{R})(\mathrm{N}-\mathrm{R}-1) \cdots(2)(1)}{(\mathrm{N}-\mathrm{R})(\mathrm{N}-\mathrm{R}-1) \cdots(2)(1)}
\]

Dividing we get
\[
{ }_{N} P_{1}=N(N-1) \cdots(N-R+1)
\]
which is ideal for computing with a loop that goes from N to \(\mathrm{N}-\mathbf{R}+\mathbf{1}\) STEP - 1 . Sce line 40 of program NPR.

NPR
```

10 READ N,R
20 IF N=0 THEN 100
30 LET P=1
40 FOR X=N TO N-R+1 STEP -1
50 LET P=P*X
6 0 ~ N E X T ~ X ~
70 PRINT N;"THINGS";R;"AT A TIME HAVE";P;"PERMUTATIONS"
80 GOT0 10
90 DATA 8,3,4,4,0,0
100 END
KUN
NHR

```
    THINGS 3 AT A TIME HAVE 336 PERMIJTATIONS
    THINGS 4 AT A TIME HAVE 24 permiltations
DONE

\section*{Combinations}

The distinction between combinations and permutations is order. For combinations, order does not matter. We may think of combinations as selections of items while permutations are arrangements. The number of combinations of four letters selected from among four letters is one. The number of combinations of \(N\) different things taken \(R\) at a time is written \(N_{N} C_{R}\). We may find the number of combinations of N things taken R at a time by looking at the number of permutations. Each combination of \(R\) things could be arranged in R ! ways and that gives us the number of permutations. So
\[
\left({ }_{N} C_{R}\right)(R!)={ }_{N} P_{R}
\]
and solving for \({ }_{N} \mathrm{C}_{\mathrm{R}}\) we get
\[
{ }_{N} \mathrm{C}_{\mathrm{R}}=\frac{{ }_{\mathrm{N}} \mathrm{P}_{\mathrm{R}}}{\mathrm{R}!}=\frac{\mathrm{N}!}{(\mathrm{R}!)(\mathrm{N}-\mathrm{R})!}
\]

Thus, the number of combinations of three letters selected from eight different letters with no duplications is
\[
{ }_{8} \mathrm{C}_{3}=\frac{8!}{3!5!}=56
\]
while the number of permutations is
\[
{ }_{8} P_{3}=336
\]

Combinations pertain to such things as committees and dealing cards where order does not matter.

If we want to know the number of five-member committees that can be selected from among 20 people, we get \({ }_{20} \mathrm{C}_{5}\). For the purpose of writing a computer program, we might think of \({ }_{20} \mathrm{C}_{5}\) as \({ }_{20} \mathrm{P}_{5} / \mathrm{R}\). One approach is to compute \({ }_{20} P_{5}\) and then successively divide by the integers from 5 down to 1 . Let us draw a flowchart (Fig. 13-1) and call the program NCR.


NCR
```

10 READ N,R
20 IF N=0 THEN 150
30 LET C=1
40 REM 30 TO 50 FIND NPR
5 0 ~ F O R ~ X = N ~ T O ~ N - R + 1 ~ S T E P ~ - ~ 1 ~
6 0 ~ L E T ~ C = C * X
70 NEXT X
80 REM 60 TO 80 DIVIDE BY R!
90 FOR X=R TO 1 STEP - }
100 LET C=C/X
110 NEXT X
120 PRINT N;"THINGS";R;"AT A TIME HAVE";C;"COMBINATIONS"
130 GOTO 10
140 DATA 8,3,4,4,20,5,0,0
150 END

```
```

RUN
NCR
8 THINGS 3 AT A TIME HAVE 56 COMBINATIJNS
4 THINGS 4 AT A TIME HAVE 1 COMBINATIOVS
20 THINGS 5 AT A TIME HAVE 15504 COMBINATIONS
DONE

```

\section*{Permutations of Things Not All Different}

Suppose we want to know the number of arrangements possible for the letters of the word PROGRAM. Since there are two P's and we cannot tell which is which, taking 7! counts every distinguishable arrangement twice, because the R's may occupy two positions in 2 ! ways. Therefore, the number of words is \(7!/ 2\) l. How many ways can we arrange the letters of the word ABSENTEE? Well, if the E's were distinguishable, we would get 8 !; but that counts the indistinguishable arrangements 3 ! times, because three E's can be arranged in three locations in 3 ! indistinguishable ways. So we get \(8!/ 3\) !. The letters of the word SNOWSHOES can be arranged \(9!/ 2!3\) ! ways, because the two O's can be arranged in \(2!\) ways and the three \(S\) 's can be arranged in \(3!\) ways.

\section*{Partitioning}

In how many ways can we arrange three X's and five Y's? We get \(8!/ 3!5!\). We might ask this question in the following way: In how many ways can we put eight different things in two groups where one group contains three things and the other contains five and order does not matter?

In how many ways can we arrange three X's, five Y's, and six Z's? We get \(14!/ 3!5!6!\). We could ask the question in the following way: In how many ways can 14 different items be put into three groups of three, five, and six items?

The second version of each of the last two problems are examples of partitioning. In general, if we have \(R_{1}, R_{2}, \ldots, R_{n}\) items such that \(R_{1}+R_{2}\) \(+\cdots+R_{n}=T\), then the number of ways that we can put the \(T\) items in \(n\) groups of \(R_{1}, R_{2}, \ldots, R_{n}\) is
\[
N=\frac{T!}{R_{1}!R_{2}!\cdots R_{n}!}
\]

Note that all the problems treated under permutations and combinations were really special cases of partitioning. The combinations of N things taken \(\mathbf{R}\) at a time may be thought of as partitioning into two groups of R and \(\mathrm{N}-\mathbf{R}\) items. The problem of arranging SNOWSHOES may be thought of as partitioning into six groups of three items for the S's, two items tor the \(\mathrm{O}^{\prime}\) s, and one item each for the four remaining letters \(\mathrm{N}, \mathrm{W}, \mathrm{H}\), and E. Finally, the permutations of \(N\) different items taken \(R\) at a time may be thought of as \(R+1\) groups of \(N-R\) in the first group and one item each for the other \(R\) groups.

\section*{SUMMARY}

This section has been devoted to introducing the Fundamental Principle of Enumeration and the enumeration of permutations, combinations, and partitionings of objects. In counting permutations order matters. Permutations count such things as arrangements of letters in a word and books lined up on a bookshelf. When counting combinations order does not matter. We use combinations for such things as the number of different committees formed from a group of people and hands dealt in a game of cards.

\section*{PROBLEMS FOR SEC. 13-2}
1) In how many orders can 15 people enter a classroom?
2) In how many different ways can 15 keys be put on a circular key ring?
3) Cars come in 18 colors, seven models, four engines, and there are 15 options such as whitewalls, outside mirror, radio, etc. How many different cars are available?
4) You have 25 different books and two bookshelves, one of which holds exactly 12 books and the other holds exactly 13 books. In how many ways can the books be arranged on the shelves?
5) In a class of 30 , a six-member committee is to be selected. How many different committees are possible? If there are 15 girls in the class, how many of the committees consist of six girls?
6) How many different five-card hands may be dealt from a deck of 52 cards?
7) How many different 13 -card hands may be dealt from a deck of 52 cards?
8) There are five people in a room. In how many ways can they all have different birthdays? Use a 365 -day year and ignore Feb. 29.
9) In how many ways can 10 people have all different birthdays? Ignore Feb. 29.
10) If a state uses three letters followed by three digits for its license plates, how many different license plates can it produce?
11) You have five different flags with which to form signals by arranging them all on a flagpole. How many signals can you form?
12) You have five different flags with which to form signals by arranging up to five of them on a flagpole. How many signals can you form? Let zero flags constitute a signal.
13) You have 10 different flags with which to form signals by arringing up to five of them on a flagpole. How many signals can you form?
14) You have 50 friends. You are going to have a party and can only invite 25 people. How many different guest lists could you have?
15) In how many ways can 15 people sit in a row of 15 chairs?
16) Do problem 15) if two of the people must sit next to each other.
17) How many different words can be formed from the letters of the word COMPUTERS if 1) you must use all of the letters and 2) you must leave out one letter?
18) A class consists of 30 students of which 17 are girls. In how many ways can we select a committee of four? How many will have two boys and two girls? How many will have one boy and three girls? How many will have four girls? How many will have four boys?
19) How many outcomes are possible for rolling two dice followed by drawing three cards from a 52 -card deck?

20）How many different sets of two five－card hands can be dealt from a 52 －card deck？

21）How many words can be formed using all the letters in MISSISSIPPI？

\section*{13－3 SIMPLE PROBABILITY}

We defined probability in Sec． \(13-1\) as \(S / T\) ，where \(S\) is the number of ways in which an outcome may constitute a success and \(T\) is the number of possible outcomes，and all outcomes are equally likely．For flipping a coin， we see that the probability of coming up heads is \(1 / 2\) or .5 ．For drawing a card from a 52 －card deck，the probability of getting the ace of spades is \(1 / 52\) or about ． 0192.

Suppose you are in a class of 29 students and a committee of four members is to be selected at random．What is the probability that you get on the com－ mittee？Well，the total number of committees possible is \({ }_{29} \mathrm{C}_{4}\) ．Now all we have to find is how many of those committees count yourself as a member． We can find out by saying in effect，＂Let us put you on the committee and pick the other three members from the remaining 28 class members．＂This means that you will be on \({ }_{28} \mathrm{C}_{3}\) of the committees，and the probability that you get on the committee is \({ }_{28} \mathrm{C}_{3} /{ }_{20} \mathrm{C}_{4}\) ．Let us write a program to compute this probability．We can use lines 30 through 110 of program NCR as a subroutine to first find \({ }_{28} \mathrm{C}_{3}\) and then find \({ }_{29} \mathrm{C}_{4}\) ．See program CLASS．You can see that your chances are about \(14 \%\) ．You should also see that the probability that you do not get on the committee is about \(1-.14\) or .86 ．
```

CLASS
READ N:K
20 GØSUB 500
30 LET C1=C
32 REM CI STORES THE NUMBER OF COMMITTEES OF WHICH
33 REM YOU ARE A MEMBER
4 0 ~ R E A D ~ N s H ~
SO gasub 500
60 LET P=C!/C
70 PRINT "THE PRgBABILITY THAT YgU GET ON A 4 MEMBER"
75 PRINT "COMMITIEE FROM A CLASS OF 29 IS";P
8 0 ~ S T E P
490 REM FIND COMBINATIONS OF N THINGS TAKEN R AT A TIME
500 LET C=1
510 FOR K=N TD N-R+1 SIEP - }
S20 LET C=C*X
530 NEXT K
540 FØR Y=R TO 1 STEP - 1
SSO LET C=C/Y
\$60 NEXT Y
570 RETURN
600 DATA 28.3
610 DATA 29.4
シララ EivD
KUN
CLASS
THE PROBABILITY THAT YOU GET GN A A MEMBER
COMMITIEE FROM A CLASS OF 29 IS . 137931
DONE

```

Suppose we roll a die. The probability that a 3 comes up is one in six or \(1 / 6\). Now roll the die again. Again, the probability of a 3 is \(1 / 6\). We can see that if we roll the die twice, the probability of both rolls coming up 3 is \((1 / 6)^{\circ}(1 / 6)\), or \(1 / 36\). We define an event as a set of outcomes for a particular experiment. If we have two events \(A\) and \(B\) such that the probability of success for \(A\) is \(P\) and the probability of success for \(B\) is \(Q\), the events \(A\) and \(B\) are said to be independent if the probability of success for \(A\) and \(B\) both is \(P^{\circ} Q\). This is exactly the case for rolling a 3 on each of two dice, which enables us to arrive at probabilities without actually enumerating outcomes. Thus we have extended our definition of probability.

For rolling two dice, the events associated with the first die are independent of the events associated with the second die. The same may be said of rolling the same die twice. Flipping two coins are independent. Drawing a card from a deck is independent of rolling a die. So, the probability of getting a 1 and an ace upon rolling a die and drawing a card is \((1 / 6)^{\circ}(4 / 52)\), or \((1 / 78)\).

Let us look at a problem often referred to as the "birthday problem." Suppose you are in a room with 29 other people. What is the probability that at least two people have the same birthdate? We can say that if the probability of no two people having the same birthdate is \(P\), then the probability that at least two do have the same birthdate is \(1-\mathrm{P}\). The birthdates for two people are independent events, so we may multiply individual probabilities. Picking any person first, we say that his probability of having a different birthdate from those already picked is \(365 / 365\). Picking a second person, the probability that his birthdate is different from the first person's is \(364 / 365\). For the third person we get \(363 / 365\) as the probability that his birthdate is different from the first two, and for the 30 th person we get \(336 / 365\) as the probability that his birthdate is different from each of the first 29 birthdates. So, the probability that all are different is
\[
P=\frac{365}{365} \cdot \frac{364}{365} \cdot \ldots \cdot \frac{336}{365}
\]
and the probability that at least two people have the same birthdate is \(1-P\). We can write a short program to compute \(1-\mathrm{P}\). See BIRTH.

The chances are about \(71 \%\), which is much higher than many people would
```

BIKTH
10 LET r=1
CO FOR D=365 TO 336 STEP - I
30 LET P=P*D/365
40 NEXT D
SO LET 0=1-P
GO HKINT "THE HROBAGILITY OF TVO O:R MO!RE"
70 HKINT "IUENIICAL SIRTHDATFS AMONG 3O HFOPLE IS';0
80 END
RUN
BIRTH
THE P:OOHABILITY OF TWO O!R MORE
IDENTICAL BIRTHDATES AMONG 30 HFTHLE IS . 706316
DONE

```
guess before doing the problem. Note that this is not the probability that someone else in the room has the same birthday that you have. That problem is left as an exercise.

\section*{SUMMARY}

We have initially defined probability as the quotient of the number of ways to constitute success and the total number of possible outcomes for equally likely outcomes. We see that this can easily be applied to situations of enumeration. Independent events which have individual probabilities \(P\) and \(Q\) occur together with a probability of \(\mathrm{P}^{\circ} \mathrm{Q}\). This produces an extended definition of probability which does not always require enumeration, but requires only that we know individual probabilities for successive events.

\section*{PROBLEMS FOR SEC. 13-3}
1) A class of 29 has 16 girls. A committee of five is selected at random. What is the probability that all five committee members are girls?
2) Ten people are to sit in a row of 10 chairs. What is the probability that two particular persons sit next to each other?
3) What is the probability of being dealt the ace of spades, the three of clubs, the eight of hearts, the seven of diamonds, and the 10 of clubs?
4) What is the probability of being dealt the ace, king, queen, jack, and 10 of spades from a 52 -card deck?
5) What is the probability of the first six flips coming up heads and the last four tails when flipping a coin 10 times?
6) What is the probability of getting all heads when flipping a coin 10 times?
7) You have a list of 20 true-false questions from which 10 will be selected at random for a test. Of the 20 , there are 15 you are guaranteed to get right and five that you are guaranteed to get wrong. What is the probability that you will get exactly eight right?
8) An experiment consists of drawing a card from a 52 -card deck until the first ace appears. Find the probability of the first ace appearing on the fourth draw.
9) For the experiment of problem 8), find the probability of the first ace appearing on draws one through ten.
10) An experiment consists of rolling a die until it comes up 2. Find the probability of the first 2 coming up on the fourth roll, on the tenth roll.
\(\checkmark\) 11) Refer to the birthday problem. How many people must be in a room to have the probability of at least two identical birthdates be 5 ?
12) You are in a room with 29 other people. What is the probability that one of them has your birthdate?
\(\checkmark 13\) ) How many people must be in a room for the probability of another person to have your birthdate be .5 ?

\section*{13-4 RANDOM SIMULATION}

We may use the random number generator to simulate experiments that occur at random. We can have the computer flip a coin by generating two random digits. We can roll a die by generating six random digits, etc.
```

FLIP
LET C=0
10 FOK }x=1\mathrm{ TO 50
20 LET F=INT(2*:RND(1))
30 IF F=1 THEN 60
40 PKIVT 'T';
50 GOT0 100
58 REM C COUNTS THE NUYBEE OF LEADS
6 0 ~ L E T ~ C = C + 1
70) PKINT "H";
100 NEXT X
110 PRINT
120 PRINT "HEADS '";C;"OUT JF 50 FLIPS"
130 END
RUV
FLIP
HTTHTTTHTTHHHTTTHHHTHTTHHATTTTHH\&\&HTTMTHTHTTTTTHTH;
HEADS 23 OUT OF 50 FLIPS
dONE

```

Let us begin by having the computer flip a coin 50 times. See program FLIP. We get 23 heads out of 50 flips. One of the intriguing things about flipping a coin many times is that we do not get heads for half of the flips for each experiment. In fact, it is possible to flip a coin 50 times and get no heads or to get all heads. Of course the probability of all heads or no heads is very small compared to the probability of half heads. We will be able to compute those probabilities in the next section. For now we are concentrating on simulation.

In many ways, flipping a coin 50 times is the same as flipping 50 coins once. Let us put program FLIP in a loop to perform the experiment 10 times to see a range of results. See FLIP-1.

We get a range of 17 to 34 heads for this RUN of the program, and it turned out this time that none of the trials came out 25 heads.

One of the nice features of simulation by computer is that we can have the computer perform hundreds or thousands of trials of an experiment that might take days to do with physical apparatus.
```

FLIP-1
FOK Y=1 TO 10
LET C=0
FOR x=1 TO 50
LET F=INT(2*RND(1))
IF F=1 THEN }6
PRINT "T";
GOTO 100
NEM C COUNTS THE NUMBER OF HEADS
LET C=C+1
Pr゙NNT "H"*
NEXTK
PRINT
PKINT "HEADS ";C;"OUT gF 50 FLIPS"
NEXTY
END

```
```

RUN
RIP-I
HTTTTTHTTHHTIHTTTTTTTTHTHHHHHHTTTTTHTHHHTHHHTTHHTT
HEADS 21 OUT OF 5O FLIPS
HTTHTHHTTHTTHTHHTTTHHHTTTTTTHHHHTTHTHTHHHHTHHTTHHH
HEADS 26 OUT DF 5O FLIPS
HTHTTTHTTHTTHTTTTITTTHTTHTTTHTHTHTTTHTTTTTHHHTHHHT
HEADS 17 OUT OF 5O FLIPS
THTTTTTTHTHTHTHHTHHHHHHIHTTTHHTTHTTTTTTTHHTHTTHHTT
HEAOS 21 OUT DF 5O FLIPS
TTHHTTTTHTHHTIHTHTHHHHTTHHTHHHTTTTTTHTHHHHTTHTHHTT
HEADS 24 OUT OF 5O RIPS
HTHTHHHHHHH THTTTTTTTHTTHHHHHHTTTHTTTTHTHTTHHTHHTHH
HEADS 26 OUT OF 50 FLIPS
HTTTTTHTTITHHTTHTTHTHHHHTHTHHTTHHHHTHTTHTHTHTTTTHT
HEADS 22 OUT OF 50 FLIPS
THTHHHHHHTHTHHHHTTTHHTH THHHHHTHHHTHHTHHHHHHHTTTHTH
HEADS 34 OUT OF 5O FLIPS ;
HTTHHTHHTTHTTTTTTHHHTTTHTTTHHTTHTHTHHHHHTTHKTHHTHT
HEADS 24 OUT OF 5O FLIPS
TTHHTHHTHHHTHTTHTHHHTHHHTTTTHHHTTTTHTTHTHHTHHTHTHT
HEADS 26 OUT OF 5O FLIPS
DONE

```

Let us set up an experiment to roll six dice 1000 times, counting the number of times 1 comes up for each roll of six dice. The possibilities are from zero to six. Then let us count the number of times each of those seven numbers occurs. We can keep track of all seven totals in a 1 by 7 row vector. We will count the number of times no l's come up in column 1 and the number of times one 1 comes up in column 2, etc. See the flowchart in Fig. 13-2 and program RøLL.

ROLL
```

5 REM THE MAT INSTRUCTIGNS ARE CONVENIENT HEFE
10 DIM L[1,7]
20 MAT L=ZER
38 REM THE COMPUTER DOES 5O THRQUGH 110 1000 TIMES
40 FOR X=1 TO 1000
5O LET C=0
5S REM C IS GOING TO COUNT 1.S
58 REM LINES 60 THROUGH 100 ROLL 6 DICE AND COUNT I'S
60 FOR R=1 T0 6
70 LET U=INT(6*RND(1)+1)
80 IF U>1 THEN 100
90 LET C=C+1
100 NEXT R
110 LET L[{1,C+1]=L[1,C+1]+1
1 2 0 ~ N E X T ~ X ~
130 PRINT "NONE ONE TWO THREE FQUR FIVE SIX"
140 MAT PRINTL!
150 END
RUN
ROLL
NONE ONE
DENE

```


\section*{PROBLEMS FOR SEC. 13-4}
1) Have the computer flip six coins 1000 times and print the distribution of outcomes.
2) Sketch a graph of the distribution for problem 1) and the distribution for program RøLL.
3) Write a program to deal five-card hands from a 52 -card deck. Be sure not to deal the same card twice.
4) A company manufactures light bulbs and can openers. For light bulbs it is known that 1 in 20 is defective and for can openers 1 in 25 is defective. Write a program to select at random one light bulb and one can opener 1000 times. Total each of the following: the number of times neither was defective, the number of
times both were defective, the number of times the light bulb was defective, and the number of times the can opener was defective.
5) A regular tetrahedron has four equilateral triangles as faces. Let an experiment consist of numbering one face 1 and the remaining faces 2 , and tossing the tetrahedron into the air to determine which number faces down. Write a program to toss the tetrahedron 500 times and count the number of times the 1 faces down.
6) Roll a die 500 times. Count the number of times the 1 or the 5 comes up.
7) Roll a die and toss the tetrahedron of problem 5) 1000 times. Count the number of times both come out 1 and count the number of times both come out 2 .
8) An experiment consists of rolling a die until a 1 comes up. Write a program to perform the experiment 500 times. Count the number of rolls for each experiment.
9) An experiment consists of flipping a coin until it comes up heads. Write a program to perform the experiment 1500 times and count the number of flips required for each. Print the distribution.
10) Roll 10 dice 500 times. Count the number of 1's that come up for each roll. Print the distribution.
11) Suppose \(10 \%\) of the population is left handed. Write a program to pick groups of 10 people at random. Count the number of left-handed people. Print the distribution.
12) Project: Write a program to make the computer the dealer in a game of 21.

\section*{13-5 BINOMIAL TRIALS}

Suppose we roll two dice. What is the probability that a 1 comes up exactly once? If we use one red die and one green die, we may more clearly describe the results. There are two ways that that we could get exactly one 1 . First, we could have the red die come up 1 and the green die not come up 1 . The probability of this is \((1 / 6)^{\circ}(5 / 6)\). Second, we could have the red die not come up 1 and the green die come up 1. The probability of this is \((5 / 6)^{\circ}(1 / 6)\). Now, if we roll the two dice, the probability that we get exactly one 1 is the sum of the above two possibilities, or \((5 / 6)\) * \((1 / 6)\) \(+(1 / 6)^{\circ}(5 / 6)\). Or we can say that the probability of exactly one 1 is two times the probability of getting a 1 on the green die and not a 1 on the red die which is \(2^{\circ}(5 / 6)^{\circ}(1 / 6)\).

Now suppose we roll four dice colored red, green, blue, and white. What is the probability that we get exactly two I's? The probability that the red and the green dice are I's and the blue and white are not is \((1 / 6)^{\circ}(1 / 6)^{\circ}(5 / 6)\) \({ }^{\circ}(5 / 6)\). But we might get the 1 's on the green and blue with the same probability, or we might get l's on the red and white dice with the same probability. In fact, there are \({ }_{4} \mathrm{C}_{2}\) ways that we could select two dice from the four to come up with l's. Each selection has probability of \((1 / 6)^{\circ}(1 / 6)^{\circ}(5 / 6)^{\circ}(5 / 6)\). So the probability of exactly two l's up for a roll of four dice is
\[
\mathrm{P}={ }_{4} \mathrm{C}_{2}{ }^{\circ}(1 / 6)^{2} \cdot(5 / 6)^{2}
\]
which simplifies to \(25 / 216\).
Suppose we have 10 dice. What is the probability that exactly two dice come up 1 when all 10 are rolled? For a particular selection of two dice, we get \((1 / 6)^{2}{ }^{\circ}(5 / 6)^{k}\) and we can select the two dice in \({ }_{11} \mathrm{C}_{2}\), ways. So,
\[
\mathrm{P}={ }_{10} \mathrm{C}_{2}{ }^{\circ}(1 / 6)^{2}{ }^{\circ}(5 / 6)^{8}
\]

We can write a short program to find the value of \(P\). Note that in program DICE lines 15 through 40 compute the value of \({ }_{10} \mathrm{C}_{2}\).
```

DICE
10 READ R
15 LET C=1
20 FOR X=10 T0 10-R+1 STEP - 1
30 LET C=C*X/(10-X+1)
40 NEXT X
50 LET P=C*(1/6)+R*(5/6) +(10-R)
6 0 ~ P R I N T ~ P ~
6 5 ~ D A T A ~ 2 ~
70 END
RUN
DICE
.29071
DONE

```

Program DICE is for exactly two l's. What about the other possible numbers of l's? With just a few changes in program DICE, we can answer that question. Instead of computing for \(R=2\) only, we can let \(R\) go from 0 to 10 in a FØR-NEXT loop. This can be done by changing only lines 10 and 65 in DICE. See DICE-1.

In DICE-1 we have defined 11 events that cover all possible outcomes in this experiment. There can be no outcomes that do not give from 0 to 10 l's. It is also true that no two of the events have any outcomes in common. Events which do not have any outcomes in common are called mutually exclusive
```

DICE-1
PRINT "GNES PROEABILITY"
10 FOR R=0 TO 10
15 LET C=1
20 FGR X=10 TO 10-R+1 STEP -1
30 LET C=C*K/(10-X+1)
40 NEXT X
50 LET P=C*(1/6)+R*(5/6)+(10-R)
60 PRINT R:P
6 5 ~ N E X T ~ R ~
70 END
RUN
DICE-1
DNES PROBABILITY
.161506
.323011
.29071
.155045
*.155045
1.30238E-02
2.17063E-03
2.48072E-04
1.86054E-05
8.26908E-07
1.65382E-08
DONE

```
events. If we have a set of mutually exclusive events that also cover all possible outcomes, then the sum of the individual probabilities must total 1 . We can verify that the sum of the probabilities in DICE-1 is in fact 1. Of course one way to do that would be to rewrite the program to total the probabilities in DICE-1.

Suppose we know that \(10 \%\) of a certain population is left handed. If we select 100 people at random, what is the probability that exactly 10 of them will be left handed? The probability that a particular set of 10 people will be left handed will be \((1 / 10)^{10} 0(9 / 10)^{99}\) and from 100 people there are \({ }_{100} \mathrm{C}_{10}\) ways that 10 of them can be left handed. So the probability is
\[
\mathrm{P}={ }_{100} \mathrm{C}_{10}{ }^{\circ}(1 / 10)^{10 \circ}(9 / 10)^{90}
\]

This too, can be done with a short program. See LEFT.

\section*{LEFT}
```

10 LET C=1
20 FGR X=100 T0 100-10+1 STEP -1
3 0 ~ L E T ~ C = C \% K / ( 1 0 0 - X + 1 )
40 NEXT X
50 LET P=C*(.1) %10*(.9):90
60 PRINT P
70 END
RUN
LEFT

```
    .131865

\section*{DGNE}

In general, we should see that if an outcome has probability \(\mathbf{P}\) of success and Q of failure and we perform an experiment consisting of N trials, the probability of exactly \(R\) successes is
\[
\mathrm{P}={ }_{\mathrm{N}} \mathrm{C}_{\mathrm{R}} \cdot \mathrm{P}^{\mathrm{R}} \cdot \mathrm{Q}^{\mathrm{N}-\mathrm{R}}
\]

Experiments that behave in this way are called binomial experiments because the values of \({ }_{N} C_{R}{ }^{\circ} \mathrm{P}^{k}{ }^{\circ} \mathrm{Q}^{N-R}\) are the terms of the expansion of the binomial \((P+Q)\) raised to the Nth power.

\section*{Binomial Theorem}

Looking at \((\mathrm{P}+\mathrm{Q})^{N}\), we should be able to see the general term in the product. \((\mathrm{P}+\mathrm{Q})^{\mathrm{N}}\) means, write \((\mathrm{P}+\mathrm{Q})\) as a factor N times. So
\[
(P+Q)^{N}=(P+Q)(P+Q)(P+Q) \cdots(P+Q)
\]

When we multiply this out, we are actually taking one term from each factor in such a way that we can sum up all possible products of combinations of N factors one from each ( \(\mathrm{P}+\mathrm{Q}\) ) factor. How many factors are there in the product? There is one term that takes \(P\) as a factor \(N\) times. There is one term that takes P as a factor \(\mathrm{N}-1\) times and Q as a factor once. There is also a
term that takes \(P\) as a factor \(N-2\) times and \(Q\) as a factor twice, etc., down to the term that takes Q as a factor N times. That makes \(\mathrm{N}+1\) terms. Now, for a particular term, say \(\mathrm{P}^{3} \mathrm{Q}^{N-3}\), we want three \(\mathrm{P}^{\prime} \mathrm{s}\) and N minus three \(\mathrm{Q}^{\prime} \mathrm{s}\). We can select three P 's from among N terms in \({ }_{\mathrm{N}} \mathrm{C}_{3}\) ways and so the value of this term is \({ }_{N} \mathrm{C}_{3}{ }^{0} \mathrm{P}^{3} \mathrm{Q}^{x-3}\). For the Rth term we get \({ }_{\kappa} \mathrm{C}_{\mathrm{n}}{ }^{\circ} \mathrm{P}^{\mathrm{n}} \mathrm{Q}^{N}-\mathrm{R}\), which is exactly what we get for a probability of R successes in N trials where the probability of success on a single trial is \(P\) and the probability of failure on a single trial is \(Q\). So to find \((P+Q)^{N}\) we simply evaluate \({ }_{N} C_{R}{ }^{\circ} P^{R} Q^{N-R}\) for all values of \(R\) from 0 to \(N\).

Taking a look at the probability of any binomial experiment, we see that since \(P+Q=1\) and the sum of all \(N_{N} C_{n}{ }^{\circ} P^{n} Q^{N-R}\) terms is \((P+Q)^{N}\), we get
\[
\text { if } \quad P+Q=1 \quad \text { then } \quad(P+Q)^{N}=1
\]
which can be verified by summing up the probabilities in program DICE-1.
Finally, if we look at \((X+Y)^{N}\) for \(X\) and \(Y\) both equal to 1 , we get the general term in the expansion to be \({ }_{N} \mathrm{C}_{\mathrm{R}} 1^{11} 1^{N-R}\), which is the same as \({ }_{N} \mathrm{C}_{\mathrm{R}}\), so that the numerical coefficients of any binomial expansion are simply the corresponding values of \({ }_{N} C_{R}\). Since the values of \(X\) and \(Y\) are both 1 , we are really finding the value of \(2^{5}\) if we sum up all of the coefficients. Let us write a program to print the coefficients for values of N from 0 to 11 . See program PASCAL.

You may recognize these numbers as Pascal's Triangle which has many interesting properties. Problem 9) in Sec. 11-1 and problem 7) in Sec. 5-3 should also have given the results of program PASCAL.

\section*{PASCAL}
```

    FOR N=0 T\emptyset 11
    FOR R=0 TO N
    LET C=1
    FgR X=N T0 N-R+1 STEP -1
    LET C=C*X/(N-X+1)
    NEXT X
    PRINT C:
    NEXT R
    PRINT
    NEXT N
        END
    ```
RUN
PASCAL
\(1 \quad 1\)
    21
                \(3 \quad 3 \quad 1\)
            \(\begin{array}{llll}4 & 6 & 4 & 1\end{array}\)
                \(\begin{array}{lllll}5 & 10 & 10 & 5 & 1\end{array}\)
                \(\begin{array}{llllll}6 & 15 & 20 & 15 & 6 & 1\end{array}\)
                \(\begin{array}{llllllll}7 & 21 & 35 & 35 & 21 & 1 & & \\ 8 & 28 & 56 & 70 & 56 & 28 & 8 & 1\end{array}\)
                \(\begin{array}{llllllll}9 & 36 & 84 & 126 & 126 & 84 & 36 & 9 \\ 10 & 45 & 120 & 210 & 252 & 210 & 120 & 45\end{array}\)
                \(\begin{array}{lll}9 & 1 & \\ 45 & 10 & 1 \\ 165 & 55 & 11\end{array}\)

\section*{PROBLEMS FOR SEC. 13-5}
1) Modify PASCAL to sum up the cocfficients. Print the values of \(R\) and the sum of the coefficients. Do not print the coefficients.
2) Modify DICE-1 to sum up the individual probabilities. Have the loop go from 10 to 0 .
3) It is known that \(1 \%\) of the population has a certain type of blood. In a class of 25 persons, what is the probability that exactly two people have this blood type?
4) A company makes bolts. It is known that 1 in 1000 is defective. You buy a box of 100 bolts. What is the probability of getting exactly one defective bolt?
5) For the company in problem 4), what is the probability of getting 10 defective bolts.
6) For the company in problem 4), what is the probability of getting at least one defective bolt.
7) For the company in problem 4), what is the probability of getting less than five defective bolts.
8) Find the probabilities of getting zero through six l's when rolling six dice. Compare your results with the random simulation in program R \(\emptyset \mathrm{LL}\).
9) What is the probability of getting zero through 10 heads when flipping 10 coins.
10) What is the probability of getting more heads than tails when flipping 10 coins.
11) A test consists of 25 true-false questions. You know that your probability of guessing right on any given question is \(75 \%\). Find the probability of getting \(76 \%\) on the test, if you guess on all questions. Find your probability of getting \(76 \%\) or better. \(\checkmark\) 12) An experiment consists of flipping a coin until it comes up heads. Find the probability of success for 1 to 10 flips.
\(\sqrt{ } 13\) ) An experiment consists of rolling a die until it comes up 1. Find the probability of success for 1 to 10 flips. Find the probability that success will require more than 10 rolls. Find the probability that suceess will require more than 20 rolls.

\section*{APPENDIX A}

\section*{Storing Programs on Paper Tape}

\section*{A-1 INTRODUCTION}

Once you have written your program, you would like to have the computer execute it. In order to execute a program it must be typed into the computer. Ideally, we should all be expert typists, but many of us are not. So, many time-share terminals provide for punching programs on paper tape when the terminal is not connected to the computer. Then the high-speed tape reader may be used for reading the program in on-line. Even so, the considerate student will do his utmost to improve his typing speed so as not to tie up the terminal when others would like to be typing. One suggestion is to type all programs in advance before sitting in front of the terminal to punch tape. You will benefit in two ways: by getting practice in typing and by being able to read the program easily.

\section*{A-2 PUNCHING PAPER TAPE OFF-LINE}

Programs may be stored on a narrow strip of paper tape by punching rows of holes in a code. Each row represents a character, space, line feed, carriage return, or other nonprinting character.

There are so many variations from one time-share company to the next, that we cannot list them all here. But we can outline the general procedure. First the terminal must be switched to local. Then the tape punch apparatus must be turned on. Now you want some blank leading tape so that the tape reader will be able to read the first character of your program. Some terminals generate the blank leader by depressing the HERE IS key. On others, you may have to depress the REPT and RUBOUT keys simultaneously until sufficient tape shows, or try depressing CTRL, SHIFT, REPT, and P all at once.

Now you may type your program. As you type, holes will be punched, which the tape reader will interpret when you feed the finished tape back. Be sure to begin each line with a line number and touch the RETURN and

LINE FEED keys at the end of each line. (There may be a special key for RETURN.)

If you make a typing error, you may correct it in one of several ways. If it is the previous character or within a few characters, depress the backspace button on the tape punch apparatus once for each character you wish to erase. Then touch the RUBOUT key once for each backspace. The RUBOUT key punches out all holes in the row and will be ignored by the computer and will not print. Altematively, you may depress the SHIFT key and the \(\emptyset\) key once for each character you wish to erase. A backwards arrow will be printed for each correction. Spaces do count as characters for this purpose. If the entire line is a lost cause, simply RETURN, LIINE FEED, and begin typing from the beginning including the line number. After you have finished typing, touch RETURN and LINE FEED. Then generate blank tape as you did before typing your program. The idea is to get some paper that is not filled with holes so that you may write some kind of identification on the tape. As soon as you have your second tape, the need for this will become obvious. After tape preparation is completed, tear it off and roll it up. It is suggested that you not roll it less than about 2 in . in diameter, as the tape will take on a permanent curl and that may cause trouble in the reader later.

\section*{A-3 READING PAPER TAPE}

With the terminal on-line and the previous program erased, you are ready to enter your program into the computer via the tape reader. Again computers vary, but most require a system command, and for some the command is TAPE followed by turning the tape reader on. After the tape is read in, remove your tape from the reader and roll it up again. If the computer requires a system command to enter tape mode, then a second command will be required to remove it from that mode. The command KEY removes the computer from tape mode and prepares it for instructions from the keyboard. The command RUN usually will serve the same purpose.

At this time the computer takes your entire program and compiles it. To compile a program means to put all instructions in order and convert it to a form that the computer uses to actually perform the instructions. In order to run, all statements must be legal BASIC statements and the entire program must fit certain requirements that vary depending on the computer.

At this point, you should read all of Appendix B and then return and finish this appendix.

\section*{A-4 GETTNG THE COMPUTER TO PUNCH PAPER TAPR}

Having read Appendix B, you can see that after you have read in a program on tape, you may make many changes or aduiiions. Aifien yuu have made all of the necessary changes or after it becomes clear that you cannot make all of the necessary corrections in a reasonable length of time at the keyboard, you may want a new tape of the program in its latest form. Here again, time-
share systems will vary, but you will have a way of getting the computer to punch your program. Some will automatically provide blank leading and trailing tape, others will require you to use the method you used when you typed off-line. Two of the system commands in use are PUNCH and LISTN \(\varnothing\) HEADER.

Now you have two tapes for the same program. Most likely you will want to throw the old one away. Be sure to write some identification on the new tape.

\section*{APPENDIX B}

\section*{Error Diagnosis}

\section*{B-1 INTRODUCTION}

From the time you type the last line of your program to the completion of a successful RUN, there are three types of errors that may show up: 1) those errors that prevent a RUN; 2) those errors that allow a RUN to begin but cause it to terminate during execution; and 3) those that permit a complete RUN, but cause the computer to produce an unexpected or incorrect result. The whole process of taking a program that does not work and turning it into one that does is called debugging. Let us look at the errors by type.

\section*{B-2 ERRORS THAT PREVENT RUN}

These are very often simply typing errors:
```

10 LT-ET X=5
20 PRONT X
30 END
RUN
NO STATEMENT TYPE FGLND IN LINE 20

```

The exact wording will vary from computer to computer, but the message is clear. We retype line 20 as in the following:
```

20 PRINT X
RUN
5
DONE

```

Even though BASIC does use English words, you may not get too conversational as in the following:
```

10 READ X AND Y
20 PRINT K,Y
30 DATA 4, 5,7,-11
40 GO TO 10
50 END
RUN
CHARACTERS AFTER STATEMENT END IN LINE 10

```

As far as BASIC is concerned, line 10 says READ X. The AND Y is not part of the language and so is rejected. Since there is no way to know just what the characters after X mean, if the first one is not a comma or a single digit, the computer will not take a guess at what you meant. You must say exactly what you mean; the computer is not clairvoyant. So, change line 10 as follows:
```

10 READ X,Y
RUN
4
gUT gF DATA IN LINE 10

```

To multiply X times Y in algebra we write XY .
```

10 LET X=5
20 LET Y=10
30 LET Z=XY
40 PRINT Z
SO END
RUN
CHARACTERS AFTER STATEMENT END IN LINE 30

```

However, even though in algebra \(X Y\) is understood to mean \(X\) times \(Y\), you must be more explicit for the computer, and write \(\mathrm{X}^{\circ} \mathrm{Y}\).
```

30 LET Z=X*Y

```
RUN
50
dgne

Let us put many errors in one program and see what happens.
```

10 LET X= 5
20 READ Y , Z
30 LER W=Y* Z
40 PRINT X
50 LET A*B=X
60 READ W
70 GOT0 9010
B0 LET S=(AX+B)*(CX+D)
90 LET A1
100 G0 BACK T0 10
110 LET X=3*4+5)

```
```

120 DATA 5, 11, 25, -5
130 PRINT W+2
140 G0TO 60
150 DATA 2, 67,-1,
RUN
NO STATEMENT TYPE FOUND IN LINE 30
MISSING ASSIGNMENT OPERATOR IN LINE 5O
MISSING RIGHT PARENTHESIS IN LINE }8
MISSING ASSIGNMENT OPERATOR IN LINE }9
NO STATEMENT TYPE FOUND IN LINE }10
CHARACTERS AFTER STATEMENT END IN LINE 110
MISSING OR ILLEGAL DATA ITEM IN LINE }15

```

Now let us see what we can do to fix the program so it will run. First v would like to see what is left of our program. The system command LIST ws do that for us.
```

LISI

```

The computer automatically wiped out all of the statements that did ne conform to BASIC requirements. So what remains ought to run, right? Wrong The computer has only eliminated the errors that are self-contained in singl statements. These are sometimes called syntax errors or errors of form. Th computer has not yet looked to see if the statements fit together into a set c executable statements. To achieve that we type RUN again:
```

RUN
UNDEFINED STATEMENT REFERENGE IN LINE 70

```

We can easily see that the computer camnot GØTØ 9010 as there is line 9010 in the program. We take line 70 out by typing 70 followed RETURN and try again.
```

7 0
RUN
LAST STATEMENT NDT 'END' IN LINE 140
9999 END
R!IN
5
625
25
OUT OF DATA IN LINE 60

```

Now we have gotten something printed, but the program is all over the place. We can assemble it again with the LIST command or we may use a new command first. We can get nice numbering by the command RENUMBER. Some computers use EDIT RESEQUENCE. We RENUMBER here and LIST the program in its present form.
```

RENUMBER
LIST
10 LET X=S
20 READ Y,Z
30 PRINT }
40 READ W
5 0 ~ D A T A ~ 5 , 1 1 , 2 5 : - 5 ~
6 0 ~ P R I N T ~ W T 2 ~
70 G0T0 40
80 END
RUN
5
625
25
guT gF DATA IN LINE 40

```

There is no substitute for experience.

\section*{B-3 ERRORS THAT TERMINATE A RUN}

The possible errors in this category become more and more plentiful as you use more and more advanced capabilities. However, the error messages are rather explicit and so the most fundamental examples should serve to demonstrate how termination errors operate. Probably the most common error for beginning programmers is that the data is either missing or not matched correctly for the READ variables.
```

10 PRINT "THE RUN HAS BEGUN"
20 LET A=2
30 READ B,C,D
40 PRINT B*C*A
50 PRINT "D ="3D
60 PRINT "WE GOT TO LINE 60 AT LEAST"
70 READ X
80 PRINT X
90 DATA 3,17,11
100 END
RUN
THE RUN HAS BEGUN
867
D = 11
WE GOT TO LINE 60 AT LEAST
OUT OF DATA IN LINE 70

```

Not all computers will print the out of data message, but they will terminate after the last item of data is read if the program sends it back to READ again.

You might instruct the computer to perform an illegal operation as follows:
```

10 PRINT "A"","B", "A-B","A+B"*
20 READ A, B
30 PRINT A,B,A-B,ATB
40 GOTO 20
50 DATA 1,2,5,3,3,41,2,1.23,4,0,0,4,03,5
60 END
RUN

```
\begin{tabular}{cccc} 
A & B & A-B & ArB \\
1 & 2 & -1 & 1 \\
5 & 3 & 2 & 125 \\
3.41 & 2 & 1.41 & 11.6281 \\
1.23 & 4 & -2.77 & 2.28887 \\
0 & 0 & 0 & \\
CERO TO LERD POWER INLINE 30 & &
\end{tabular}

Zero to the zero power is not defined. So the computer notifies you that it has come to this undefined condition and halts execution awaiting your program change. There are many more errors that will halt execution, but these examples should demonstrate the principle involved.

\section*{B-4 ERRORS THAT CAUSE UNEXPECTED OR INCORRECT RESULTS}

These are the most difficult errors to find. Suppose you write a program and the computer prints nothing, but notifies you that it has run the program in the usual manner.
```

15 LET X=S
25 LET Y=10
30 LET Z=X+2
40 LET W=Y12
70 END
RUN
DUNE

```

We got three blank lines and that is not what we wrote the program to do. It is reasonably obvious that we forgot to put in any PRINT statements.
```

50 PRINT X;Y;Z;W
10 PRINT "X Y X+2 Y*2"
KHN

| $X$ | $Y$ | $X+2$ | $Y+2$ |
| :--- | :--- | ---: | :---: |
| 5 | 10 | 25 | 100 |

DONE

```

If you think that you have the PRINT statements and do not get any printed results, look for a G Ø \(\emptyset\) that causes the computer to bypass the PRINT statements.

The ways in which programs can give inconrect results are unlimited. And to make matters worse, the computer has no way of determining that the result is correct. This is the responsibility of the programmer. Consider the following program to read pairs of numbers and print their sum and their product and the number of pairs:

\begin{tabular}{llrlllll} 
A & B & SUM & PROD \\
10 & 20 & 30 & 200 & 1 & PAIRS SO FAR \\
A & B & SUM & PROD & & & & \\
11 & 9 & 20 & 99 & 1 & PAIRS SO FAR \\
A & B & SUM & PROD & & & \\
1 & 2 & 3 & 2 & 1 & PAIRS SO FAR \\
A & B & SUM & PROD & & & \\
-45 & 18 & -27 & -810 & 1 & PAIRS SO FAR \\
A & B & SUM & PROD & & &
\end{tabular}
DUT DF DATA IN LINE 30

We certainly do not need to have the headings printed more than once. So we want to change the GØTØ in line 60 as follows:
```

60 GUTO20
RUN

```
\begin{tabular}{cccccccc} 
A & B & SUM & PROD & & & \\
10 & 20 & 30 & 200 & 1 & PAIRS SO FAR \\
11 & 9 & 20 & 99 & 1 & PAIRS SJ FAR \\
1 & 2 & 3 & 2 & 1 & PAIRS SO FAR \\
-45 & 18 & -27 & -810 & 1 & PAIRS SO FAR
\end{tabular}
DUT OF DATA IN LINE 30

But now we still have to find out why the computer prints 1 for the number of pairs each time. Line 40 is LET \(\mathrm{C}=\mathrm{C}+1\). C must be 0 each time the computer comes to line 40 . This is because the GØTØ sends the computer to line 20 which is LET \(\mathrm{C}=0\). So we change line 60 again. This time we want the computer to go only to the READ statement in line 30.
```

60 G0 T0 30
KuN

```
\begin{tabular}{cccccccc} 
A & B & SUM & PROD & & & \\
10 & 20 & 30 & 200 & 1 & PAIRS SO FAR \\
11 & 9 & 20 & 99 & 2 & PAIRS SO FAR \\
1 & 2 & 3 & 2 & 3 & PAIRS SO FAR \\
-45 & 18 & -27 & -810 & 4 & PAIRS SO FAR \\
日UT DF DATA & IN LINE 30 & & & & &
\end{tabular}

And now the program is as follows:


\section*{SUMMARY}

We begin to see some of the types of errors and the way in which they affect the running of our program. There are errors of language or syntax errors. There are errors that prevent execution such as GØTØ 870 when there is no line 870 in the program. Some errors do not affect the computer until it tries to evaluate an expression that calls for an undefined condition. And finally we have seen some errors that give incorrect results. As we are making changes in programs we may find the LIST command helpful to see the program in its present form. As we change programs, the line numbers may become very scattered or very close together. The command RENUMBER or EDIT RESEQUENCE makes 10 the first line number and the intervals 10.

\section*{APPENDIX C}

\section*{Special Formatting Functions}

\section*{C-1 TAB(X)}

The \(\mathrm{TAB}(\mathrm{X})\) function is available on many BASIC systems. The TAB() function numbers the spaces across the terminal carriage and uses this number to designate where to print. XXX PRINT TAB (10); "HELL \(\emptyset\) THERE" is an instruction to the computer to skip out to the space whose number is 10 and begin printing there. See program HELL \(\emptyset\).

HELLO
```

5 PRINT "HELLO THERE"
10 PRINT TAB(10);"HELLD THERE"
2O END
KUN
HELuLD
HELLD THERE
HELLO THERE

```
DONE

Some systems call the leftmost space zero and others call it one. Some systems treat the argument of the TAB() function mod 72 , so that \(\mathrm{TAB}(100)\) and \(\mathrm{TAB}(28)\) mean the same thing. Others use mod 75 , in which case \(\mathrm{TAB}(100)\) means the same as \(\operatorname{TAB}(25)\).

There may be several TAB( )'s in the same PRINT instruction. The argument of \(\mathrm{TAB}(\quad)\) may be a variable as in program \(\mathrm{TAB}(1)\).

TAB(1)
```

10 LET K=10
20 PRINT TAB(X); X;TAB(X+10); X+10;TAB(X+25):X+25
30 END
RUN
TAB(1)

```

Notice that TAB( ) counts from the left margin every time it appears, not from the previous printed character-

We may use the \(\mathrm{TAB}(\quad)\) function to make the formatting a little simpler in program BANK2 in Sec. 4-3. Turn back to that program and look at lines \(132,138,156,158\), and 500 through 530 . All of these lines were required to achieve flexible format. We may eliminate all of these as well as line 490 and replace line 140 with 140 PRINT TAB(X); "\$"; \(\mathrm{FNH}(\mathrm{P})\) and replace line 160 with 160 PRINT TAB(X);"\$";FNH(P1). Now all we need to take care of is a value for X . Let us try 35 the first time through. Anywhere before line ? 40 we may insert ZZZ LET X \(=35\) and call for a RUN.
```

530
520
510
500
4 9 0
158
156
138
132
140 PRINT TAB(X);"G";FNH(P)
160 PRINT TAB(X);"S"; FNH(P1)
135 LET X=35
RUN
BANK2
FOK TEN YE゙AKS
@4.5% COMPOUNDED MONTHLY... \$ 88.24
4.75% COMPOUNDED QUARTERLY... \$ \$90.29

```

The printed results are aligned nicely. Now let us list the new program in full with the value of \(X\) at 31 and call for a final RUN.
```

BANKZ
2 DEF FNH(X)=INT(X*100+.5)/100
10 LET P=PI=56.31
20 FOR Y=1 TO 10
22 REM FOR TEN YEARS
30 FOR M=1 TO 12
32 REM COMPOUND MONTHLY AND COMPUTE INTEREST
40 LET I=P*4.5/100/12
50 LET P=P+I
60 NEXT M
62 REM THAT FIGURES THE INTEREST FOR THIS YEAR COMPOUNDED
MONTHLY
70 FOR Q=1 TO 4
72 REM CGMPGUND QUARTERLY
80 LET II=P1\&4.75/100/4
90 L.ET P1=P1+I1
100 NEXT O
102 REM THAT TAKES CARE OF THE OUARTERLY INVESTMENT FOR THIS
YEAR
108 REM NOW TO COMPUTE THE NEXT YEAR
110 NEXT Y
120 PRINT "FOR TEN YEARS"
130 PRINT "G4.5% COMPOUNDED MONTHLY...";
135 LET K=31

```
```

|40 PRINT TAB(X);"$";FNH(P)
150 PRINT "@4.75% COMPOUNDED QUARTERLY...";
160 PRINT TAB(X);'$'; FNH(P1)
9999 END
RUN
BANK2
FOR TEN YEARS
84.5% COMPOUNDED MONTHLY... \$ 88.24
04.75% COMPOUNDED QUARTERLY... \$ 90.29
DONE

```

\section*{C-2 IMAGE STATEMENT}

There may be an IMAGE statement available on your system. An IMAGE statement provides the printing pattern for a PRINT' statement in yet another statement. For our BANK2 program, we would use the following set of statements:
\begin{tabular}{llll}
130 & PRINT USING 140, FNH(P) & \\
140 & :@4.5\% CØMPØUNDED MØNTHLY & \$ \#\# . \#\# \\
150 & PRINT USING 160, FNH(P1) & \\
160 & :@4.75\% CØMPØUNDED QUARTERLY & \(\$\) \#\# . \#\#
\end{tabular}
to achieve the results of the last RUN above. The IMAGE statement begins with a colon and the number signs specify the locations of the digits in the numerical results. In an IMAGE statement, you may specify the location of the decimal point and the number of digits on either side with the number of number signs. The IMAGE statement may specify printing for several numbers by having several sets of number signs. You may also specify E-format by following the number signs with four exclamation marks (...\#\#!!!!). In our problem above, if we decide to change the location of the printed results, we simply retype lines 140 and 160 .

\section*{APPENDIX D}

\section*{Summary of Flowchart Shapes}

\section*{Terminal}

Used for beginning and ending of program.


Indicates that a decision is being made.
IF XXXXXX THEN YYY

Predefined process

Indicates a sequence of program statements not included in the flowchart. May be used for GØSUB statement.

Connector. Indicates transfer from one statement to another other than the next higher numbered statement in the program. N matches another N elsewhere in the same flowchart.

Used for anything not already specified.
NEXT X
LET
RETURN
STØP

\section*{APPENDIX E}

\section*{Summary of Statements in BASIC}

NOTE: Not all statements which appear in this appendix will run on all systems, and the list here does not cover every statement from some systems.
END
PRINT \begin{tabular}{l} 
It is the highest numbered statement of every BASIC \\
program. It is optional on some systems and re- \\
quired on others. \\
Prints values of variables, calculated values, and \\
literal expressions inside quotes. Spacing is con- \\
trolled by semicolons or commas. \\
Enters values stored in DATA statements into vari- \\
ables named in the READ statement. All legal \\
BASIC variables (string and numeric) may be read \\
in a single READ statement by separating them \\
with commas.
\end{tabular}
Stores values for READ statements. Items of data
must be separated by commas. Some systems re-
quire that strings be in quotes.
\begin{tabular}{|c|c|}
\hline REM & Permits the programmer to remark upon the program in the program itself without affecting the program operation. Some systems allow an apostrophe, ', to serve the same purpose. \\
\hline \[
\begin{aligned}
& \text { FØR X }=A \text { TØB } \\
& \text { STEP C }
\end{aligned}
\] & Opens a machine loop with first value for X at A , last number \(B\), and increment \(C\). If \(C\) is omitted, the step defaults to an increment of 1 . \\
\hline NEXT X & Closes machine loop. Sends the computer to the corresponding \(F \emptyset R\) statement to increment and test X. \\
\hline GøSUB \(n\) & Sends the computer to a subroutine beginning at line n . Upon executing a RETURN statement, the computer returns to the line immediately following GØSUB \(n\). \\
\hline RETURN & Closes a subroutine. \\
\hline DEF FNA(X) = & Program-defined function. The letter pair FN designates that a function is called for. The function name is A and the argument is X . Any letter of the alphabet may be placed where the A is. Some systems permit several variables as arguments. \\
\hline DIM \(A(), B \$()\). & Declares dimensions for one- or two-dimensional numeric arrays or string arrays or both. One number is required in the parentheses for a list, and two numbers separated by a comma are required for a two-dimensional array. \\
\hline STØP & Execution of ST \(\varnothing \mathrm{P}\) statement causes termination of the RUN at that point. \\
\hline RESTØRE & Restores all data in the program. The next item of data to be read will be the very first data item in the program (not discussed in text). \\
\hline CHANGE A\$ TØ A & Stores the ASCII code of the characters of the string A \(\$\) in the array A with the length of the string in characters stored in A(0). \\
\hline CHANGE A Tø A \(\$\) & Stores a string in \(A \$\) with length specified in \(A(0)\) and characters determined by the ASCII code stored in the array elements of the A list. \\
\hline
\end{tabular}

\section*{MATRIX INSTRUCTIONS}

MAT READ A Enters data into the array named A. Several arrays can be read in the same MAT READ statement by separating the array names with commas.
MAT PRINT A
Prints the array named A with comma spacing. Several arrays may be printed with the same MAT PRINT statement by separating array names with a comma or a semicolon. The delimiter specifies the spacing for the preceding array.
\begin{tabular}{|c|c|}
\hline MAT INPUT & Enters data into an array from the keyboard (not discussed in text). \\
\hline \(\mathrm{MAT} \mathrm{C}=\mathrm{A} \cdot \mathrm{B}\) & Enters the product of \(A\) and \(B\) into array C. \\
\hline MAT A \(=\mathrm{B}+\mathrm{C}\) & Enters the sum of B and C into array A. \\
\hline MAT A \(=\mathrm{B}-\mathrm{C}\) & Enters the difference of B and C into array A. \\
\hline MAT \(\mathrm{A}=(\mathrm{K}) \cdot \mathrm{B}\) & Multiplies each entry of \(B\) by the scalar \(K\) and enters the result into A . \\
\hline MAT A \(=\) ZER & Creates the zero matrix (fills each entry of A with zero). ZER may be followed by redimensioning specifications in parentheses. \\
\hline MAT \(A=C \emptyset \mathrm{~N}\) & Fills each element of A with 1. C \(\emptyset \mathrm{N}\) may be followed by redimensioning specifications in parentheses. \\
\hline MAT E \(=\) IDN & Forms the identity matrix E. E must be square. All elements with equal row and column numbers are 1 and all other elements are 0. IDN may be followed by redimensioning specifications in parentheses. \\
\hline MAT X \(=\operatorname{INV}(\mathrm{A})\) & Finds the inverse of A (if it exists) and enters it in X . \\
\hline \(\mathrm{MAT} \mathrm{A}=\operatorname{TRN}(\mathrm{B})\) & Fills A with the transpose of B. \\
\hline
\end{tabular}

\section*{FUNCTIONS}

Computes the nonnegative square root of X . X must be nonnegative.
Computes the absolute value of X .
Returns the value 1 for X positive, 0 for X equals zero, and -1 for X negative.
Returns integer part of X. For some systems this is the mathematically greatest integer function. For others, the computer simply chops off the digits to the right of the decimal point. (The results are the same for nonnegative numbers.)
RND(X)

RND

RANDØMIZE
\(\operatorname{SIN}(\mathrm{X}), \mathrm{C} \varnothing \mathrm{S}(\mathrm{X}), \operatorname{TAN}(\mathrm{X})\) Computes the sin, cos, or tan of X , where X must be in radians.
\begin{tabular}{|c|c|}
\hline ATN(X) & Computes the arctan of \(\mathrm{X} . \operatorname{ATN}(\mathrm{X})\) is in radians. The program must be written to determine the correct quadrant for the result. \\
\hline LøG(X) & Computes the logarithm of X using base e. \\
\hline \(\operatorname{EXP}(\mathrm{X})\) & Computes the number whose LøG base e is X . \\
\hline TAB(X) & Moves the printing mechanism to the ( \(\mathrm{X}+1\) )st position of the carriage unless the printing mechanism is already past that point, in which case there is no effect \\
\hline LEN(A\$) & Returns the number of characters in the string A\$. \\
\hline EXT\$(A\$, I, J) & String extract function. Isolates a substring in \(A \$\) from the Ith to the Jth character inclusive. \\
\hline
\end{tabular}

\section*{FILES}

\section*{Hewlett-Packard Files}

FILES

READ \#N,R

READ \#N;
MAT READ \#
PRINT \#N,R

PRINT \#N;

IF END \#N THEN n
\(\operatorname{TYP}(\mathrm{N})\)

Names files to be used by the present program and makes them available for access. File names are separated by commas.
Sets the file pointer to the beginning of the Rth record of the Nth file named in the files statement. In addition, when followed by a semicolon and variable list, this statement reads values from the file to the variables.
When followed by a variable list, this statement reads from the file at a point previously established.
Reads values from a file with the same options allowed for READ \#.
Sets the file pointer in the Nth file named in the files statement to the beginning of the Rth rcord and erases the contents of that record. In addition, when followed by a semicolon and a variable list, this statement causes the contents of the variables to be printed into the file.
When followed by a variable list this statement causes the contents of the variables to be printed wherever the file pointer has been previously set.
When executed, this statement sets a flag. If at any later time an attempt is made to read past the end of data or past the physical end of the file or to print past the physical end of the file, control passes to line \(n\).
The TYP ( N ) function takes on values from 1 to 4 , depending on the nature of the next information in the file \(\operatorname{TYP}(\mathrm{N})\) becomes 1 for number, 2 for
string, and 3 for end of file. If the argument is negative, the value 4 will be returned for end of record.

\section*{General Electric Files}

FILES Names files to be used by the current program and makes them available for access. File names are separated by semicolons.

\section*{ASCII Files}

READ \#N,

WRITE \#N,

IF MøRE \#N
IF END \#N

APPEND \#N

SCRATCH \#N
Reads data from the Nth file named in the program into the variables of the variable list following the comma.
Writes data from the variable list following the comma to the file. The variables in the list may be separated by semicolons or commas to achieve corresponding spacing in the file.
Determines whether or not there is more data in the file.
Determines whether or not the end of the file has been reached.
Allows additional data to be written to an existing file by setting the file pointer to the end of the Nth file and placing the file in the WRITE mode.
Sets the pointer of the Nth file to the beginning of the file, erases the file, and places it in write mode.
RESTORE \#N
Sets the pointer of the Nth file to the beginning of the file and places it in the READ mode.

\section*{Binary Sequential Files}

Binary sequential files may be processed by all of the above statements by substituting a colon (:) for the pound sign (\#). Binary files should be less expensive to work with; however, ASCII files are very convenient due to the fact that they may be listed at the terminal.

\section*{Random Access Files}
\begin{tabular}{ll} 
READ \(: \mathrm{N}\), & \begin{tabular}{l} 
Same as ASCII. \\
WRITE \(: \mathrm{N}\),
\end{tabular} \\
Same as ASCII. \\
IF M \(\varnothing\) RE \(: \mathrm{N}\) & \begin{tabular}{l} 
Tests true, except when the file pointer is at the phy- \\
sical end of file.
\end{tabular} \\
IF END \(: \mathrm{N}\) & \begin{tabular}{r} 
Tests false, except when the file pointer is at the phy- \\
sical end of file.
\end{tabular} \\
SCRATCH :N & \begin{tabular}{l} 
Places the file pointer at the beginning of the file and \\
fills the file with binary zeros.
\end{tabular}
\end{tabular}

RESTØRE :N

SETW N Tø X

Places the file pointer at the beginning of the file without altering the contents of the file.
Places the file pointer to the Xth word of file N. To access a random file by record, the formula \(W^{\circ}(R-1)+1\) places the pointer at the beginning of the \(R\) th record if there are \(W\) words per record.

\section*{APPENDIX F}

\section*{Index of Programs in Text}
\begin{tabular}{|c|c|c|}
\hline Program & Description & Page \\
\hline ADDA, \({ }^{\text {a }}\) & Adds complex numbers in ( \(\mathrm{A}, \mathrm{B}\) ) form & 148 \\
\hline ALLZER & Finds nonreal zeros for some fourthdegree polynomials & 171-172 \\
\hline ARANG1 & Prints list after each exchange in ARANGE & 42 \\
\hline ARANG2 & Uses GøSUB for printing in ARANGI & 44 \\
\hline ARANG3 & Orders a list of random integers & 65 \\
\hline ARANG5 & Orders lists in excess of 10 elements & 67 \\
\hline ARANGE & Orders list of 10 numbers from data & 40 \\
\hline ARRAY1 & Demonstrates filling an array & 79 \\
\hline ARRAY2 & Prints contents of ARRAYI & 80 \\
\hline ARRAY3 & Detailed array manipulation & 81 \\
\hline ARRAY4 & More detailed than ARRAY3 & 82-83 \\
\hline ASIS & \(\operatorname{ABS}(), \operatorname{SQR}(), \operatorname{INT}()\), and \(\operatorname{SGN(~)~}\) demonstration & 48 \\
\hline AVERAGE & Calculates test average from file SCØRE (GE) & 117 \\
\hline AVG & Average test scores & 31 \\
\hline AVGCNG & AVG done with nested loops First nested machine loops & 32 \\
\hline BANKI & Compound amount on \(\$ 56.31\) at two rates & 56 \\
\hline BANK2 & BANK1 with rounding and spacing & 60 \\
\hline BASE & Change base- 10 numbers to base-2 & 96 \\
\hline BASE-2 & Base with digits printed closely packed & 97 \\
\hline BIRTH & Probability of two identical birthdates & 205 \\
\hline CHANGE & Demonstrates change statement (GE) & 107 \\
\hline CHANGF & Demonstrates EXT\$ function (GE) & 107 \\
\hline CLASS & Probability of membership on a commit. tee & 204 \\
\hline \[
\text { CL } \varnothing C K 1
\] & Clock arithmetic with time of day & 69 \\
\hline CLøCK2 & Modifies CLØCK1 & 69 \\
\hline
\end{tabular}
\begin{tabular}{|c|c|c|}
\hline Program & Description & Page \\
\hline CMPINT & Finds compound amount of \(\$ 2000\) after nine years & 33 \\
\hline CØMFAC & Finds greatest common factor using the Euclidean algorithm & 93 \\
\hline СØМР-1 & Finds nonreal zeros for trinomials & 170-171 \\
\hline CØNVRT & Converts inches to feet and inches & 54 \\
\hline CØURS1 & Finds numbers of persons taking five courses & 77 \\
\hline CØURS2 & CØURS1 with random data & 78 \\
\hline DAYS01 & Reads days of week into MAT W\$(GE) & 106 \\
\hline DEF( ) & Introduces DEF & 58 \\
\hline DEMREM & Demonstrates finding remainder after integer division & 53 \\
\hline DESCRT & Uses Decartes' Rule of Signs & 174 \\
\hline DICE & Probability of two l's on 10 dice & 211 \\
\hline DICE-1 & Probability of 0 to 10 l's on 10 dice & 211 \\
\hline DIGIT & Prints base-10 numbers digit by digit & 99 \\
\hline DIGIT2 & Prints integers using string output (HP) & 105 \\
\hline ENTERA & File prints one name to a record (HP) & 113 \\
\hline FIRST\$ & First string program & 102 \\
\hline FLIP & Simulates flipping a coin 50 times & 207 \\
\hline FLIP-1 & Simulates flipping 50 coins 10 times & 207-208 \\
\hline GØSUB & GØSUB demonstration program & 43 \\
\hline INTZER & Finds integral zeros of polynomials & 161 \\
\hline IZERø1 & INTZER with a subroutine-defined function & 164 \\
\hline LADER & Uses SIN( ) in right triangle & 135 \\
\hline LADER1 & Gets several values for LADER & 136 \\
\hline LADER2 & Introduces arctangent function & 137 \\
\hline LAWCOS & Given three sides of a triangle & 143 \\
\hline LAWSIN & Given two angles and nonincluded side & 140 \\
\hline LEFT & Probability of \(10 \%\) success on 100 binomial trials & 212 \\
\hline LIST1 & First list demonstration program & 44-45 \\
\hline LØØP1 & First loop introduction & 25 \\
\hline LØØР2 & Second loop introduction & 25 \\
\hline LØØР3 & First machine loop using FøR-NEXT & 26 \\
\hline LØØР3+ & Uses the loop variable & 26 \\
\hline LUPDEM & Demonstrates several loop properties & 27 \\
\hline MAMD12 & Multiply and add mod 12 & 70 \\
\hline MAT-1 & Preintroduction to matrix instructions & 176 \\
\hline MAT-2 & First MAT READ and MAT PRINT & 177 \\
\hline MAT-3 & Shows the order in which MAT READ reads & 177 \\
\hline MAT-4 & Prints column vector & 178 \\
\hline MAT-5 & Prints row vector & 178 \\
\hline MAT-6 & Shows redimensioning of a matrix & 178 \\
\hline MATINV & Takes the inverse of a matrix & 191 \\
\hline MATSP1 & Special matrices in BASIC & 188 \\
\hline
\end{tabular}
\begin{tabular}{|c|c|c|}
\hline Program & Description & Page \\
\hline MLTR,G & Multiplies two complex numbers in polar form & 151 \\
\hline MøD12 & Mod 12 addition & 70 \\
\hline N ! & Computes factorial N & 199 \\
\hline NCR & Computes combinations of N things R at a time & 201-202 \\
\hline NPR & Computes permutations of N things R at a time & 200 \\
\hline ØRD\$ & Compares strings for order & 102 \\
\hline ØRDER\$ & Alphabetizes characters of a string (GE) & 108 \\
\hline \(\emptyset\) RDERA & Alphabetizes names in a file (HP) & 114 \\
\hline \(\emptyset\) DDERAVG & Arranges student data by test average in a binary file & 120 \\
\hline PAIRS & Prints all possible pairs from two sets of four numbers & 38 \\
\hline PASCAL & Prints numbers of Pascal's triangle & 213 \\
\hline PICK & Selects numbers from a random access binary file & 119 \\
\hline PLØT1-PLØT5 & PLØT1 through PLØT5 develop a plotting program & 127-130 \\
\hline PøLAR & Prints coordinates from polar graphing & 145 \\
\hline PRIMEI & Finds prime integers from data & 49 \\
\hline PRIME2 & More efficient than PRIME1 & 49 \\
\hline PRINT & First HP file program & 110 \\
\hline PRINT1 & Uses 'IF END' in HP file & 111 \\
\hline PRINT2 & Prints to a file random access (HP) & 112 \\
\hline QUAD1 & Finds real roots of
\[
A X \uparrow 2+B X+C=0
\] & 123 \\
\hline QUAD2 & Analyzes parabola & 125 \\
\hline RAND3+ & Random decimal numbers 1. to 11 & 63 \\
\hline READ & Reads a data file (HP) & 111 \\
\hline READ01 & Uses 'IF END' in HP file & 111 \\
\hline READ02 & Reads from a file random access (HP) & 113 \\
\hline READA & Reads names from a file (HP) & 113 \\
\hline READTEST & Reads file SCØRE (GE) & 116 \\
\hline REAL & Finds intervals for real zeros of polynomials & 166 \\
\hline REALI & REAL with input to reduce interval size & 166-167 \\
\hline REDUCE & Reduces common fractions & 52 \\
\hline RND & Loads a binary file with 18 random numbers (GE) & 119 \\
\hline RND(1) & Introduces random number generator & 62 \\
\hline RND(2) & Random integers 0 to 9 & 62 \\
\hline RND(3) & Random integers 1 to 10 & 63 \\
\hline RØLL & Simulates rolling 6 dice 1000 times & 208 \\
\hline RØØTS & Takes roots of complex numbers in polar form & 153 \\
\hline RøUND & Uses INT(X \(0100+.5) / 100\) for first time & 57 \\
\hline SCØRE & Listing of ASCII file (GE) & 116 \\
\hline
\end{tabular}
\begin{tabular}{lll} 
Program & Description & Page \\
SCØRE1 & Listing of ASCII file (GE) & 118 \\
SEG\$1 & \begin{tabular}{l} 
Demonstrates string subscripts (HP)
\end{tabular} & 103 \\
SEG\$2 & Prints one digit numeric using string out- & \\
put (HP) & 104 \\
SØLVE & Solves four equations and four unknowns & 192 \\
SRVEY1 & More processing of data in SURVEY & \(88-89\) \\
SUM1 & Adds integers 1 through 50 & 17 \\
SUM2 & Modifies SUM1 & 17 \\
SUM3 & Modifies SUM2 & 20 \\
SUM3+ & SUM3 using machine loop & 29 \\
SURVEY & Uses a 15 by 5 array to analyze a ques- & \\
& tionnaire & \(86-87\) \\
SYNDIV & Divides a polynomial by X - R & 158 \\
TCHB & Tabulates four items per family & 76 \\
TCHB+ & TCHB done with an array & \(83-84\) \\
TØLL-1 & Reads and prints data for TØLL-2 & 182 \\
TØLL-2 & Prints schedule of tolls paid & \(184-185\) \\
TØLL-3 & TØLL-2 with matrix operation & 186 \\
TØTAL & Finds total cost of five different items & 21 \\
TØTAL+ & TØTAL using machine loop & 29 \\
TRAGL & Demonstrates variable loop limit & 34 \\
TRI BI & Multiplies a trinomial by a binomial & 156 \\
TRIG1 & Prints trig table 0 to 80 degrees & 134 \\
TRPØS1 & Takes the transpose of a column vector & 195 \\
TRPØS2 & Takes the transpose of a 2 by 4 matrix & \(195-196\) \\
TV'S & Tabulates survey of TV sets per family & 74 \\
WRITEAVG & Loads file SCØRE1 from file SCØRE & \\
& (GE) & 118
\end{tabular}

APPENDIX G

\section*{Answers to Even-Numbered Problems}

\section*{Answers to Even-Numbered Problems}

Each two-page spread should be read from top to bottom as one individual page.

\section*{CHAP. 1}

\section*{Problem No. 2}

The answer to this will vary from 286 for computers permitting only single letters of the alphabet. upward Some systems permit dollar signs and ampersands as variables. Other systems permit several letters of the alphabet, such as \(A B X\), as simple variables.

\section*{Problem No. 4}

The quote is an nstruction to the computer that the printed message is terminated. Here again, systems differ. Some systems fermit printing double quotes (") by including them between single quotes ("), such as: "HE SAID. "HELLO."

Problem No. 6


\begin{tabular}{l}
30 \\
RuN \\
\hline
\end{tabular}
\({ }_{6}\)
1.00000E*06
done
Problem No. 8
10 Phint \(2 ヶ 3\)
roun
rend
रUN
8
.666657

\section*{Problem No. 16(d)}


300 PRI
\(\begin{aligned} & \text { RUN } \\ & \text { RND } \\ & 160\end{aligned}\)
160
\(-9.61374\)
done

\section*{CHAP. 2}

Problem No. 2
The READ statement calls for two variables. A single zero would have caused the program to terminate, as the variable \(P\) would find no data

\section*{Problem No. 4}
atem the lines used to hedify progham sumz ane 75,15 and 35
\(\begin{array}{ccc}5 & \text { NEM } & \text { THE } \\ \text { io } \\ \text { is } & \text { LET } \\ \text { LET } & \text { TOS }\end{array}\)





70 PRENT "Sum of odo numbers from 5 To 1191 IS" 5
75 PRIAT
BO
ENO
ROM
Re. 4

done

\section*{Problem No. 12}
```

lol
READ T= THEN 1/0
\
MaINT, B
\$0 cote 30, -2, %A,-1.98,-3.85.0
|O END
N-N|N
iNITIAL BRLANCE = \$14.23
c
M9.9%
Done

```

\section*{Problem No. 14}

```

30 LET Da f кetp track or the numbet of gifts

```

```

0 LET T*O
O
O- 1FFT=0 TH
METDDD+1

```

```

20 END
Na.4*
IgTAL nu*BER ar gifis is 364
one

```

Problem No. 10
\begin{tabular}{|c|c|}
\hline 10 & KEAD A, Y, C, D, E,f,G, \\
\hline 20 &  \\
\hline \({ }_{30} 9\) &  \\
\hline NiN & \\
\hline
\end{tabular}
ss

Problem No. 12
10 READ A, a,CrD
 \(\begin{array}{ll}30 & \text { OATA } \\ 40 & \text { GCIO } \\ 50 \\ \text { R1W } \\ \text { END }\end{array}\)
RuW
\(\begin{array}{lll}3 & 10 \\ 6 & 6 \\ 6\end{array}\)
out of data in lane io
Problem No. 14



\({ }_{\text {RON }}^{60}\) END
\(\stackrel{3}{14}\)
\((1 / 2)+(5 / 6)=18,12\)
done
Problem No. 16(a)
\(\begin{array}{ll}10 & \text { LET } N=1 / 2+1 / 3 \\ 20 & \text { LFT } \\ 0\end{array}\)

MONV
10.
odne
Problem No. 16(b)


30
80
\(R\)
1.925
dones
Problem No. 16(c)

30 PMINT A*E
to

Problem No. 6

20
30
35
40
45
50
70
10
110
20
Ren
NB

dane

\section*{Problem No. 8}
\begin{tabular}{|c|c|}
\hline \multicolumn{2}{|r|}{Let \(=1\)} \\
\hline 20 & Phint H1/ \\
\hline & 15 f=25 THEN \\
\hline 35 & LET \(\mathrm{E}=1 \cdot^{\text {+ }}\) \\
\hline So & cel \\
\hline 50 & END \\
\hline \multicolumn{2}{|l|}{\multirow[t]{2}{*}{\[
\begin{aligned}
& \text { RUN } \\
& \text { NE. }
\end{aligned}
\]}} \\
\hline & \\
\hline , & 1 \\
\hline \({ }^{2}\) & -533333 \\
\hline & \\
\hline 5 & \\
\hline 6 & .166667 \\
\hline , & -142657 \\
\hline \({ }^{8}\) & -125 \\
\hline & - 111111 \\
\hline 10 & \\
\hline 1 & 9.09091E-02 \\
\hline 12 & 8. 33333E-02 \\
\hline 13 & 7.69231E-02 \\
\hline 14 & 7.142866-02 \\
\hline 15 & \(6.666675-02\) \\
\hline 16 & -0625 \\
\hline \(1{ }^{-1}\) & 5.88235E-02 \\
\hline 18 & 5. \(53558 \mathrm{EE} \cdot 02\) \\
\hline 19 & 5.26316E-02 \\
\hline 20 & . 05 \\
\hline 21 & . 047619 \\
\hline 22 & \\
\hline 23 & - \\
\hline & -. \(34783 \mathrm{EE-02}\) \\
\hline & A. 16567E-03 \\
\hline 25 & \\
\hline
\end{tabular}

Problem No. 10

LET TEO
READ
N,
40 IF N=O THEN 100



the nuhagr be ditferent items in the oroer is
deare

Problem No. 16
\(\begin{array}{ll}10 & \text { LET } 700 \\ 15 & \text { LET } \\ 20 & \text { READ } \\ \text { R }\end{array}\)





90 PA
ROO
RUN
NA. 16

done

\section*{CHAP. 3}

SEC. 3-1
Problem No. 2
\(\begin{array}{ll}10 \\ 20 & \text { LET } \\ \text { LET } \\ \mathrm{T}=0 \\ 0\end{array}\)





RiN:
No. 2

done
Problem No. 4
\(\begin{array}{ll}10 & \text { Fon } x=1 \text { Te } \\ 20 & \text { PRINT } x, 1 / x\end{array}\)


\(\stackrel{\text { RuN }}{\text { No. }}\)
\begin{tabular}{|c|c|}
\hline 1 & 1 \\
\hline \(\frac{2}{3}\) & -3 \\
\hline \({ }^{5}\) & -25 \\
\hline 5 & -2 \\
\hline \(\stackrel{7}{7}\) & -166667 \\
\hline \% & -125 \\
\hline 9 & -11141 \\
\hline 10 & - \({ }^{\text {c }}\) \\
\hline 12 & 4.33335E-02 \\
\hline 13 & 7.692315.02 \\
\hline 14
15 & 7.142868.-72 \\
\hline 18 & -365567E-7) \\
\hline 17 & 5.8h23se-0? \\
\hline 18 & 5.55556E-02 \\
\hline 19 & \(5.0263165-52\) \\
\hline 21 & . 047639 \\
\hline 22 & 4.545n55-02 \\
\hline 23 & 9.34783E-03 \\
\hline 29
29 & 9. \(16.567 \mathrm{E}-0\) ? \\
\hline
\end{tabular}


OF RECIPNOCAL5 FNOY : T3 1000 t5 T. AB5AT done
Problem No. 8





No. b
mind aster ane year 15104.06
DวNE
Problem No. 10





\begin{tabular}{l}
10 \\
10 \\
ON \\
\hline 1
\end{tabular}
c.

OFHE
EC. 3-2
Problem No. 2



51) NExT
+18.
\begin{tabular}{|c|c|c|c|c|c|c|c|}
\hline 1 & , & 3 & \(\cdots\) & 3 & 6 & \(?\) & \% \\
\hline ! & a & * & \% & 10 & 12 & 12 & 16 \\
\hline 1 & * & - & 12 & is & 1* & 31 &  \\
\hline a & - & 13 & 16 & 23 & 3. & 38 & 33 \\
\hline , & 14 & is & 20 & 25 & 3.1 & 3s & 4.3 \\
\hline 5 & 17 & 14 & 24 & 30 & 36 & 42 & \(4{ }^{48}\) \\
\hline , & 14 & \(: 1\) & 3 & 33 & 4. & 49 & 36 \\
\hline
\end{tabular}

121

\section*{}

\section*{99. 15 the largest and is in pasitige}
bene
Problem No. 10




\(\begin{array}{llllllllll}11 & 2 & 3 & 4 & 5 & 6 & 7 & 8 & 9 & 10 \\ 11 & 12 & 13 & 14 & 15 & 16 & 17 & 18 & 19 & 20 \\ 21 & 22 & 23 & 24 & 25 & 26 & 27 & 18 & 29 & 28 \\ 31 & 32 & 33 & 34 & 35 & 36 & 37 & 35 & 39 & 30 \\ 41 & 49 & 43 & 44 & 45 & 46 & 47 & 43 & 49 & 50\end{array}\)
DONE
Problem No. 12


\(\underset{\substack{\text { PREXT } \\ \text { PIINT }}}{ }\)





\[
\begin{array}{ll}
3 \\
39 & 24 \\
33
\end{array}
\]
\[
3.3
\]
\[
\text { ss } 7
\]
\[
\begin{array}{ll}
17 & 3 \\
37
\end{array}
\]



```

Problem No. 10

```

```

Problem No. 12

```


```

30 Print
40 NETX
43 PRINT

```







```

$\begin{array}{cccccc}6 & 1 & 3 & 3 & 2 & 9 \\ 8 & 2 & 3 & 8 & 7 & 4 \\ \text { BONE } & 2 & 9 & 63 & 14 & 30\end{array}$
SEC. 3-4
Problem No. 2

```


Problem No. 4


даие
Problem No. 6



34 IF NEID=0 THEN 45

\(\underset{\substack{70 \\ \text { Ris. } \\ \text { H. } \\ \hline}}{\substack{6}}\)
TETAL cest \(=376.54\)
Dene
Problem No. 8




\%o영
90 PRINT "SECOND LIST",
\(\begin{array}{ll}100 & \text { READ SCY } \\ 110 & \text { PRINT SIY } \\ 120\end{array}\)



160 FOR \(\{=1\) Te
170 FES[X] Tit
180 NEXT \(I\)

\(\begin{array}{ll}160 & \text { NEXT } \\ 190 & \text { DATA } \\ 200 & \text { END }\end{array}\)
Rus
Re.
Nen

Problem No. 4
10
15
20
30
35
40
50
60
70
70
80
90
100
120
130
140
150
155
150
160
170
180
190
200
205
210
280
230
240
250
252
2855
280
270
280
2890
292
2944
2996
2998
299
390
810
\begin{tabular}{|c|c|c|c|c|c|c|}
\hline & 68 & 73 & B5 & 82 & 87 & avt - 76 \\
\hline 74 & 87 & 90 & \({ }^{88}\) & \({ }^{87}\) & 88 & AVS \(=8.8\) \\
\hline \({ }_{88}^{88}\) & 97 & 91 & 92 & 90 & 89 & AVG \(=91\) \\
\hline 91 & 83 & 78 & 89 & 19 & & \\
\hline 65 & 76 & 67 & so & & & \\
\hline \multicolumn{7}{|l|}{\multirow[t]{6}{*}{\begin{tabular}{ll} 
GRade average & griginal lecation \\
91.1657 & 3 \\
85.0667 & 2 \\
84.5 \\
76.6667 & \(\vdots\) \\
64 & \\
\hline
\end{tabular}}} \\
\hline & & & & & & \\
\hline & & & & & & \\
\hline & & & & & & \\
\hline & & & & & & \\
\hline & & & & & & \\
\hline
\end{tabular}
done
Problem No. 6
\({ }^{5} \mathrm{LEF} \operatorname{Lin}\)

```

SEC. 3-4 Cont'd
Prablem No. 6 Cont'c

```


MIGEST RANGE \(=30\)
dene
Problem No. 8

30 LET \(X=x+1\)
40 EEAD \(L(x)\)
50
50
IF \(L(X)=0\) HHEN 90


LET ast/(x-1)
PRINT
pRint "average o"a








280 PRINT X-C"
200
CGFO 320
300
NEXT


    Data
oata
Ehta
\begin{tabular}{c} 
RUN \\
Ho. \\
\hline
\end{tabular}


oone
CHAP. 4
SEC. 4-1

Problem No. 2

REM.
\begin{tabular}{|c|c|c|}
\hline \({ }_{19}^{237}\) & * 3 & \[
\begin{aligned}
& =711 \\
& =711
\end{aligned}
\] \\
\hline 1 & * 711 & - 711 \\
\hline 1 & * 991 & * 998 \\
\hline ! & 0.991 & --991 \\
\hline - & * 991 & - -991 \\
\hline \(1{ }^{151}\) & * \({ }_{4}^{3} 3\) & \[
\begin{aligned}
& \therefore 453 \\
& \times 453
\end{aligned}
\] \\
\hline -327 & - 2 & - \(=6.64\) \\
\hline 327 & \(0-2\) & -6.64 \\
\hline -218 & - 3 & - \(=654\) \\
\hline - 2109 & *-3 & -654
-654 \\
\hline 109 & - -6 & --654 \\
\hline \(\therefore\) & \(\xrightarrow{-654}\) &  \\
\hline -1 & * 554 & - 654 \\
\hline : & * 1009 & \(=1009\) \\
\hline 1 & *-1009 & \(=-1009\) \\
\hline : & - 1009 & --1009 \\
\hline 1 & -9001 & - 9001 \\
\hline
\end{tabular}

\section*{dgne}

Problem No. 8

Problem No. 2


\(\begin{array}{ll}13 \text { LET } x=0 \\ 15 \\ 15 & \text { LET } Y=\mathbb{N}\end{array}\)


\(\begin{array}{lll}18 & \text { LET XN } \\ 20 \\ 30 & \text { FOR XPX TO } \\ \text { IF }\end{array}\)

SEC. 4 - 2
Problem No. 2

3 IF
15 LET \(Y=0\)
17 LET Y*D

```

Problem No. 8

```
```

Problem No. 8

```






```

GBTO
$1 F F / X=$ INT(F/X) THEN 110

```
```

GBTO
$1 F F / X=$ INT(F/X) THEN 110

```


```

$\begin{array}{ll}90 & \text { GOTO } 10 \\ 110 & \text { PRITY } \\ 120 & \text { GITE } 10\end{array}$

```
```

$\begin{array}{ll}90 & \text { GOTO } 10 \\ 110 & \text { PRITY } \\ 120 & \text { GITE } 10\end{array}$

```






```

done

```
done
Problem No. 10
```

Problem No. 10

```






























```

1990 LET $\mathrm{C}=\mathrm{C}$
1100 LET LCJ
1110 RETYRN

```
```

1990 LET $\mathrm{C}=\mathrm{C}$
1100 LET LCJ
1110 RETYRN

```




```

DONE a 3 5

```
DONE a 3 5
SEC. 4-3
SEC. 4-3
Problem No. 2
```

Problem No. 2

```






```

10 print
5. READ,
*)
<cc
Soc

```

```

MaINT,N/D**""%"
cosmon
*)
$$
\begin{subarray}{c}{110}\\{\mathrm{ Rum_2}}\\{\mathrm{ No.2}}\end{subarray}
$$

```

done

Problem No. 4
5 print "nember","abselute value

30
40
G8510
10
1000 if \(A>=0\) THEN 1020
\(\begin{array}{ll}1010 \\ 1020 & \text { LET ARMA } \\ \text { PRINT A }\end{array}\)
\(\begin{array}{lll}1030 & \text { RETUSN } \\ 1040 & \text { DATA } \\ 1050 & \text { ENO } & 1.3,0,-17,13,31.2,-11.1\end{array}\)
\(\stackrel{\text { RUN }}{\mathrm{RO}} \mathrm{A}\)

but of data in line 10
Problem No. 6
10 \begin{tabular}{c} 
PRINT \\
15 \\
READ \\
\hline
\end{tabular}

30
IF
IF NEXT
SO PRINT


GgTE 10
PRINT




orllar
1.56
\(\mathbf{i . 7 5}\)
.01
.01


\section*{RUN
N 2.2}
8780. 36

DONE
Problem No. 4





RUN
R
ND. 4
s 2778.71
dene

Problem No. 6





110 LET PJP
120
130
130
NEXT \(Y\)
150
\(\begin{array}{ll}120 & \text { NEXT } \\ 130 & \text { NXT } \\ 100 \\ 100 \\ 150 \\ \text { PRINT } \\ 150 & \text { PRINT }\end{array}\)


 LET \(x \times x+1\)
GESU日 500


250 G95UB 500
260 PRINT FNH(PG)



\(\begin{array}{ll}540 \\ 999 & \text { RE } \\ \text { RUN } \\ \text { EN }\end{array}\)
\({ }_{\text {Ren }}\)
.80599 .00 FRR 15 YEARS**:
4.52 CEMPUNOED MENTHLY:.

dene

\section*{SEC. 4-3 Cont'd}

Problem No. 8

SEC. 4-4
Problem No. 2
S DEF FNR(X)PINT(401 PRND( 0 -ROO)
10
80
80
80
30




```

    cevismob
    LET Sl=L(x) LX (x+1] THEY 160
    LET LX:+1)
    LET S=1
    \,
M,
cosigo priN

```
RLN
Na.e
N
\(\begin{array}{llllllllllll}108 & -151 & -79 & -317 & -190 & 116 & -200 & -37 & 169 & -52 & -31 & 30\end{array}\)
\(\begin{array}{llllllllllll}-200 & -190 & -151 & -130 & -124 & -117 & -79 & -60 & -52 & -41 & -37 & -31\end{array}\)
\begin{tabular}{l}
198 \\
De\#k \\
\hline
\end{tabular}

Problem No. 4





```

Problem No. }
\$0
MET,
%00
l

```

```

| 20 | 30 | 40 | 50 | 60 | 70 | 80 | 90 | 100 | 110 | 120 |
| :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- |
| 22 | 33 | 44 | 55 | 66 | 77 | 88 | 99 | 110 | 121 | 132 |
| 24 | 36 | 48 | 50 | 72 | 84 | 96 | 105 | 120 | 132 | 144 |

```
dgne
CHAP. 6
SEC. 6-1
Problem No. 2




SO INPUT N2, NZ



130 LET R*D
140 LET D=R
100

\(\begin{array}{ll}160 & \text { PRIHT } \\ 180 \\ 999 & 6075 \\ 990\end{array}\)

mu.tiply tue rractions
to stop ruen imput
\(\mathrm{N}, \mathrm{D} 171,2\)
\(\mathrm{~N} 2, \mathrm{D} 274,3\)

w1, D1743.72
N2,02721,8

N1,D17.01,:
odne
SEC. 6-2
roblem No. 2
\(5 \mathrm{Din} \operatorname{le}(21)\)

```

SEC. 6-2 Cont'd

```

```

gut of data in line to
Problem No. }
5 REM NI 15 Number af digits
logREAONH
20 FOR X\&N1 To 1 STEP -i
24 IF A=1 THEN 30
26 print "O";
30 PRINT":
334 PRINT":",3

```

```

70 PRINT "EO
\lol
140 LET lu'mT
lll

```

```

lol
ligo PRINT NZNM"G,C,
lalol
lol

```


```

$$
\begin{subarray}{c}{230}\\{\mathrm{ smom}}\\{\mathrm{ no.4}}\end{subarray}
$$

```

```

MNPUT INTEGERTA5S.
INPUT :MNEGER7779. = \
input integerto
dene

```

\section*{CHAP. 7}
```

SEC. 7-2
Problem No. 2
95 REM * PRIWTING A NUMERIC OF MORE

```

```

97 KEM SEE LIN
100 DIM DSC 101
110 LET DSE"0123A56789"
120 PRINT "POSITIVE INTEGER LESS THAN 1000000
140
150 IF $\operatorname{IF}=0$ THEN 260
150
150 PRINT ", ". 1
165 PRINT "S"

```

```

$182 \quad$ LET $T=T+1 \times N 200$
90 PRINT DSC $\ddagger+1+1+1\}$
200 LET RaN-I*10TE
210 LET NFR

```

```

$\begin{array}{ll}240 & \text { PRINT } \\ 250 & \text { GOTO } \\ 120\end{array}$
$\begin{array}{ll}250 & \text { GOTO } \\ 260 & \text { END } \\ \text { KWN }\end{array}$
260
KNN
Ng .2
PGSITIVE integer less than $1000000718923: 1$
-189231. - 189231.
PgSitive integer less than 1000000 ?0
Problem No. 4
2 REM ** NOTICE THAT THIS IS MUCK SKCRTEK
3 REM THEN A PKOGRAM WITROUT THE USE OF
4 REM STRINGS REM STRING
DS = "0123456789TE"
10 READ N:

```

```

190 G8T0 2:0

```

```

i0012 base three
EQualS m ROSE Two
20001I2101 ba5E thBEE
10011011010010:0 BASE TWO

```
dut of data in line 10

EC. 6-3
Problem No. 2
5 print "test fer oivisibility by thage"

\(\begin{array}{ll}20 & \text { INPUT } N \\ 25 \\ 30 & \text { LET TO } \\ \text { IF }\end{array}\)


\(T 0\) LET \(\mathrm{R}=\mathrm{N}-\mathrm{I}=10\), E
LET NDR
00 NEXTE
PRINT



\(\begin{array}{ll}130 & \text { Print } \\ 140 \\ 999 \\ 9090 \\ \text { ENS }\end{array}\)
\begin{tabular}{c} 
RUN \\
Ne. \\
\hline
\end{tabular}
test yer divisibility by three

SUM IS A Pigits
3

hput integerto
dBaE
Problem No. 4
\(\begin{array}{ll}30 & \text { Print } \\ 10 & \text { PRINT "input integer" }\end{array}\)










```

$430 \quad R=N-T * B P E$
440 LET N=R
450 NEXTE

```



```

$\stackrel{R}{\mathrm{RLW}} \mathrm{N} .4$

```


```

gut of data in line 10
Problem No. 6
$\begin{array}{ll}100 & \text { DIM DSt } 103 \\ 110 & \text { Osw } \\ =0123456789^{\prime}\end{array}$
$\begin{array}{ll}120 & \text { GRTO } \\ 130 & \text { PRINT " } \\ 10\end{array}$
130 PRINT"
140 PRINT
150 PRINT ....:
150 INPUTN
170 IF ABS $(N) \times .000001$ THEN 130

```

```

190 PRINI "S"SN"
200 PRINT "S"'s
210 IF $\mathrm{N} \rightarrow 0$ IHEN $2 A 0$
$\begin{array}{ll}210 & \text { IF } N=0 \text { THEN } \\ 220 & \text { PRNT } \\ 200\end{array}$
230 LET N=ABS (N)

```

```

$\begin{array}{lll}250 & \text { NEXT E } \\ \text { ETO } \\ \text { GETE } & 350\end{array}$

```

```

290 LET $1=1 \mathrm{NT}$ TO O STEREP

```

```

$\begin{array}{ll}320 & \text { LET N N R } \\ 330 & \text { NEXTE }\end{array}$

```



```

380 PRINT DSTI $+1 ;+11$
390
LET $R=N-I * 10, E 1$
390
400
LET
LET
$N=R$
$\begin{array}{ll}400 & \text { LET NER } \\ 410 \text { IF N. OOOOO1 THEN } \\ 430\end{array}$
420 NEXT E1
$\begin{array}{ll}430 & \text { PRINT } \\ 440 & \text { END } \\ \text { RUN }\end{array}$
RUN
RE. 6
0?-1. 10023
s-1.100235
SEC. 7-3
Problem No. 2
9 PEM * TABULATE Character frequency

```

\section*{Problem No. 6}
\begin{tabular}{|c|c|}
\hline \[
\begin{aligned}
& 105 \\
& 105
\end{aligned}
\] & rem * read data and find lengest string \\
\hline 110 & LET L=0 \\
\hline 120 & FOR \(1=1\) TG 7 \\
\hline 130 & READ WS(1) \\
\hline 140 & IF Lentus(1) \({ }^{\text {a }}\) ( \(=\) L. Then 160 \\
\hline 150 & LETET L = Lev(wscis) \\
\hline 160 & NEXT 1 \\
\hline & \\
\hline 168 & rem * print days of the week at a slant \\
\hline 70 & FOR \(1=1\) T0 L \\
\hline 80 & Fer \(J=1\) TO 7 \\
\hline 190 &  \\
\hline & next \({ }^{\text {d }}\) \\
\hline 210 & Print \\
\hline 22 & next 1 \\
\hline 229 & bem * data \\
\hline 230 & data sinday, monday, tuesday, wednesday \\
\hline \[
240
\] & data thursday, friday, saturday \\
\hline 250 & End \\
\hline & \\
\hline N0. 6 & \\
\hline
\end{tabular}
\begin{tabular}{|c|c|c|c|c|c|c|c|c|c|}
\hline \multicolumn{10}{|l|}{\multirow[t]{6}{*}{}} \\
\hline & & & & & & & & & \\
\hline & & & & & & & & & \\
\hline & & & & & & & & & \\
\hline & & & & & & & & & \\
\hline & & & & & & & & & \\
\hline
\end{tabular}

SEC. 7-5
Problem No. 2
0 REM * FILE PRINT DNE TO A RECORD
REM * HITH RESTART FEATURE
(10 DIM NSST23
20 FGR \(1=1\) TO 1000


PRINT NS
NEXT :
STOP . .
PRINT "FILE FULL"
DATA "Mager, WILHELM RICHARD",1813,18B3
DATA "WAGNER, WILHELM RICHARD", 1813 ,
DATA "VERRRZANO, GIOVAMZI ", 1480,1527
DATA "BRRNTE, ANNE", 1B20,1849
Data "Curie, Marie" 1867,1934
data "VERNE, JULES", 1828,1905
Data "EEREE, Jun
DATA "STGP",0,0

Nol 2
agner, wilhelm richard
VERRAZANE, GIGVANHI
bronte, ANNE
CuRIE, MARIE
Curie, Marie


Problem No. 6
\begin{tabular}{|c|c|}
\hline 100 &  \\
\hline 110 & FILES TEST \\
\hline 190 & REM \# COUNT NAME! \\
\hline 130 & rem pasitign in a array \\
\hline 140 & IF END of then 190 \\
\hline 150 & Fer \(1=1\) T0 250 \\
\hline 160 & Read inilas \\
\hline 170 & Let atijal \\
\hline 180 & NEXT 1 \\
\hline 190 & LET I=1-1 \\
\hline 200 & rem * arrange positiens \\
\hline 210 & REM A ARRAY \\
\hline 220 & FER \(\mathrm{R}=1\) T0 1-1 \\
\hline 230 & READ \(\mathrm{fl}, \mathrm{A}\) (Ridas \\
\hline 240 &  \\
\hline 250 & read al,atj]bes \\
\hline 260 & IF As \(<=\) bs then 310 \\
\hline 270 & LET \(X=A L R]\) \\
\hline 280 & LET afrizatJ] \\
\hline 290 & LET afd] \(=\) X \\
\hline 300 & LET AS=BS \\
\hline 310 & next J \\
\hline 320 & NEXT R \\
\hline 330 & rem * nibl print tames \\
\hline 340 & print "wames in brder" \\
\hline 350 & PRINT " Deb name" \\
\hline 360 & For \(\mathrm{N}=1\) Tg 1 \\
\hline 510 & Read li,atnjas, \\
\hline 380 & print ajas \\
\hline
\end{tabular}

```

200 REM READ GI, NS THE NEXT NAME GREATER THBN THE LAST
REM NAME FRINTED
IF NS
IF SS THEN 240
$\begin{aligned} & \text { IF NS } \\ & \text { IF } \\ & \text { NS }\end{aligned}=5$ SS THEN 240
IFNS
ETSIS
SIS
NEXT I
PRINT SIS
LET SS
0 NEXT
0
0
END

| R2k |
| :--- |
| NO. |
| NO |

ChRISTIE AGATHA
GRUSE MGTHER
THIST GLVER
WHITE SNOW
Problem No. 4

```


```

    READ:1; AS
    ```


```

    NEXINT "SPACE MISSING"
    ETO 280 EXTS(AS,J+1,LEN(AS))
    ```



```

    WRITE: I, AS
    ```

```

NEXT
END
RaN
** BEFGRE **
AGATHA CHRISTIE
MARW WHITE
SNOW WHITE
MOTER GOUSE
Q. IVER TWIST
SAMUEL SPADE
SAMUEL SPAEE
LEELENT CRANSTEN
DELGRES SPIELER
EGGAR MRKS
EDGAR MARKS
DERGTHY WE日SGEN
** AFTER **
CHRTSTIE, AGA
TRUMAN, HAREY
WHITE, SNOW
WHITE, SNOR
WHITE, SNOW
GGOSE, MOTHER
THIST, OLIVER
SPADE, SAMUEL
SPADE, SAMUEL
CRANSTON, LEEMONT
CRANSTON. LEMMONT
SPIELER. DELORES
MARKS. EDGAR
MARS: EDGAR
WGGDSON. DORDTH

```

\section*{CHAP. 8}
```

Problem No. 2

```
```

10 REAB A, BPC

```
10 REAB A, BPC
15 IF ANO FHEN 99
16 PRIT ABIC,
17 IETD
```

15 IF ANO FHEN 99
16 PRIT ABIC,
17 IETD

```










```

Problem No. 2

```

Problem No. 4


40 LEF MINTMT(G-D)*60*.S)



\({ }^{90}\) RUN
\({ }_{78}^{T H O}\) angles afe

done
Problem No. 6


SO PRT NOINT(GG-D)*60*.5
PRINT D"pecrees "M"hinutes

RiN
\({ }^{2} \mathrm{NE} .6\)
\(\begin{array}{lll}\text { DEGREES } & 23 & \text { MINUTES } \\ \text { DEGREES } & 37 & \text { minutes }\end{array}\)
DBAE
Problem No. 8

BLEND
\(\mathrm{RLN}_{\mathrm{N}, \mathrm{N}}\)
Eight is t31.65a feet
dens

SEC. 9-3
Problem No. 2
10 LET \(\begin{aligned} & \mathrm{K}=3.11459180 \\ & \text { DEF } \\ & \text { FNTGSESTMCOK }\end{aligned}\)


IF \(x=0\) THEN 62




B REM TO AND HO COMPUTE THE aTHER THG SIDES



\(\begin{array}{ll}120 & \text { PRHIT } \\ 140 & \text { PRHT } \\ 150 & 6070 \\ \end{array}\)


```

510 DAFA
520
999 DNTA
9
$\stackrel{\mathrm{RLN}}{\mathrm{KB}} \mathrm{M}$

|  |  |  |  |
| :---: | :---: | :---: | :---: |
| the angles are | 24 | 51 | 105 |
| THE SIDES ARE | 10 | 19.11 | 23.7 |
|  | A |  |  |
| the angles are | 30 |  | 90 |
| THE SIDES ARE | 15 | 25.98 | 30 |

DONE
Problem No. 4

```


```

DENE

```

```

15 OEF FNR (X)=1NT(X*
20 RERADB1,C.B

```



```

print "thene are tho triangles"
90 LET Sizi

```



```

150 GOYG 1230
1000
1010 PRINT RIGHT TRIANGLE"

```

```

(030 PRINT "SANELEARE"FNR(A), AREC

```

```

1110
1200 GRIN 20
PRINGLE TRIANGLE.

```



Problem No. 6
DENE




thes ans tua talanolos
LET SiFi
PRINT
dine.

LET \(51=0\)
GOTO 1230
PRINT

1030 PRIN "SANGLES ARE"FNR ARE",90-B1,B1.90
100 Print "nd triangle"


\begin{tabular}{|c|c|}
\hline \multicolumn{2}{|l|}{SEC. 9-3 Cont'd} \\
\hline 1230 & Let Alatb0-681+Ci \\
\hline 1240 & LET A=SIN(A1/K)*B.SIN(B1/K) \\
\hline 1250 & PRINT "SIDES ARE" A, b, C \\
\hline 1260 &  \\
\hline 1265 & IF Sİi THEN 110 \\
\hline 1270 & gato as \\
\hline 1300 & data 30,8.9 \\
\hline 1310 & data 30.9.8 \\
\hline 1320 & data 30,2,1 \\
\hline 1400 & data 0000 \\
\hline \% 9899 & END \\
\hline \multicolumn{2}{|l|}{\({ }_{\text {RLN }}\)} \\
\hline No. 6 & \\
\hline
\end{tabular}

pone

Problem No. 8



```

Problem No. 4
10
30
*)

```

```

M00 IF B<0 THEN:30
\,
l
ggnvery from (a,b) TO (k,G)
A,B70.1)

```

```

A,B7-.01.0
dane
Problem No. }
10 print "fino integral pghers ar (a,b)"
20 PRINT FiNO INTEGRAL
\,
Col
g
{
\:30
M\&N,
Find integral pamers of (a,b)
MHAY PbNERT4
done
SEC. 10-3
Problem No. }
20 DEF PHR(X)=INT(x) 1000*.5)/1000
SO REAO A,BN"N","N"TH ROOTS OF ("A","B") ARE!"
\$00 LET R=SOR(A+2*8*2)

```
```

SEC. 10-3 Cont'd

```










```

| 430 DATA $60,1,4$ |
| :--- |
| 440 |
| DATA $1,1,2$ |

460 DATA
AEO
RUN
END
REN
REN.
NO

```


```

8.924
$\therefore-.393$
.- .834

```

```

The
The 3 - 3 thenolis or : 1 , o aret

```

```

out of data in line oc
CHAP. 11
SEC. 11-1
Problem No. 2
5 bem sugitagt twg polyngmals

```






```

90
100 READ PST Dis
110

```


```

$\begin{array}{ll}140 & \text { PRINT TCXI } \\ 150 & \text { REXT X } \\ 160 \text { READ TLII }\end{array}$
$\begin{array}{lll}150 & \text { HEXT } \\ 160 & \text { READ TLI } \\ 170 & \text { PRINT TLI } \\ 10\end{array}$

```

```

$210 \mathrm{LEXT}_{\mathrm{NET}} \mathrm{X} \mathbf{X}$

```





```

280
290
DAT
299
DND

```

\(\begin{array}{ll}130 & \text { PRINT } \\ 135 & \text { MEXT } \\ 140 \\ 140 \\ \text { PKINT }\end{array}\)

150
155
\(\begin{aligned} & \text { REN } \\ & \text { EN } \\ & \text { NO. }\end{aligned}\)
done

Problem No. 8


```

Problem No. }
10 DEF FNTC(X)
0
S0 LET ST*FHI(X), (x),
%00 LETAAAA+1

```

```

82
36 PRINT X"IS A ZENO"
ll
\, (%)
lol
INTENVAL(5) gEGIN ATL

```

```

done

```

\section*{SEC. 11-4}
```

Problem No. 2

```


```

30 OEF

```




```

110 READPTS2
110
120 MRET
130
150
PRINT
150

```



```

| 180 Print |
| :--- |
| 190 |
| GOYO 210 |
| 100 |

```

```

to peint "Syntheytic division ay x -".andiyieldis:"

```


\(123 \quad 97\)
omp.
Problem No. 8








A* 1
ana 0
one
Problem No. 10




100 OAT
200
RON END
NO
\(1 \begin{array}{llllllll}1 & 3 & 5 & 5 & 3 & 10 & 11 & 12\end{array}\)

\(\begin{array}{llllllllll}3 & 6 & 9 & 12 & 15 & 18 & 21 & 24 & 27 & 30 \\ 3 & 33 & 36\end{array}\)
\(\begin{array}{lllllllllll}4 & 8 & 12 & 16 & 20 & 24 & 28 & 3 ? & 36 & 40 & 44\end{array}\)
\(\begin{array}{lllllllllllllllll}5 & 10 & 15 & 20 & 35 & 35 & 35 & 55 & 30\end{array}\)
\(\begin{array}{lllllllllllll}6 & 12 & 15 & 24 & 30 & 36 & 48 & 43 & 54 & 50 & 66 & 72\end{array}\)
\(\begin{array}{lllllllllll}3 & 14 & 21 & 25 & 35 & 43 & 99 & 56 & 63 & 70 & 77 \\ & 34\end{array}\)
\(\begin{array}{lllllllllll}16 & 24 & 32 & 49 & 45 & 56 & 64 & 70 & 95 & 85 & 96\end{array}\)


SEC. 12-3
Problem No. 2

DATA \(1, \ldots,-3,-1,2\),
MAT
DATA \(-1,2,+3,4\)
DATA \(-1 \in 2,+3\),
MAT \(=A A \in H\)
MAT
DAINT

Bo
dut
de.
7
-23
64
\(-12\)
done
Problem No. 4

OATA READ A, B,-12,1,2H,3,-7




130
130
Enint "commutative"
\begin{tabular}{l} 
HuN \\
No. \\
Nat \\
\hline
\end{tabular}
\(\begin{array}{cc}0 * 8 \\ 0 & 0\end{array}\)
\(0 \quad 0\)
\(\begin{array}{ll}3 * \mathrm{~A} & \\ -8 & -32\end{array}\)
? 8
1 concluoe that matrix
milthplication is not
bone
Problem No. 6

 YAT \(D=A \cdot \theta\),
\(4 A T\)
\(E x A * C\)
Mat Exa*C
Mat Fater
pat





\(123 \quad 97\)
\(123 \quad 9\)

SEC. 12-4
Problem No. 2

dane
Problem No. 4
 \(\begin{array}{ll}\text { OS DATA } \\ 10 & \text { END }\end{array}\)
RUN
Ne.
-2.4
.99999日
\(-3\)
dane
Problem No. 6


may salex
40 May saiok
MAT PRINT 5
100 DATA \(6,3,6,-2,5,-7,-1\)
102 DATA \(-3,1,3,6,-2,-4,4,-7\) O2 DAAA \(6,3,1,5,6,-7,5,-7,-1,-2,-4,-7\)
OS OAA \(-12,77,31,-76\)
OND
\begin{tabular}{c} 
RLN \\
\(\substack{\text { Ne. } \\
-3 .}\) \\
\hline
\end{tabular}
a.
-6
done
```

SEC. 12-4 Contd
Problem No. }
O:M C[3,31,H(3,1],St:011,I[3.3)
\,
3n vaT R=N|OTC
SO MAT S=I*K
In DATARINT 5,4,-3,-3,0,-9,B,5
los DAAA -11.9,58.5,66%%
MHON
7
.610004
.29999a
dene
Problem No. }1

```

```

20

```

```

OM, PhINY "COEFFICIENT miti
So mat print Et
B0 mat Printak
SO MAT S=zEREN,1
00 MAT t=NN\&G
*)
lol
*OD DaTA 20

```

```

2%0 DATA zusO
\#20
899 EN
NO.N
cgeficignt matrix
5
censtant tehm.s
21
selutions
-2.
COEFFICIENT MATRIX
3 0 1
onstant terms
20
0
solutions
5.
-3
dine

```
\(36 \quad 118 \quad 40\)
-5 -1
\(12 \quad 40 \quad-8\)

26 7 -11
\(58 \quad 75 \quad 17\)
dene
CHAP. 13
SEC. 13-2
Problem No. 2
20. LET N=A \(x=14\) to 1 STEP -

\(\begin{array}{ll}10 & \text { NEXT X } \\ \text { LET N*N/2 }\end{array}\)
So LET N*N/
SO PRTMT
in
70 ENO
RENT

4.3589:E*10
done
Problem No. 4





80
RUN
RNO
\(\stackrel{R}{\mathrm{RON}} \mathrm{NO} .4\)
1.551128*25
dane
Problem No. 6

\(\begin{array}{lll}20 & \text { FOR } & x=52 \\ 30 & \text { LET } \\ 30 & C \times C=x\end{array}\)



90
RUN END
\(\stackrel{\text { RUN }}{\text { NO. }} 6\)
2.59996E-0t HANDS
obne

Problem No. 8





```

LET GUC/X
NEXT $X$ PRINT C"STHAIGHT COMMITIEES

```









```

ANL BEY GHD THIL
ALL Girys 715
den
Problem No. 20

```










```

$3.93665 \mathrm{~g} \cdot \mathrm{i}$ p patrs of five card hands
DEME
SEC. 13-3
Problem No. 2

```


```

$\begin{array}{ll}40 & \text { HEXT } \\ 50 \\ \text { LET } \\ 0\end{array}$
60 Fer xwio To STEP -

```


```

90 PRINT
100 ENO
RUW

```

```

. $z$
Problem No. 4

```



```

$\begin{array}{lll}60 & \text { LET } \\ 70 & \text { NEXT }\end{array}$

```


```

80
90
gRiNT
BNO
RuN
No. 4
3.54769E-07
dene
Problem No. 6
10 PRiNT (1/2):10
${ }_{\text {RUN. }}$
$9.765628-04$
done
Problem No. 8

- LET $P=(48 / 52) *(47 / 51) *(46 / 50) *(4 / 49)$
$\begin{array}{ll}20 & \text { PRINT } \\ \text { RUN END } \\ \text { RUN }\end{array}$

```

```

6.38877E-02
done
Problem No. 10
$\begin{array}{ll}10 & \text { PRINT } \\ 20 & (5 / 6) \cdot 30(1 / 6) \\ \text { PRINT } \\ 85 / 6) 990(1 / 6)\end{array}$
So END

| REN |
| :---: |
| Ne. |
| 10 |

    9.64506E-02
    $3.23011 \mathrm{E}-02$
Dene
Problem No. 12

```

```

20
RUN
RO. 12
.39399E-02
done
SEC. 13-4
Problem No. 4

```


```

So LET LEINT(ESORNO(1)

```







```

160
RUN
Now

```

```

dene

```

\(9.521278-02\)
odne
Problem No. 8
5 Print "ones probability"



Problem No. 10


NEXT \(x=(1 / 2)+R=(1 / 2),(10-R\)
\(L E T\)
LET \(T=T+P\)


O PRIM
Ow
End
RUW
NE .10
.376953
dene

Problem No. 12
5 print "flips probabllity":


Pralit \(R\)
NEXT \(R\)
50
60
RUN
REXD
flips pregabilit
\begin{tabular}{|c|c|}
\hline & Rgsab \\
\hline 2 & . 25 \\
\hline 3 & . 125 \\
\hline \(\stackrel{4}{5}\) & . 0625 \\
\hline & -03125 \\
\hline 7 & - 7 -12505-03 \\
\hline 8 & 3.90625E-03 \\
\hline & 1.95312E003 \\
\hline 10 & 7.76562E*0 \\
\hline
\end{tabular}
dene

\section*{Index}

\section*{Index}

ABS (Y) function, 47
Addition
matrix, 186
modulax, 67
Algorithm, Euclidean, 91-92
Argument, definition of, 47
APPEND N statement, 118
Arithmetic, modula; see Modular arithmetic
Arithmetic operators, definition of, 4
Arrays, 78-79, 84
DIM (two dimensional), 85, 86, 89
dimensioning, 85-86
MA'T instructions in, 176
structure of, 79
Artificial data, 20
ASCII, 102, 115, 116
Assignment operator, 10
Assignment statement, 10
ATN (X) function, 136
Axis of symmetry, 123,124
Base-2, 93, 94
Binary files, 118
Binomial experiments, 212
Binomial theorem, 212
Binomial trials, 210-213
Birthday problem, 205
Block diagramming; see Floweharting
Circular functions, 132, 133
CLE; see SCR
Coefficient matrix, 192
Column vector, definition of, 179
Combinations, 200
Comma, use of, 2, 3, 101
Comma delimiter, 10-11
Complex numbers
addition of, 148
de Moivre's theorem, 152
division of, 148
multiplication of, 148
polar form, 150,151
rectangular form, 147, 149
roots of, 152
subtraction of, 148
Complex zeros, 168-175
Compound fraction, decimal value for, 6

Compound interest, 55
calculating, 32
Computer list, 35-36, 40-45
dimensioning, 66
Computer functions
\(\operatorname{ABS}(\mathrm{Y}), 47\)
\(\operatorname{ATN}(\mathrm{X}), 136\)
DEF FNA(X) , 57, 58, 61
\(\mathrm{INT}(\mathrm{X}), 47,48,51\)
RND(X), 62-63
SGN(N), 47
SQR(Y), 47
trigonometric, 133,136
CØN, 187
Conditional transfer, 18, 19
Congruence conditions, 139
Conversions
base-10 to base-2, 93-96
degrees to radians, 133
dimensions, 50-51
inches to feet and inches, 51,54
Coordinate systems, 128
polar, \(144,150,151\)
rectangular, \(132,138,143,147\)
C © (X) function, 133
Cosines, Law of, 139-142
CREATE command, 110
Data files, 109-121
access, 115
ASCII, 116-118
binary, 118
data storage, 115
General Electric, 115
Hewlett-Packard, 110-115
random access, \(112,118-120\)
Data processing, 2
arrays, 78
questionnaires, 85
tabulation, 73-77
DATA statement, 3-4, 101, 116
Debugging, 218
Decision-making, 14
DEF, 57,58
DEG(X), 133
Degrees, conversion to radians, 133
Delimiter, 73
comma, 10-11
semicolon, 10-11

De Moivre's theorem, 152
Depressed polynomial, definition of, 169
Descartes' Rule of Signs, 173, 175
Dimension conversions, 50-51
Dimensioning
arrays, \(85-86\)
lists, 66
DIM statement, 66, 103
two-dimensional, 85, 86, 89
Division
of polynomials, 156-158, 159
synthetic, 158
Dummy argument, definition of, 62
Dummy data; see Artificial data
E-format, 8-9
END statement, 2, 12
Enumeration
combinations, 200
factorial, 198
partitioning, 202
permutations, 198-199, 200, 202
Principle of, 197-198
Equality, matrix, 187, 190
Equals sign, 10
in IF-THEN statement, 15
as relational operator, 15
Error diagnosis, 218-224
Euclidean algorithm, 112-113
greatest common factor, 91
Event, definition of, 205
Executive program, 4
Experiment in probability, definition of, 197, 207
Exponentiation, symbols used for, 4
Factorial, 198
Factoring integers, 48-49
Factor theorem, 160
Failure in probability, definition of, 197
Fibonacci numbers, 39, 46
FILES statement, 110, 117
Flowcharting, 13-14, 20
FØR-NEXT statement, 26, 28, 31, 32
Fractions, reducing, 50-51
Functions
circular, 132, 133
computer, see Computer functions
GØSUB statement, 41, 45
GØTØ statement, 3, 12, 18

Greatest common factor, 51, 54, 91
Identity matrix, 187
IDN, 187
IF END statement, 111
IF-THEN statement, 15, 18-19
IMAGE statement, 227
Initializing, 9-10
INPUT statement, 166
Integers
computing greatest, 47
factoring, 48-49
Integral zeroes of polynomials, 159-163
INT(X) function, 47, 48, 51
INV( ) statement, 191-192
Law of Cosines, 139-142
Law of Sines, 138-139, 141, 142
LEN( ) function, 103
LET statement, 5-6, 11, 56
as assignment statement, 10
Lists; see Computer list
Location principle, 163
Logical end, definition of, 69
Log-on; see Sign-on
Loops, 24-25, 31-34
FØR-NEXT, 26, 28
machine-made, 26, 28-30
nested, 32
Machine-made loops, 26, 28-30
MAT instructions, 176
MAT READ, 178-179
MAT PRINT, 177, 178, 179
Matrix, 179; see also Arrays coefficient, 192
creating zero matrix (ZER), 187
filling locations with 1 (CØN), 187
forming identity matrix (IDN), 187
identity, 187
inverse of, 190-191
transpose of, 195
Matrix addition, 186
Matrix algebra, 185-188
Matrix equality, 187, 190
Matrix inverse, 190, 191
difference from transpose, 195
Matrix multiplication, 185-186
scalar, 187
Matrix subtraction, 186
Maximum, 124

Minimum, 124
Modular arithmetic, 67
addition, 70
multiplication, 70
Multiplication
matrix, 185-186
modular, 70
of polynomials, 155
scalar, 184
Multiplication symbol, use of, 4
Mutually exclusive events, 211, 212

NAME command, 16
Nested loops, 32
Nomeal zeros, 169
Numerical order, 40-41
OPEN command, 110
Operands, definition of, 4
Operators
arithmetic, 4
assignment, 10
relational, 15, 19, 20
Ordering routine, 65
Outcome, definition of, 197
Paper tape, 215
Parabola
definition of, 123
plotting, 125-131
Parentheses, 7-8
Partioning, 202
Pascal's Triangle, 213
Permutations, 198-199, 200, 202
Polar axis, definition of, 144
Polar coordinate system, 151
complex numbers, 150
polar axis, 144
pole, 144
Pole, definition of, 144
Polynomials
abbreviation of, 159
complex zeros, 168-175
definition of, 154
depressed, 169
Descartes' Rule of Signs, 173, 175
division of, 156-158, 159
Factor theorem, 160
integral zeroes of, 159-163
Location Principle, 165
multiplication of, 155
polynomial function, 160
quotient, 173
real zeros, 163, 165-167
Remainder theorem, 159
second-degree, 168
synthetic division, 158
variation in sequence, 173
Predefined process, 41
Prime numbers, 48-49
Principle of Enumeration, 197-198
PRINT statement, \(1,2,101\)
PRIN'T USING function, 61, 227
Probability
binomial trials, 210-213
"birthday problem," 205
definition of, 197, 204
event, definition of, 205
experiment, definition of, 197
failure, definition of, 197
independence, 205
outcome, definition of, 197
success, definition of, 197
Program, definition of, 1
executive, 4
Program defined functions, 55-60
Pseudo random number generator, definition of, 62
Pythagorean theorem, 132

Quadratic formula, 122, 168
Quadratic function
definition of, 122
graph of, 123-124
quadratic formula, 122, 168
zeros of, 122-123
Questionnaire, 77, 85
Quotient polynomial, 157
storing of, 173

Radians, definition of, 132, 133
\(\mathrm{RAD}(\mathrm{X})\) function, 133
Random access, 115
Random access files, 112, 118-120
Random number generator, 62-71, 206207
dummy argument, 62
pseudo random number generator, 62
RND(X), 62-63
READ statement, 3-4

READ \#N statement, 117
Real zeros, 163, 165-167
Records, 118
Rectangular coordinate system, 132, 138,143
complex numbers, 147, 149
Relational operators
equals sign as, 15
"greater than," 19
"greater than or equal to," 20
"less than," 19
"less than or equal," 20
"not equal to," 20
REM statement, 13, 16-17
Remainder, 51, 91
Remainder theorem, 159
Remote terminal, definition of, 1
Replacement operator; see Assignment operator
RESTØRE \#N statement, 118, 119
RETURN statement, 41, 44-45
Right triangles, 133, 135
computing angles, 136
RND(X) function, 62-63
Roots, complex numbers, 152
Rounding off, 57
Routine, ordering, 65
Row vector, definition of, 179
RUN command, 4, 5
Scalar multiplication, 187
Scientific notation, 8-9
SCR command, 4-5
SCRATCH \#N statement, 117, 118
Selections, 200
Semicolon delimiter, 10-11
Sequential access, 115
SETW statement, 119
SGN(N) function, 47
Sign-on, 4
Simulation, random
random number generator, 206-207
Simultaneous linear equations
printing results, 194-195
solving, 192-193
Sines, Law of, 138-139, 141, 142
Sint (X) funciunt, 133
Spacing, 58-59
comma, 10, 11
semicolon, \(10,11,96\)
SQR(Y) function, 47

Statements
DATA, 3-4
DEF, 57, 58
DIM, 66, 85, 86
END, 2, 11
FØR-NEXT, 26, 31, 32
GØSUB, 41, 45
GØТØ, 3, 11, 18
IF-THEN, 15, 18-19
INPUT, 166
LET, 5-6, 10, 11, 56
READ, 3-4
REM, 13, 16-17
RESTØRE, 108, 110
RETURN, 41, 44-45
STØР, 59
STØP statement, 59
Strings, 101-109
String array scheme, 106-108
String variable, 101, 103
Subroutine, 41,45
Subscripts, 35, 103
Substring scheme, 103
Subtraction, matrix, 186
Success in probability, definition of, 197
Sum array, 186
Symmetry
axis of, 123
definition of, 124
Syntax errors, 220
Synthetic division, definition of, 158
System commands, 4-5
NAME, 16
RUN, 4, 5
SCR, 4-5
Sign-on, 4
TAB(X) function, 225
Tabulating
one item, 73-75
several items, 75
yes-no answers, 76-77
TAN(X) function, 133
Tape, paper, 215
Tape punch, 215
Tape reader, 210
Transpose, of a matrix, 195
Transfer
conditional, 18
unconditional, 18

\section*{'Triangle}
area of, 138
Law of Cosines, 140-142
Law of Sines, 138-139
right triangles, 133, 135, 136
Trigonometric ratios, 133
Trigonometry
area of triangle, 138
circular functions, 132
complement, 135
congruence conditions, 139
Law of Cosines, 139-142
Law of Sines, 138-139, 141, 142
polar coordinate system, 144, 150, 151
Pythagorean theorem, 132
radians, 132
rectangular coordinate system, 132, 138, 143
trigonometric computer functions, 133, 136
trigonometric ratios, 133

TRN( ), 195-196
Two-dimensional list; see Arrays
Unconditional transfer, 18

Variation in number sequence, definition of, 173
Vectors
column, 179
row, 179
WRITE \#N statement, 117
ZER, 187
Zero subscripts, 155
Zeros of polynomials
complex zeros, 168-175
of function, 159
integral zeros, 159-163
nonreal zeros, 169
real zeros, 163, 165-167

\section*{BASIC BASIC: An Introduction to Computer Programming in BASIC Language, Second Edition \\ James S. Coan}
". . . an excellent introduction to the use of BASIC through remote terminals and time sharing . . . clearly written and well-organized," said Computing Reviews about the first edition of this popular introductory book. Anyone can learn to write computer programs in BASIC using this book. Not only does it describe the essential statements of BASIC and use them in sample programs, but this new edition now includes a chapter on strings and files.

The author uses over 100 sample programs to illustrate the essential techniques of the language and to integrate BASIC programming with mathematics. Each language statement or capability is clearly explained at the time that it is first used in a sample program. Every section is followed by practice problems. Solutions to even-numbered problems appear in the text, the remainder in the separate Teacher's Guide.

\section*{Other Books of Interest . . .}

\section*{ADVANCED BASIC: Applications and Problems}

James S. Coan
This is the follow-up BASIC text for those who want to extend their expertise. It offers advanced techniques and applications, including coordinate geometry, area, sequences and series, polynomials, graphing, simulations, and games. \#5855-1, paper, \#5856-X, cloth, 192 pages.

THE BASIC WORKBOOK: Creative Techniques for Beginning Programmers Kenneth E. Schoman, Jr.

Here is a hands-on approach to learning BASIC and the fundamentals of problem-solving using a computer. Through many exercises, readers develop a workable BASIC vocabulary, a feeling for the logic and intrigue of programming algorithms, and the self-confidence needed to use a computer in a variety of applications. \#5104-2, paper, 128 pages.

\section*{GAME PLAYING WITH BASIC}

Donald D. Spencer
Enjoy the challenge of competition by playing such computer games and puzzles as 3-D Tic-Tac-Toe, Nim, Roulette, Black Jack, Magic Squares, the 15 Puzzle, Go-Moko, Keno, Morra, Baccarat, and many others. The author writes in a nontechnical style and includes the rules of each game, how each game works, illustrative flowcharts and diagrams, and the output produced by each program. \#5109-3, paper, 176 pages.```

